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## Solution 1

options(repos = c(CRAN = "https://cran.rstudio.com"))  
# Make sure that this information is installed and applied beforehand  
install.packages("ISLR")

## Installing package into 'C:/Users/X/AppData/Local/R/win-library/4.5'  
## (as 'lib' is unspecified)

## package 'ISLR' successfully unpacked and MD5 sums checked  
##   
## The downloaded binary packages are in  
## C:\Users\X\AppData\Local\Temp\RtmpQ79UZJ\downloaded\_packages

install.packages("patchwork")

## Installing package into 'C:/Users/X/AppData/Local/R/win-library/4.5'  
## (as 'lib' is unspecified)

## package 'patchwork' successfully unpacked and MD5 sums checked  
##   
## The downloaded binary packages are in  
## C:\Users\X\AppData\Local\Temp\RtmpQ79UZJ\downloaded\_packages

library(patchwork)  
library(ISLR)  
library(dplyr)

##   
## Attaching package: 'dplyr'

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

dim(College) # rows, cols

## [1] 777 18

help(College)

## starting httpd help server ...

## done

apps<-College$Apps  
#apps  
  
set.seed(1337)  
  
# setting up an empty var for use later.   
bootsApplications<-NULL  
  
# writing as dplyr so we could learn piping -- easier ways with just sample()  
library(dplyr)  
for(j in 1:1000)  
{  
 # in this case, the '.' is specifically piping "Apps" into those positions.   
 # so we're sampling (apps, len(apps), replacement = true)  
 # why we don't use mean(.) here is because mean already  
 # expects our sample from apps. So mean(.) and mean() are identical  
 my\_samp=apps%>%sample(.,length(.),replace=TRUE)%>%mean()  
 # Once we grab a single sample   
 bootsApplications<-c(bootsApplications,my\_samp)  
}  
hist(bootsApplications)
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quantile(bootsApplications,c(.1,.9))

## 10% 90%   
## 2831.907 3179.010

At an 80% confidence level, we see great clustering around the 3,000 mark for our applications to colleges in our dataset. With a higher rise at the 2,800 mark and 3,200 mark, we might be able to say that we have a bit of a concentrated number for most colleges between this range. The rest are not outlines, but with more data, I might expect our mid point to rise higher and fall off steeper.

## Solution 2

startTime <- Sys.time()  
# WE are starting our our System time to get our init UTC time format.   
startTime <- Sys.time()  
boots1 <- NULL  
boots2 <- NULL  
boots3 <- NULL  
  
# Creating a vector "seeds" to hold our 3 random seed values. This only gets  
# run 1 time per execution and seeds is reused for our 5,000 samples later on.  
# Our code here uses the samples function to grab a random value between  
# 1 and 5,000 --- then does this 3 times exactly.   
seeds <- sample(1:5000,3)   
  
set.seed(seeds[1])  
for(j in 1:1000)  
{  
 my\_samp=apps%>%sample(.,length(.),replace=TRUE)%>%mean()  
 boots1<-c(boots1,my\_samp)  
}  
  
set.seed(seeds[2])  
for(j in 1:1000)  
{  
 my\_samp=apps%>%sample(.,length(.),replace=TRUE)%>%mean()  
 boots2<-c(boots2,my\_samp)  
}  
  
set.seed(seeds[3])  
for(j in 1:1000)  
{  
 my\_samp=apps%>%sample(.,length(.),replace=TRUE)%>%mean()  
 boots3<-c(boots3,my\_samp)  
}  
  
# Printing the combined data frame for boots 1,2,3 so we can verify our data.  
df <- data.frame(boots1,boots2,boots3)  
#print(df)  
endTime <- Sys.time()  
elapsed <- endTime - startTime  
print(paste("1,000 sample Calc Code: Time Elapsed - ",elapsed))

## [1] "1,000 sample Calc Code: Time Elapsed - 0.168615102767944"

Once our 1,000 samples has been run 3 times, we have our seeds stored for use in our 5,000 sample distributions that we will see below.

boots4 <- NULL  
boots5 <- NULL  
boots6 <- NULL  
# Note: We had stored our seeds into the vector "seeds" so now we are grabbing  
# each seed 1,2,3 and placing those back into new samples @ 5,000 samples.   
set.seed(seeds[1])  
for(j in 1:5000)  
{  
 my\_samp=apps%>%sample(.,length(.),replace=TRUE)%>%mean()  
 boots4<-c(boots4,my\_samp)  
}  
  
set.seed(seeds[2])  
for(j in 1:5000)  
{  
 my\_samp=apps%>%sample(.,length(.),replace=TRUE)%>%mean()  
 boots5<-c(boots5,my\_samp)  
}  
  
set.seed(seeds[3])  
for(j in 1:5000)  
{  
 my\_samp=apps%>%sample(.,length(.),replace=TRUE)%>%mean()  
 boots6<-c(boots6,my\_samp)  
}  
  
# Grab our final UTC time after execution, then minus, then print the result.  
endTime <- Sys.time()  
elapsed <- endTime - startTime  
# NOTE: we are doing a version of Concatenation, but with strings on numbers, hense  
# paste  
print(paste("5,000 sample Calc Code: Time Elapsed - ",elapsed))

## [1] "5,000 sample Calc Code: Time Elapsed - 1.09627199172974"

## Graphing Solution 2

So now that we have the main calculation and have got all of our data, let’s graph it!

We’re going to do that with a mix of ggplot2 to create our hists with some colour and patchwork to put it all into 1 image for easy of use.

NOTE: that we are using bins of size 30 here for both and colouring each of them differently to show some differentiation between the graphs.

We are also only graphing boots1 vs boots 4, but the code can be extended to any of the combinations.

library(ggplot2)  
library(patchwork)  
startTime <- Sys.time()  
quantile(boots1,.1,.9)

## 10%   
## 2836.595

quantile(boots4,.1,.9)

## 10%   
## 2830.341

# ----------------------------------  
p1 <- ggplot(data.frame(one\_thousand\_sample = boots1), aes(x = one\_thousand\_sample)) +  
 geom\_histogram(bins = 30, fill = "blue", alpha = 0.25) +  
 labs(title = "Histogram of 1,000 samples")  
  
# Make graph 2~ 5,000 samples   
p2 <- ggplot(data.frame(five\_thousand\_sample = boots4), aes(x = five\_thousand\_sample)) +  
 geom\_histogram(bins = 30, fill = "red", alpha = 0.25) +  
 labs(title = "Histogram of 5,000 samples")  
# ----------------------------------  
# Combine both hists with patchwork  
p1 + p2

![](data:image/png;base64,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)

endTime <- Sys.time()  
elapsed <- endTime - startTime  
print(paste("Graphing Code: Time Elapsed - ", elapsed))

## [1] "Graphing Code: Time Elapsed - 0.273139953613281"

## Hists We Produced - Our Comments

Our observations from the first histogram is that it is rather noisy and jagged. The 1,000 sample looks mildly left tailed and has outliers compared the the 5,000 sample. 1,000 samples seems to not be enough because the distribution is a bit left leaning, whereas the 5,000 samples gives us a nicer bell shape. The left almost seems as if it has missing parts. The right histogram (5,000) looks much smoother than the left. It appears more uniform and symmetrical and gives us more confidence. We do wonder if there is a correlation between more samples and uniformity or if the results are similar but look different.

We are astonished that the computational time is so quick. We’re not sure if this is CPU bound or not. IE Throwing more hardware would decrease comp time.

## SOLUTION 3

# Let's start by grabbing just the private data and looking at it.   
isPrivateOrPublic <- College$Private  
#isPrivateOrPublic  
  
# tapply ( x, index, mean/median/other)  
# do calcs on X, for each instance of Index, then compute the mean on X.   
appsGroupedByPrivate<-tapply(College$Apps,College$Private,mean)  
appsGroupedByPrivate

## No Yes   
## 5729.920 1977.929

my\_stat<-appsGroupedByPrivate[1] - appsGroupedByPrivate[2]  
data.frame(my\_stat)

## my\_stat  
## No 3751.991

TApply allows us to group two cols together and then do an execution on 1 of those. In our usecase, we are spinning our apps data around our ‘Yes’ and ‘No’ per entry of yes and no. This is why y/n is our headers and apps is our data in the col. Once we have these, tapply is set to use the mean to get the “average” of all grouping of ‘yes’ and ‘no’. This only works one way as we can’t get the mean of alpha values.

minus our stats gives us what is the “remainder” which tells us which is more than the other in terms of college applications from private vs public schools. We observe still mostly 'No' or Private applications overwhelming the public averages per College.

##Info-Industrial>0 (Alt Hyp)  
## Info-Industiral=0 (Null Hyp)  
## We want to generatee the null hypothesis that the two means are equal  
## We want to know do info make more than industrial (avg higher)  
set.seed(660)  
samp\_d<-NULL  
dim(College) # 777 -- so we use this in our sampling

## [1] 777 18

for(j in 1:10000){  
 NewDat<-data.frame(appers=College$Apps,priv=sample(College$Private, 777))  
 my\_stat\_boot<-tapply(NewDat$appers,NewDat$priv,mean)  
 samp\_d<-c(samp\_d,my\_stat\_boot[2]-my\_stat\_boot[1])  
 ## ^^ null distro ^^  
}  
#df<- data.frame(samp\_d)  
#df  
  
hist(samp\_d,xlim=c(-20,20))  
# WE CANNOT CALL THIS BY ITSELF   
abline(v=my\_stat)
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my\_stat

## No   
## 3751.991

# div by the number of samples taken  
sum(samp\_d>=my\_stat)/10000

## [1] 0

# there are 0 times our last sets didn't show up in the distro

Out end value for P value is 0. Because that is the case, we will reject the null as it’s the most correlated hypothesis scenario possible. Correlation however does not equal causation and we’re not measuring external variables, but based on what we were given, we can say that our test is less than 0.05.