期中考试的原题有可能出现在期末考试中

考试整学期的内容，侧重点在后几章

1 单选 2 20

2 填空 2 20

3 简答 每题10分 30

异常处理机制及相关关键字

public static void main(String[] args) {

// TODO Auto-generated method stub

Scanner in = new Scanner(System.in);

String input1 = in.next();

System.out.println(input1);

in = new Scanner(System.in);

String input2 = in.nextLine();

System.out.println(input2);

}

集合类常用的类型及其区别，常用的方法

List 更加关注索引顺序

ArrayList 快速遍历、迭代 少量的插入删除操作

LinkedList 迭代慢、快速的插入删除

方法：get set add remove size isEmpty clear

Set（集） 关注数据的唯一性

HashSet 无序的

LinkedHashSet 插入顺序

TreeSet 自然顺序 (升序)

方法：add remove size isEmpty clear

Queue

方法：offer poll remove peek put take

Map 键值对 key是唯一的 value不唯一

HashMap LinkedHashMap TreeMap

Put clear isEmpty remove size

Keyset values

Keyset().iterator

Values().iterator

Iterator it = map.entrySet().iterator();

While(it.hasNext()) {

Entry entry = (Entry)it.next();

entry.getKey();

entry.getValue();

}

**package** org.edu2act.zko1021.\_59;

// 期中考试

**public** **class** Demo {

// final类不能被继承

**static** **int** *i*; //默认为0

**public** **static** **void** main(String[] args) {

String s = "0123456";

System.***out***.println(*i*);

System.***out***.println(s.substring(2,5)); //从2开始，并不打印5

**new** Hi\_B();

}

}

**class** Hi\_A{

**public** Hi\_A(){ //3

System.***out***.println("Hi\_A");

}

{ //2 属于类的，先于构造函数执行

System.***out***.println("AAA");

}

**static** { //1

System.***out***.println("STATIC AAA");

}

}

**class** Hi\_B **extends** Hi\_A{

**public** Hi\_B(){ //3

System.***out***.println("Hi\_B");

}

{ //2

System.***out***.println("BBB");

}

**static** { //1 类装载时，static方法就要调用，所以这两个最先调用

System.***out***.println("STATIC BBB");

}

}

![](data:image/png;base64,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)

**for**(n=1;++n<4;);

System.***out***.println(n); 结果为4

**for**(n=1; n++<4;);

System.***out***.println(n); 结果为5

Buffered → 读的时候用的是readLine方法。

## 类的访问权限，封装，继承，多态

## 泛型 set map list 如何区分

进程 程序 线程的功能区别 线程的生命周期等

4 程序题 15 30

网络编程， Socket 编程，TCP协议，UDP协议 数据库编程

客户端和服务器端之间的通讯 重点在于核心代码

区分哪些是类 对象

类的声明和定义 一个java文件中只能有一个public类

对象的实例化

类成员的访问

## 成员方法的修饰符

## final修饰方法 不能被重修 修饰类 不能被继承

synchronized 同步

## 三种成员属性的权限以及缺省权限 包权限

## 成员方法 返回值？

## 方法重载的匹配问题 精确匹配 类型提升

方法重载 参数类型或个数不同 方法名相同

注意 返回值不同 是否静态 不作为重载依据

不同重载方法可以互相调用

## 包装器类型 匹配 类型提升

## 构造方法 不加返回值

方法传参 基本数据类型

引用数据类型的传递

类定义的对象一般都是引用传递

## 垃圾回收机制 其中基本的理论 回收情形 空指针 隔离引用

垃圾回收机制 JC

JAVA垃圾收集器受JVM的控制，JVM决定什么时候运行垃圾收集器。

当JVM感到内存不足时会运行垃圾收集器

在JAVA程序中可以请求JVM运行垃圾收集器，但无法保证JVM会答应请求

当没有现成能够访问对象时，该对象就是适合进行垃圾收集的。

空指针 隔离引用 i2 i3 i4 i2.next = i3; i3.n =i4; i4.n =i2; 都是null

## 包的使用 what 不同的包之间可以有同名的文件 三种包

包 package 命名空间 避免命名冲突

必须放在源程序的除去注释外的第一行 java.lang.String String是包名

使用方法： 系统内置的包 自定义包 第三方提供的包

3. import 导包 or 在每一个类名之前添加完整的包名

4. import指定类 import整个包 import java.util.array import java.util.\*

5. import 唯一价值 减少键入

## 导包的方法 通过全名来访问 or \*

## 几个重要的包 包含什么类 net上面有个不用的

重要包

java.lang String Math Ineger

java.awt 抽象

java.applet

java.net

java.util 包含为任务设置的使用程序累 随机数发生 日期日历相关

java.io

## 访问权限符 4种 理解

pirvate（类内） public protected（包内+子类） 缺省（包权限）

## 继承的基本概念 格式 一个类只能有一个父类 和后面的几个例子

## 静态成员的调用时间

静态代码块：当JVM加载所在类的时候调用一次，也就是第一次初始化这个类的对象的时候调用，而且整个程序中只调用一次，一般用来初始化类的静态成员  
普通代码块：每次实例化类的对象的时候都调用，且在构造方法之前调用，一般工程中只有特殊用途会用到  
构造方法：一般初始化类中的属性值

## super this 关键字

## 方法重写 规则

重写的规则

返回类型一致 相同的方法名 参数列表必须相同 不能重写为final的方法 不能缩小访问权限 如果一个方法不能被继承 则不能重写 例如 父类的private方法

## 抽象类 实现

接口 interface 为实现这个接口的类制订了一个标准

接口的继承 一个类可以实现多个接口 一个接口可以被多个无关的类实现 若不实现 → 接口 or 抽象

接口的继承也是多继承

Object类是所有类的父类

## hasCOde equals tostring 可能会考

public int hashCode(){

return name.hashCode()\*11;

}

## 多态 向上转型 多个类实现相同的接口 也会存在多态的问题 多态考点不多

向上转型 父类引用指向子类对象

向上转型既可以使用子类强大的功能，又可以抽取父类的特性 实现动态多态

不可以调用子类自己的。 会出错。

多态是如何实现的？ 重写

## 包装器类 应该会考

• Java的八种基本数据类型对应的包装器类分别为：Byte，

Short，Character，Integer，Long，Float，Double，

Boolean

有时也需要将包装器类型对象转换为基本数据类型

方法 返回类型

byteValue() byte

shortValue() short

intValue() int

longValue() long

floatValue() float

doubleValue() double

• 选择重载时匹配哪个方法时遵循以下原则：

– 是否有直接匹配的

– 是否加宽后直接能够匹配的

– 是否装箱后能够匹配的

– 是否有不定长参数能够匹配的

– 先装箱后加宽后能否匹配

• 可以先装箱，后加宽（int可以通过Integer编程Object）

内置类型 值传递 包装器类 引用传递

自动装箱 的过程 jdk支持

## 基本数据类型的加宽带来的问题 中的题目

## 异常会考 主要是异常的处理机制 捕获异常 抛出异常 区分关键字 Exception一定要写在最下面的catch

异常处理机制

• 对于异常Java中提供了两种常见的方式：

– 捕获异常

– 抛出异常

捕获异常

异常流程的代码和正常流程的代码分离，提高了程序的可

读性，简化了程序的结构

• 使用try和catch捕获异常

– try {

– //接受监视的程序块,在此区域内发生的异常,

– //由catch中指定的程序处理;

– }catch(要处理的异常种类和标识符) {

– //处理异常;

– }

try、catch处理流程

• try语句块中没有抛出任何异常

– 程序会跳过catch子句

• try语句块中抛出了catch子句中说明的异常

– 程序跳过try语句块中的其余代码

– 程序执行catch子句中的异常处理代码

finally语句定义一个总是被执行的代码块，而不考虑是否

出现异常

一个方法不处理它产生的异常,而是沿着调用层次向上传递

，由调用它的方法来处理这些异常，叫抛出异常

抛出异常: 不是出错产生，而是人为地抛出

– 语法：throw (异常对象);

– 如：throw new ArithmeticException();

如何抛出异常？

– 确定要抛出的异常类

• 系统提供的异常类

• 自定义的异常类

– 创建这个类的对象

– 将该对象抛出

断言不怎么考

## throw 和 throws 的区别

throws语句用在方法声明后面，表示该方法会抛出哪些异常，使

它的调用者知道要捕获这些异常。

– throw语句用在方法体内，表示抛出异常，是具体向外抛异常的

动作，它抛出一个异常实例。

– throws表示出现异常的一种可能性，并不一定会发生这些异常；

throw则是抛出了异常，执行throw则一定抛出了某种异常。

## 异常的类型

异常分为2大类

– Error：描述了Java运行系统中的内部错误以及资源耗尽错误

• 唯一的解决方法：尽力使程序安全地终止

– Exception：程序中需要关注的

• 运行时错误（RuntimeException）：在 Java 虚拟机正常运行期间

抛出的异常，由程序错误导致。 Java编译器允许程序中不对这类异

常做出处理。

– 错误的类型转换

– 数组下标越界

– 访问空指针

• 其他错误（如：IO异常、SQL异常）：一般是外部错误，Java编译器

要求在程序中必须处理这类异常

java的collection中的那幅图 重点关注实现类

队列比较少 set list考得应该多

## map非线性的存储结构 区别

## 每个的第一页 了解他们的特点

列表（ List ）：关心的是索引

– 对象按索引存储

– 可以存储重复元素

– 具有与索引相关的一套方法

• 主要实现类

– ArrayList：线性表

• 快速迭代，少量插入删除

– LinkedList：链表

• 迭代速度慢，快速插入删除

Queue接口

• java.util.Queue

• 队列是一种特殊的线性表，只允许在表的前端（front，

队头）进行删除操作，而在表的后端（rear，队尾）进行

插入操作

• 继承了Collection接口

• LinkedList实现了Queue接 口

映射（Map）

– 对象以键－值对（key-value）存储

– key不允许有重复，value允许有重复

• Map中元素，可以将key序列、value序列单独抽取出来

– 使用keySet()抽取key序列，将map中的所有keys生成一个Set。

– 使用values()抽取value序列，将map中的所有values生成一个

Collection。

List 索引 ArrayList和LinkedList的对比 后者插入删除快 etc

Set相当于字典 没有顺序 但是唯一

## map key - value 遍历

HashMap<String, Integer> map = new HashMap<>();

Set<String> keys = map.keySet();

for ( Iterator iterator = keys.iterator(); iterator.hasNext();)

System.out.println(map.get(iterator.next()); // zhuyi!!!

}

## 三个set的比较 优缺点 如何选择

HashSet

– 不能保证元素的排列顺序，顺序有可能发生变化

– 不是同步的，集合元素可以是null,但只能放入一个null

– 哈希表是通过使用称为散列法的机制来存储信息的，元素并没有

以某种特定顺序来存放；

• LinkedHashSet

– 以元素插入的顺序来维护集合的链接表，允许以插入的顺序在集

合中迭代；

– 遍历性能比HashSet好，但是插入时性能稍微逊色于HashSet

• TreeSet

– 提供一个使用树结构存储Set接口的实现，对象以升序顺序存储，

访问和遍历的时间很快；

## 迭代器 了解 注重算法而非类型

这种方式适用性更强

for ( Iterator iterator = Arrlist.iterator() ; iterator.hasNext();) // 最开始的iterator指向第一个元素前面的位置

Sring string = (String ) iterator.next();

}

## 泛型的定义和使用

泛型（Generics）

– 所谓泛型，即通过参数化类型来实现在同一份代码上操作多种数

据类型

– 泛型编程是一种编程范式，它利用“参数化类型”将类型抽象化

，从而实现更为灵活的复用

– 泛型赋予了代码更强的类型安全，更好的复用，更高的效率，更

清晰的约束

class Info<T> {

private T var;

public T getVar() {

return var;

}

public void setVar(T var) {

this.var = var;

}

}

public boolean equals(Object b ) {

if ( o instanceof Cat && (Cat)o.getName().equals(this.getName())) {

return true;

} else {

return false;

}

}

## 通配符了解一下即可 所以我觉得应该不考吧

10 void addAnimal(List<? extends Animal> animals)

Animal可以是类或接口

接受所声明变量类型的任何子类型

父类

void addAnimal(List<? super Dog> animals)

11 List<?> 与List< ? extends Object> 完全相同

List<Object> 与它们完全不同

12 泛型通配符只能用于引用的声明中 不可以在创建对象时使用

不可以使用采用了泛型通配符的引用调用使用了泛型参数的方法 P61

## 流与文件 创建读写获取 随机存取（no）

File dir = new File("C://1//");

boolean r = false;

if(!dir.exists()){

r = dir.mkdir();

if (r) {

System.out.println('目录创建成功');

}

}

// dir.mkdirs(); 创建目录时也会创建父目录 创建级联目录

File f = new File("C://1//a.txt");

if(!f.existd()){

r= false;

try {

r= f.createNewFile();

} catch (IOException e) { // 路径出错可能会出异常

e.printStackTrace();

}

if (r) {

System.out.println('文件创建成功');

}

}

5

try {

Writer w = new FileWriter(f);

w.write("hello world");

w.close();

} catch (IOException) {

...

}

6

String[] fs = dir.list();

for(int i = 0; i< length; i++) {

System.out.println(fs[i]);

}

7 f.delete();

if (r) {

System.out.println('delete成功');

}

## 流的分类 字节流和字符流的区别

3 根据流的方向分类 输入流 输出流

4 根据操纵对象的类型分类

字符流 读取单位为字符 本质基于字节流 文本 不一定是char 也可以 utf-8各种

Reader 读取单位为1字符，2字节（16位）

字节流 读取单位为字节 一般用于文件传输 MP3 电影 外部设备中文件和外部设备中的文件显示

只要处理纯文本数据，优先考虑字符流，其他的形式采用字节流。

Reader r = new FileReader(new File("C://test.txt"); FILENOTFOUNDEXCEPTION

char cbuf = new char[256];

int len = r.read(cbuf); IOEXCEPTION

System.out.println(new String(cbuf,0,len));

r.close();

Writer w = new FileReader(new File("C://test.txt");

w.write('123');

w.close();

5 readObject 流 --反序列化--> 对象

wirteObject 对象 --序列化--> 流

6 // 将对象序列化后存入文件person.out

ObjectOutputStream oout = new ObjectOutputStream(new FileOutputStream(file)); //文件 传到这个地方。 要有try catch

oout.writeObject(p); //对象p try catch

oout.close();

//读取文件，反序列化后得到对象

ObjectInputStream oin = new ObjectInputStream(new FileInputStream(file));

Object newPerson = oin.readObject();

//如果不是Object 要强转 (Cat) oin.readObject();

oin.close();

System.out.println(newPerson);

7 BufferedReader ... 直接读\写一行字符 有时间再看看代码

## 程序 进程 线程 区别 5种声明周期很重要 非常清楚地说清楚

程序、进程、线程

– 程序是一段静态的代码，是应用软件执行的蓝本;

– 进程是程序的一次动态执行过程，它对应了从代码加载、执行至

执行完毕的一个完整过程，这个过程也是进程本身从产生、发展

至消亡的过程

– 线程是比进程更小的执行单位。进程在其执行过程中，可以产生

多个线程，形成多条执行线索，每条线索，即每个线程也有它自

身的产生、存在和消亡的过程，也是一个动态的概念.

进程

一个应用程序一个进程

独立功能的程序

通过多个线程占据系统资源

进程之间数据状态完全独立

线程

一个进程可以有多个线程

执行程序的最小单元

占用CPU的基本单位

线程间共享一块内存空间

Java中的线程

– 每个Java程序都有一个默认的主线程

– 当JVM加载代码发现main方法之后，就会立即启动一个线程，这

个线程称为主线程

• 主线程的特点：

– 是产生其他子线程的线程

– 不一定是最后完成执行的线程

线程完整的生命周期包括五个状态：新建、就绪、运行、阻塞和死亡.

新建状态：线程对象已经创建，还没有在其上调用start()

方法。

• 可运行状态：当线程调用start方法，但调度程序还没有把

它选定为运行线程时线程所处的状态。

• 运行状态：线程调度程序从可运行池中选择一个线程作为

当前线程时线程所处的状态。这也是线程进入运行状态的

唯一方式。

等待/阻塞/睡眠状态：其共同点是：线程仍旧是活的，但

是当前没有条件运行。它是可运行的，当某件事件出现，

他可能返回到可运行状态。

• 死亡状态：当线程的run()方法完成时就认为它死去。线

程一旦死亡，就不能复生。 一个死去的线程上调用start()

方法，会抛出java.lang.IllegalThreadStateException异

常。

## 线程的定义 出大题 run start 等方法

线程离开运行状态的方法：

– 调用Thread.sleep()：使当前线程睡眠至少多少毫秒（尽管它可能

在指定的时间之前被中断）。

– 调用Thread.yield()：不能保障太多事情，尽管通常它会让当前运

行线程回到可运行性状态，使得有相同优先级的线程有机会执行

– 调用join()方法：保证当前线程停止执行，直到调用join方法的线

程完成为止。然而，如果调用join的线程没有存活，则当前线程

不需要停止

计数器，从1-100之间计数，每隔1秒计数一次。

public class MyThread extends Thread {

public void run() {

for (int i = 0; i < 100; i++) {

System.out.print(i);

try {

Thread.sleep(1000);

System.out.print(" 线程睡眠1000毫秒！\n");

} catch (InterruptedException e) {

e.printStackTrace();

}

}

}

public static void main(String[] args) {

new MyThread().start();

}

}

• 线程睡眠是帮助其他线程获得运行机会的最好方法。

• 线程睡眠到期自动苏醒，并返回到可运行状态，不是运行

状态。

• sleep()中指定的时间是线程不会运行的最短时间。因此，

sleep()方法不能保证该线程睡眠到期后就开始执行。

• sleep()是静态方法，只能控制当前正在运行的线程。

线程中的常用方法

• interrupt():“吵醒”休眠的线程，唤醒“自己”;

• yield():暂停正在执行的线程，让同等优先级的线程运行;

• join():当前线程等待调用该方法的线程结束后，再排队等

待CPU资源;

• stop():终止线程.

start():启动线程，让线程从新建状态进入就绪队列排队;

• run():线程对象被调度之后所执行的操作;

• sleep():暂停线程的执行，让当前线程休眠若干毫秒;

• currentThread():返回对当前正在执行的线程对象的引用;

• isAlive():测试线程的状态，新建、死亡状态的线程返回

false;

Java中两种创建线程的方式：

– 继承Thread类

• 重写run() 方法

• new一个线程对象

• 调用对象的 start() 启动线程

实现Runnable接口

– 实现run() 方法

– 创建一个Runnable类的对象r，new MyRunnable()

– 创建Thread类对象并将Runnable对象作为参数，new Thread(r)

– 调用Thread对象的start()启动线程

## 网络编程看老师写的代码 ppt从第八页开始一定要真正的理解

## URL相关

RL类：统一资源定位符，指向互联网“资源”的指针。

url = new URL("http://");

// 打开连接

URLConnection conn = url.openConnection();

// 得到输入流

InputStream is = conn.getInputStream();

// 关于IO流的用法和写法一定要熟悉

OutputStream os = new FileOutputStream("d:\\baidu.png");

byte[] buffer = new byte[2048];

int length = 0;

while (-1 != (length = is.read(buffer, 0, buffer.length))) {

os.write(buffer, 0, length);

}

is.close();

os.close();

URL网络编程实例：文件下载

• 下载服务器端文件，基本思路：

– 创建URL对象：URL url = new URL( 文件地址 );

– 获取服务器端输入流：InputStream is = url.openStream();

– 文件读写：从输入流中读取字节写入到输出流（文件）中。

String sUrl = "http://dl.zhishi.sina.com.cn/upload/

90/92/43/1167909243.14728960.jpg";

URL url = new URL(sUrl); // 创建URL对象

InputStream in = url.openStream(); // 获得网络输入流

// 创建文件输出流

FileOutputStream out = new FileOutputStream("qq.jpg");

int b;

while ((b = in.read()) != -1) {

out.write(b); // 写入文件

}

// 关闭输入输出流

out.close(); in.close();

URL网络编程实例：获取响应信息

• 获取服务器HTTP响应消息（消息头和消息主体）。

– 访问网址：http://software.hebtu.edu.cn/

– 获取该网页的服务器字符编码、文档类型、服务器响应状态码、

网页主体等。

URL url = new URL(rootUrl); // 创建Url对象

// 得到URLConnection连接对象

URLConnection conn = url.openConnection();

HttpURLConnection hc = (HttpURLConnection) conn;

// 获得响应消息头

conn.getContentType();

conn.getContentLength();

conn.getContentEncoding();

// 获得HTTP消息状态码

hc.getResponseCode();

hc.getResponseMessage();

// 获得HTTP响应消息主体

hc.getContent();

## socket一定会考 不要忘了try catch PPT P26

## 实现通讯 实现即可 不用引入多线程

/\*\*

\* 任务：实现聊天程序

\* 姓名：王肖

\* 学号：2014011764

\* 班级：5班

\* 日期：2016/5/23

\* 文件：TCPServer.java

\*/

package com.zko1021.www1;

import java.io.BufferedReader;

import java.io.IOException;

import java.io.InputStreamReader;

import java.io.OutputStream;

import java.net.ServerSocket;

import java.net.Socket;

public class TCPServer {

public static void main(String[] args) {

ServerSocket server;

BufferedReader bufr;

Socket client = null;

try {

server = new ServerSocket(8898);

while (true) {

client = server.accept();

OutputStream os = client.getOutputStream();

bufr = new BufferedReader(new InputStreamReader(client.getInputStream()));

byte[] input = new byte[1024];

System.in.read(input);

os.write(input);

os.flush();

String inputstr = new String(input);

if (inputstr.startsWith("end")) {

break;

}

os.close();

}

} catch (IOException e) {

System.out.println("出现错误 " + e.getMessage());

} finally {

try {

client.close();

System.exit(0);

} catch (IOException e) {

System.out.println("出现错误 " + e.getMessage());

}

}

}

}

/\*\*

\* 文件：TCPCilent.java

\*/

package com.zko1021.www;

import java.io.BufferedReader;

import java.io.IOException;

import java.io.InputStreamReader;

import java.io.OutputStream;

import java.net.Socket;

import java.net.UnknownHostException;

public class TCPClient {

public static void main(String[] args) {

Socket client = null;

try {

client = new Socket("127.0.0.1", 8898);

BufferedReader bufr;

bufr = new BufferedReader(new InputStreamReader(client.getInputStream()));

OutputStream os = client.getOutputStream();

while (true) {

byte[] input = new byte[1024];

System.in.read(input);

os.write(input);

os.flush();

String inputstr = new String(input);

if (inputstr.startsWith("end")) {

break;

}

}

os.close();

} catch (UnknownHostException e) {

System.out.println("出现错误 " + e.getMessage());

} catch (IOException e) {

System.out.println("出现错误 " + e.getMessage());

} finally {

try {

client.close();

System.exit(0);

} catch (IOException e) {

System.out.println("出现错误 " + e.getMessage());

}

}

}

}

## P49 P51

Import java.io.BufferedInputStream;

Public class Client {

Public static void main(String[] args) {

String str = “”;

Try {

While(str.length() < 1) {

System.out.println(“input your name:”);

Str = new DataInputStream(new BuffereedInputStream(System.in)).radLine();

}

} catch (Exception e) {

}

Send(str);

}

Public static void send(String str) {

Try {

DatagramSocket ds = new DatagramSocket();

DatagramPacket dp = new DatagramPacket(str.getBytes(),str.length(),InetAddress.getByName(“127.0.0.1”),8888);

ds.send (dp);

byte [] buf = new byte[100];

DatagramPacket revedp = new DatagramPacket(buf,100);

ds.receive(recedp);

System.out.println(New String(buf,0,recedp.getLength());

ds.close();

} catch(Exception e) {

e.printStackTrace();

}

}

Import class Server {

Public static void main(String[] args) {

Try {

DatagramSocket ds = new DatagramSocket(8888);

Byte[] buf = new byte[100];

DatagramPacket dp = new DatagramPakcet(buf, 100);

ds.receive(dp);

System.out.println(new String(buf, 0 , dp.getLength());

String str = “success!”;

DatagramPaket senddp = new DatagramPacket(str.getBytes(), str.length(), dp.getAddress, dp.getPort());

ds.send(senddp);

ds.close();

} catch (Exception e) {

}

UDP网络编程实例

• 客户端程序：

– 实例程序：

// 创建DatagramSocket对象

DatagramSocket client = new DatagramSocket();

// 准备请求数据

byte[] buf = “客户端请求数据".getBytes();

InetAddress address = InetAddress.getLocalHost();

// 创建DatagramPacket对象

DatagramPacket request =

new DatagramPacket(buf, buf.length, address , 8888);

// 发送请求

client.send(request);

UDP网络编程实例

• 服务器程序：

– 实例程序：

// 创建DatagramSocket对象，监听特定端口

DatagramSocket server = new DatagramSocket(8888);

// 准备空缓冲区

byte[] buf = new byte[1024];

// 循环等待客户端请求

while (true) {

// 创建DatagramPacket对象

DatagramPacket request = new DatagramPacket(buf, buf.length);

// 接收客户端请求

server.receive(request);

// 准备服务器端响应数据包

byte[] resBuf = "from server: ".getBytes();

DatagramPacket response = new DatagramPacket(

resBuf, resBuf.length, request.getAddress(), request.getPort());

// 发送服务器响应

server.send(response);

}

## 反射可能有简单的选择填空

Java有着一个非常突出的动态相关机制：Reflection

在运行状态中，对于任意一个类，都能够知道其所有属性和方法；对于任意一个对象，都能够调用其任意一个方法；

——这种动态获取信息以及动态调用对象的方法的功能称为java语言的反射机制

Java反射提供以下功能

1

• 在运行时判断任意一个对象所属的类

2

• 在运行时构造任意一个类的对象

3

• 在运行时判断任意一个类所具有的成员变量和方法

4

• 在运行时调用任意一个对象的方法

5

• 生成动态代理

Java反射机制的原理

• Java运行时的数据区

堆区 栈区 方法区

Java虚拟机装载某类型时，类装载 虚拟机装载某类型时，类装载

器会定位相应的 器会定位相应的class文件，然后将 文件，然后将

其读入到虚拟机中，并提取 其读入到虚拟机中，并提取class中 中

的类型信息，信息存储到方法区中。

Java反射机制中设计的类

• Class：类的实例表示正在运行的 Java 应用程序中的类和

接口

• Field：提供有关类或接口的属性的信息，以及对它的动态

访问权限

• Constructor：提供关于类的单个构造方法的信息以及对

它的访问权限

• Method：提供关于类或接口上单独某个方法的信息

Java反射机制的应用

• 操作数据库

– 动态创建SQL语句

• 解析XML

– 解析XML动态生成对象

• 动态代理

• 其它的框架中使用

– Struts框架、Spring框架、Hibernate框架

Java反射机制的缺点

• 主要的缺点是对性能有影响

– 使用反射基本上是一种解释操作，您可以告诉JVM您希望做什么

并且它满足您的要求。这类操作总是慢于直接执行相同的操作

## JDBC的概念和类型

JDBC是Java Database Connectivity的简称

是由一组Java语言编写的类和接口组成，是一种用于执行SQL语句的规范

JDBC的驱动包括四种类型：

– Jdbc-odbc bridge jabc-odbc桥驱动模式

– native-API-bridge java本地API模式

– java-middleware jdbc

– pure java driver jdbc直接数据库模式

## 驱动 JDBC中主要的类和接口 statement控制事务 P14 + try catch 运行一下

JDBC API 提供两类主要接口：

– 一是面向开发人员的java.sql程序包，使得Java程序员能够进行数

据库连接，执行SQL查询，并得到结果集合。

– 一是面向底层数据库厂商的JDBC Drivers

JDBC中主要的类和接口

• Driver接口

• DriverManager类

• Connection类

• Statement类

• PreparedStatement类

• ResultSet类

Driver接口：每个JDBC数据库驱动程序都会提供Driver接

口的具体实现

• 如果想连接数据库，必须先加载数据库厂商提供的数据库

驱动程序

• 不同类型的JDBC数据库驱动程序在编程时的加载方法也

不同。

• DriverManager是 JDBC 的管理层，管理一组JDBC驱动

程序的基本服务。

• DriverManager类的主要作用是跟踪可用的驱动程序，并

在数据库和相应驱动程序之间建立连接。

• 调用Class.forName()方法将显式地加载驱动程序类。

• 调用DriverManager.getConnection()方法将建立与数据

库的连接，得到与数据库连接的Connection对象。

• Connection类是JDBC规范中的最核心的类。

– Statement对象和ResultSet对象等都直接或者间接的来源于它

• Connection对象表示与特定数据库的连接(会话)。

– 得到Statement对象

• createStatement()

• prepareStatement(String sql)

• prepareCall(String sql)

– 为了保证数据库事务的原子性，Connection可以设置手动提交事

务

Statement是向数据库提交SQL语句并返回相应结果的工具。语

句可以是SQL查询、修改、插入或者删除

– PreparedStatement接口

• 防止SQL注入攻击(使用占位符“?”)

• 提高SQL的执行性能(在执行之前有预处理)

• 避免使用SQL方言

• 提高JDBC中有关SQL代码的可读性

– CallableStatement接口用于执行 SQL 存储过程的接口

PreparedStatement类：是Statement的子接口

• 用PreparedStatement类效率会更高。使用

PreparedStatement有很多优势，总结如下：

– 防止SQL注入攻击(使用占位符“?”)。

– 提高SQL的执行性能(在执行之前有预处理)。

– 避免使用SQL方言提高JDBC中有关SQL代码的可读性。

• PreparedStatement实例要通过Connection对象调用

prepareStatement(String sql)方法获得。

ResultSet

• ResultSet表示数据库结果集的数据表，通常通过执行查

询数据库的语句生成

• ResultSet 对象具有指向其当前数据行的光标

package com.zko1021.www;

import java.sql.Connection;

import java.sql.DriverManager;

import java.sql.ResultSet;

import java.sql.SQLException;

import java.sql.Statement;

public class Demo {

public static void main(String[] args) {

try {

// 加载数据库的驱动程序

Class.forName("com.mmysq.jdbc.Driver");

// 建立数据库连接

String url = "jdbc:mysql://127.0.0.1:3306/em/useUnicode=true&characterEncoding=UTF-8";

Connection conn;

conn = DriverManager.getConnection(url, "root", "");

// 执行数据库操作SQL

Statement stmt;

stmt = conn.createStatement();

ResultSet rs = stmt.executeQuery("select \* from employees");

while (rs.next()) {

System.out.println(rs.getString("name"));

}

// 关闭数据库链接

conn.close();

} catch (ClassNotFoundException e) {

e.printStackTrace();

} catch (SQLException e) {

e.printStackTrace();

}

}

}

## 考试不用封装

## DAO模

查询和插入应该会考 删除和改动也看一下

对同一个数据库表的增、删、改、查的封装——DAO模

式。

public class EmployeeDao {

ConnectionManager cm = new ConnectionManager();

public List<Employee> select() throws Exception{

List<Employee> list = new ArrayList<Employee>();

Connection conn = cm.getConnection();

Statement stmt = conn.createStatement();

ResultSet rs = stmt.executeQuery("select \* from employees");

while (rs.next()) {

Employee e = new Employee();

e.setName(rs.getString(“name”));//省略其他属性的封装

list.add(e);

}

conn.close();

return list;

}

//省略增（insert）、删（delete）、改（update）的数据库操作的封装方法

}

## 数据库连接池 了解

通过JDBC访问数据库，每次访问都要经历与数据库建立

连接，打开连接，访问数据库，关闭连接几个步骤，与数

据库建立并打开连接是一件既费力又费时的工作，频繁的

发生这种操作会严重耗费系统资源，导致系统性能下降，

严重的会导致系统崩溃。

• 数据库连接池就是为了解决上面的问题而出现的。数据库

连接池负责动态的分配、管理和释放数据库连接。