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**serverStuff.h**

#ifndef SERVERSTUFF\_H

#define SERVERSTUFF\_H

#include <QTcpServer>

#include <QTcpSocket>

#include <QDataStream>

#include <QList>

class ServerStuff : public QObject

{

Q\_OBJECT

public:

ServerStuff(QObject \*pwgt);

QTcpServer \*tcpServer;

QList<QTcpSocket \*> getClients();

bool isVacant();

public slots:

virtual void newConnection();

void readClient();

void gotDisconnection();

qint64 sendToClient(QTcpSocket \*socket, const QString &str);

qint64 sendFileToClient(QTcpSocket \*socket, const QString &fileName);

signals:

void gotNewMesssage(QString msg);

void smbDisconnected();

private:

quint16 m\_nNextBlockSize;

QList<QTcpSocket\*> clients;

bool serverIsVacant;

};

#endif // SERVERSTUFF\_H

**serverStuff.cpp**

#include "serverstuff.h"

#include <QFile>

#include <QDebug>

#include <iostream>

ServerStuff::ServerStuff(QObject \*pwgt) : QObject(pwgt), m\_nNextBlockSize(0)

{

tcpServer = new QTcpServer(this);

this->serverIsVacant = true;

}

QList<QTcpSocket \*> ServerStuff::getClients()

{

return clients;

}

void ServerStuff::newConnection()

{

QTcpSocket \*clientSocket = tcpServer->nextPendingConnection();

connect(clientSocket, &QTcpSocket::disconnected, clientSocket, &QTcpSocket::deleteLater);

connect(clientSocket, &QTcpSocket::readyRead, this, &ServerStuff::readClient);

connect(clientSocket, &QTcpSocket::disconnected, this, &ServerStuff::gotDisconnection);

clients << clientSocket;

sendToClient(clientSocket, "Reply: connection established");

}

void ServerStuff::readClient()

{

QTcpSocket \*clientSocket = (QTcpSocket\*)sender();

QDataStream in(clientSocket);

while(true)

{

if (!m\_nNextBlockSize) {

if (clientSocket->bytesAvailable() < sizeof(quint16)) { break; }

in >> m\_nNextBlockSize;

}

if (clientSocket->bytesAvailable() < m\_nNextBlockSize)

{

break;

}

QString str;

in >> str;

emit gotNewMesssage(str);

m\_nNextBlockSize = 0;

}

}

void ServerStuff::gotDisconnection()

{

clients.removeAt(clients.indexOf((QTcpSocket\*)sender()));

emit smbDisconnected();

}

qint64 ServerStuff::sendToClient(QTcpSocket\* socket, const QString& str)

{

QByteArray arrBlock;

QDataStream out(&arrBlock, QIODevice::WriteOnly);

out << quint16(0) << str;

out.device()->seek(0);

out << quint16(arrBlock.size() - sizeof(quint16));

return socket->write(arrBlock);

}

qint64 ServerStuff::sendFileToClient(QTcpSocket\* socket, const QString& fileName)

{

this->serverIsVacant = false;

QByteArray arrBlock;

QFile file(fileName);

file.open(QIODevice::ReadOnly);

arrBlock = file.readAll();

file.close();

std::cout <<fileName.toStdString() << std::endl;

qDebug() << fileName;

this->serverIsVacant = true;

return socket->write(arrBlock);

}

bool ServerStuff::isVacant()

{

return this->serverIsVacant;

}

**mainWindow.h**

#ifndef MAINWINDOW\_H

#define MAINWINDOW\_H

#include <QMainWindow>

#include <QDebug>

#include <QString>

#include <QThread>

#include "serverstuff.h"

namespace Ui {

class MainWindow;

}

class MainWindow : public QMainWindow

{

Q\_OBJECT

public:

explicit MainWindow(QWidget \*parent = 0);

~MainWindow();

void setVersion(QString version);

QString getVersion();

QString getDefaultVersion();

void sendFile();

private slots:

void on\_pushButton\_stopServer\_clicked();

void on\_pushButton\_startServer\_clicked();

void on\_pushButton\_testConn\_clicked();

void smbConnectedToServer();

void smbDisconnectedFromServer();

void gotNewMesssage(QString msg);

void on\_pushButton\_update\_clicked();

private:

Ui::MainWindow \*ui;

ServerStuff \*server;

ServerStuff \*fileServer;

QString mVersion;

};

#endif // MAINWINDOW\_H

**mainWindow.cpp**

#include "mainwindow.h"

#include "ui\_mainwindow.h"

#include <QJsonObject>

#include <QJsonDocument>

#include <QJsonArray>

#include <QFile>

MainWindow::MainWindow(QWidget \*parent) :

QMainWindow(parent),

ui(new Ui::MainWindow)

{

ui->setupUi(this);

ui->pushButton\_stopServer->setVisible(false);

ui->pushButton\_update->setVisible(false);

this->server = new ServerStuff(this);

connect(this->server, &ServerStuff::gotNewMesssage,

this, &MainWindow::gotNewMesssage);

connect(this->server->tcpServer, &QTcpServer::newConnection,

this, &MainWindow::smbConnectedToServer);

connect(this->server, &ServerStuff::smbDisconnected,

this, &MainWindow::smbDisconnectedFromServer);

this->fileServer = new ServerStuff(this);

this->setVersion(this->getDefaultVersion());

}

MainWindow::~MainWindow()

{

delete server;

delete ui;

}

void MainWindow::on\_pushButton\_startServer\_clicked()

{

ui->pushButton\_stopServer->setVisible(true);

ui->pushButton\_update->setVisible(true);

ui->pushButton\_startServer->setVisible(false);

if (!server->tcpServer->listen(QHostAddress::Any, 6547))

{

ui->textEdit\_log->append(tr("<font color=\"red\"><b>Error!</b> The port is taken by some other service.</font>"));

return;

}

connect(server->tcpServer, &QTcpServer::newConnection, server, &ServerStuff::newConnection);

if (!fileServer->tcpServer->listen(QHostAddress::Any, 6788))

{

ui->textEdit\_log->append(tr("<font color=\"red\"><b>Error!</b> The port is taken by some other service.</font>"));

return;

}

connect(fileServer->tcpServer, &QTcpServer::newConnection, fileServer, &ServerStuff::newConnection);

ui->textEdit\_log->append(tr("<font color=\"green\"><b>Server started</b>, port is openned.</font>"));

}

void MainWindow::on\_pushButton\_stopServer\_clicked()

{

if(server->tcpServer->isListening())

{

ui->pushButton\_update->setVisible(false);

ui->pushButton\_stopServer->setVisible(false);

ui->pushButton\_startServer->setVisible(true);

disconnect(server->tcpServer, &QTcpServer::newConnection, server, &ServerStuff::newConnection);

QList<QTcpSocket \*> clients = server->getClients();

for(int i = 0; i < clients.count(); i++)

{

server->sendToClient(clients.at(i), "0");

}

server->tcpServer->close();

ui->textEdit\_log->append(tr("<b>Server stopped</b>, post is closed"));

}

else

{

ui->textEdit\_log->append(tr("<b>Error!</b> Server was not running"));

}

}

void MainWindow::on\_pushButton\_testConn\_clicked()

{

if(server->tcpServer->isListening())

{

ui->textEdit\_log->append(

QString("%1 %2")

.arg("Server is listening, number of connected clients:")

.arg(QString::number(server->getClients().count()))

);

}

else

{

ui->textEdit\_log->append(

QString("%1 %2")

.arg("Server is not listening, number of connected clients:")

.arg(QString::number(server->getClients().count()))

);

}

}

void MainWindow::smbConnectedToServer()

{

ui->textEdit\_log->append(tr("Somebody has connected"));

}

void MainWindow::smbDisconnectedFromServer()

{

ui->textEdit\_log->append(tr("Somebody has disconnected"));

}

void MainWindow::gotNewMesssage(QString msg)

{

ui->textEdit\_log->append(QString("New message: %1").arg(msg));

if (msg.contains("version:"))

{

QList<QTcpSocket \*> clients = server->getClients();

this->server->sendToClient(clients.at(0), "version:" + this->mVersion);

}

else if (msg == "OK ON UPDATE")

{

//send update

ui->textEdit\_log->append(QString("file:" + QApplication::applicationDirPath() + "/helper\_class.dll"));

QList<QTcpSocket \*> clients = server->getClients();

this->server->sendToClient(clients.at(0), "file:" + QApplication::applicationDirPath() + "/helper\_class.dll");

}

}

QString MainWindow::getDefaultVersion()

{

QString val;

QFile file;

file.setFileName("server.json");

file.open(QIODevice::ReadOnly | QIODevice::Text);

val = file.readAll();

file.close();

QString version = "1";

if (val != "") {

QJsonDocument doc = QJsonDocument::fromJson(val.toUtf8());

QJsonObject json = doc.object();

version = json["version"].toString();

}

return version;

}

void MainWindow::setVersion(QString version)

{

QJsonObject recordObject;

recordObject.insert("version", QJsonValue::fromVariant(version));

QJsonDocument doc(recordObject);

QString jsonString = doc.toJson(QJsonDocument::Indented);

QFile file;

file.setFileName("server.json");

file.open(QIODevice::WriteOnly | QIODevice::Text);

QTextStream stream( &file );

stream << jsonString;

file.close();

this->mVersion = version;

}

QString MainWindow::getVersion()

{

return this->mVersion;

}

void MainWindow::on\_pushButton\_update\_clicked()

{

this->setVersion(QString::number((this->getVersion()).toInt() + 1));

if(server->tcpServer->isListening())

{

QList<QTcpSocket \*> clients = server->getClients();

for(int i = 0; i < clients.count(); i++)

{

server->sendToClient(clients.at(i), "version:" + this->mVersion);

}

}

}

**clientStuff.h**

#ifndef CLIENTSTUFF\_H

#define CLIENTSTUFF\_H

#include <QString>

#include <QTcpSocket>

#include <QDataStream>

#include <QTimer>

class ClientStuff : public QObject

{

Q\_OBJECT

public:

ClientStuff(const QString hostAddress, int portMessVal, int portFileVal, QObject \*parent = 0);

QTcpSocket \*tcpSocket;

QTcpSocket \*tcpFileSocket;

bool getStatus();

public slots:

void closeConnection();

void connect2host();

signals:

void statusChanged(bool);

void hasReadSome(QString msg);

// void tconnectFileSocket();

private slots:

void readyRead();

void readyReadFile();

void connected();

void connectionTimeout();

// void connectFileSocket();

private:

void connectFileSocket();

void connectMessSocket();

QString host;

int portMess;

int portFile;

bool status;

quint16 m\_nNextBlockSize;

quint16 m\_nNextFileBlockSize;

QTimer \*timeoutTimer;

QString fileName;

};

#endif // CLIENTSTUFF\_H

**clientStuff.cpp**

#include "clientstuff.h"

#include <QFile>

#include <QDir>

#include <iostream>

#include <QDirIterator>

#include <QThread>

ClientStuff::ClientStuff(

const QString hostAddress,

int portMessNumber,

int portFileNumber,

QObject \*parent

) : QObject(parent), m\_nNextBlockSize(0)

{

this->status = false;

this->host = hostAddress;

this->portMess = portMessNumber;

this->portFile = portFileNumber;

this->fileName = "file";

this->tcpSocket = new QTcpSocket(this);

connect(this->tcpSocket, &QTcpSocket::disconnected, this, &ClientStuff::closeConnection);

this->tcpFileSocket = new QTcpSocket(this);

connect(this->tcpFileSocket, &QTcpSocket::disconnected, this, &ClientStuff::closeConnection);

this->timeoutTimer = new QTimer();

this->timeoutTimer->setSingleShot(true);

connect(this->timeoutTimer, &QTimer::timeout, this, &ClientStuff::connectionTimeout);

}

void ClientStuff::connect2host()

{

this->timeoutTimer->start(3000);

this->connectMessSocket();

QThread \*fileThread = new QThread();

connect( fileThread, SIGNAL(connectFileSocket()), this, SLOT(connectFileSocket()), Qt::BlockingQueuedConnection ) ;

fileThread->start();

this->connectFileSocket();

}

void ClientStuff::connectMessSocket()

{

this->tcpSocket->connectToHost(host, this->portMess);

connect(this->tcpSocket, &QTcpSocket::connected, this, &ClientStuff::connected);

connect(this->tcpSocket, &QTcpSocket::readyRead, this, &ClientStuff::readyRead);

}

void ClientStuff::connectFileSocket()

{

this->tcpFileSocket->connectToHost(host, this->portFile);

connect(this->tcpFileSocket, &QTcpSocket::connected, this, &ClientStuff::connected);

connect(this->tcpFileSocket, &QTcpSocket::readyRead, this, &ClientStuff::readyReadFile);

}

void ClientStuff::connectionTimeout()

{

if(this->tcpSocket->state() == QAbstractSocket::ConnectingState)

{

this->tcpSocket->abort();

emit this->tcpSocket->error(QAbstractSocket::SocketTimeoutError);

}

if(this->tcpFileSocket->state() == QAbstractSocket::ConnectingState)

{

this->tcpFileSocket->abort();

emit this->tcpFileSocket->error(QAbstractSocket::SocketTimeoutError);

}

}

void ClientStuff::connected()

{

this->status = true;

emit statusChanged(this->status);

}

bool ClientStuff::getStatus()

{

return this->status;

}

void ClientStuff::readyRead()

{

QDataStream in(this->tcpSocket);

while(true)

{

if (!this->m\_nNextBlockSize)

{

if (this->tcpSocket->bytesAvailable() < sizeof(quint16))

{

break;

}

in >> this->m\_nNextBlockSize;

}

if (this->tcpSocket->bytesAvailable() < this->m\_nNextBlockSize)

{

break;

}

QString str;

in >> str;

if (str == "0")

{

str = "Connection closed";

this->closeConnection();

}

/\*

if(str.contains("file:"))

{

this->fileName = str.remove(0, 5);

str = "file:" + this->fileName;

QString newDir = "../figures";

#ifdef QT\_DEBUG

this->fileName += "/debug";

newDir += "/debug";

#else

#ifdef QT\_RELEASE

this->fileName = "/release";

newDir += "/release";

#endif

#endif

}

\*/

emit hasReadSome(str);

m\_nNextBlockSize = 0;

}

}

void ClientStuff::readyReadFile()

{

if(this->fileName == "")

{

QDataStream in(this->tcpFileSocket);

while(true)

{

if (!this->m\_nNextBlockSize)

{

if (this->tcpFileSocket->bytesAvailable() < sizeof(quint16))

{

break;

}

in >> this->m\_nNextBlockSize;

}

if (this->tcpFileSocket->bytesAvailable() < this->m\_nNextBlockSize)

{

break;

}

QByteArray byteArr;

in >> byteArr;

QFile file(this->fileName);

file.open(QIODevice::WriteOnly);

file.write(byteArr);

file.close();

m\_nNextFileBlockSize = 0;

}

}

}

void ClientStuff::closeConnection()

{

this->timeoutTimer->stop();

disconnect(this->tcpSocket, &QTcpSocket::connected, 0, 0);

disconnect(this->tcpSocket, &QTcpSocket::readyRead, 0, 0);

disconnect(this->tcpFileSocket, &QTcpSocket::readyRead, 0, 0);

bool shouldEmit = false;

switch (this->tcpSocket->state())

{

case 0:

this->tcpSocket->disconnectFromHost();

shouldEmit = true;

break;

case 2:

this->tcpSocket->abort();

shouldEmit = true;

break;

default:

this->tcpSocket->abort();

}

switch (this->tcpFileSocket->state())

{

case 0:

this->tcpFileSocket->disconnectFromHost();

shouldEmit = true;

break;

case 2:

this->tcpFileSocket->abort();

shouldEmit = true;

break;

default:

this->tcpFileSocket->abort();

}

if (shouldEmit)

{

this->status = false;

emit statusChanged(this->status);

}

}

**tetrixBoard.h**

#ifndef TETRIXBOARD\_H

#define TETRIXBOARD\_H

#include <QBasicTimer>

#include <QFrame>

#include "clientstuff.h"

#include <QPointer>

#include <QProgressBar>

#include <QStatusBar>

#include <QTimer>

#include "tetrixpiece.h"

#include <QuiLib/include/about.h>

QT\_BEGIN\_NAMESPACE

class QLabel;

QT\_END\_NAMESPACE

class TetrixBoard : public QFrame

{

Q\_OBJECT

public:

TetrixBoard(QWidget \*parent = nullptr);

void changeFont();

void setNextPieceLabel(QLabel \*label);

QSize sizeHint() const override;

QSize minimumSizeHint() const override;

QTimer \*mTimerBar;

QTimer \*mTimerUpdates;

ClientStuff \*mClient;

QString mVersion;

QProgressBar \*bar;

void setVersion(QString version);

void download();

QString getVersion();

QString getDefaultVersion();

public slots:

void start();

void pause();

void About();

void handlePushCheckUpdateButton();

void handlePushConnectButton();

void handlePushDisconnectButton();

void on\_progressBar\_valueChanged();

void checkVersion();

void receivedSomething(QString msg);

void updateHandler();

signals:

void scoreChanged(int score);

void linesRemovedChanged(int numLines);

protected:

void paintEvent(QPaintEvent \*event) override;

void keyPressEvent(QKeyEvent \*event) override;

void timerEvent(QTimerEvent \*event) override;

private:

enum { BoardWidth = 10, BoardHeight = 22 };

TetrixShape &shapeAt(int x, int y) { return board[(y \* BoardWidth) + x]; }

int timeoutTime() { return 1000 / (1 + 1); }

int squareWidth() { return contentsRect().width() / BoardWidth; }

int squareHeight() { return contentsRect().height() / BoardHeight; }

void clearBoard();

void dropDown();

void oneLineDown();

void pieceDropped(int dropHeight);

void removeFullLines();

void newPiece();

bool tryMove(const TetrixPiece &newPiece, int newX, int newY);

void drawSquare(QPainter &painter, int x, int y, TetrixShape shape);

QBasicTimer timer;

bool isStarted;

bool isPaused;

bool isWaitingAfterLine;

TetrixPiece curPiece;

TetrixPiece nextPiece;

int curX;

int curY;

int numLinesRemoved;

int score;

TetrixShape board[BoardWidth \* BoardHeight];

};

#endif

**tetrixBoard.cpp**

#include "tetrixboard.h"

#include <QApplication>

#include <QKeyEvent>

#include <QSettings>

#include <QFontDialog>

#include <QLabel>

#include <QPainter>

#include <QJsonDocument>

#include <QJsonObject>

#include <QMessageBox>

#include <QDebug>

TetrixBoard::TetrixBoard(QWidget \*parent)

: QFrame(parent), isStarted(false), isPaused(false)

{

mClient = new ClientStuff("localhost", 6547, 6788);

bar = new QProgressBar();

connect(this->mClient, &ClientStuff::hasReadSome, this, &TetrixBoard::receivedSomething);

setFrameStyle(QFrame::Panel | QFrame::Sunken);

setFocusPolicy(Qt::StrongFocus);

clearBoard();

this->mTimerUpdates = new QTimer(this);

connect(this->mTimerUpdates, SIGNAL(timeout()), this, SLOT(handlePushCheckUpdateButton()));

this->mTimerUpdates->start(10000);

this->mTimerBar = new QTimer();

setVersion(getDefaultVersion());

connect(this->mTimerBar, SIGNAL(timeout()), this, SLOT(on\_progressBar\_valueChanged()));

nextPiece.setRandomShape();

}

QSize TetrixBoard::sizeHint() const

{

return QSize(BoardWidth \* 15 + frameWidth() \* 2,

BoardHeight \* 15 + frameWidth() \* 2);

}

QSize TetrixBoard::minimumSizeHint() const

{

return QSize(BoardWidth \* 5 + frameWidth() \* 2,

BoardHeight \* 5 + frameWidth() \* 2);

}

void TetrixBoard::checkVersion()

{

QString version = QString("Version: %1").arg(mVersion);

QMessageBox::information(this, tr("Info"), version);

}

void TetrixBoard::download()

{

QFile::rename("D:\\100\\client\\tetris\\tetrixpiece.cpp", "D:\\100\\client\\tetris\\tetrixpiece.cpp.bak");

QFile::rename("D:\\100\\client\\tetris\\tetrixpiece.h", "D:\\100\\client\\tetris\\tetrixpiece.h.bak");

QFile::copy("D:\\100\\server\\update\\helper\_class.cpp", "D:\\100\\client\\tetris\\tetrixpiece.cpp");

QFile::copy("D:\\100\\server\\update\\helper\_class.h", "D:\\100\\client\\tetris\\tetrixpiece.h");

}

void TetrixBoard::receivedSomething(QString msg)

{

if(msg.contains("version:"))

{

QString version = msg.remove(0, 8);

QMessageBox msgBox;

if(version == this->mVersion)

{

msgBox.setText("No available updates");

msgBox.exec();

}

else

{

msgBox.setText("New version " + version + " is available");

msgBox.setInformativeText("Do you want to update app?");

msgBox.setStandardButtons(QMessageBox::Yes | QMessageBox::No);

msgBox.setDefaultButton(QMessageBox::Yes);

int res = msgBox.exec();

if (res == QMessageBox::Yes)

{

this->setVersion(version);

QByteArray arrBlock;

QDataStream out(&arrBlock, QIODevice::WriteOnly);

QString answer = "OK ON UPDATE";

out << quint16(0) << answer;

download();

out.device()->seek(0);

out << quint16(arrBlock.size() - sizeof(quint16));

this->mClient->tcpSocket->write(arrBlock);

}

}

}

if(msg.contains("file:"))

{

download();

for(int i = 0; i < 100; ++i)

{

this->mTimerBar->start(500);

}

}

}

QString TetrixBoard::getDefaultVersion()

{

QString val;

QFile file;

file.setFileName("client.json");

file.open(QIODevice::ReadOnly | QIODevice::Text);

val = file.readAll();

file.close();

QString version = "1";

if (val != "") {

QJsonDocument doc = QJsonDocument::fromJson(val.toUtf8());

QJsonObject json = doc.object();

version = json["version"].toString();

}

return version;

}

void TetrixBoard::setVersion(QString version)

{

QJsonObject recordObject;

recordObject.insert("version", QJsonValue::fromVariant(version));

QJsonDocument doc(recordObject);

QString jsonString = doc.toJson(QJsonDocument::Indented);

QFile file;

file.setFileName("client.json");

file.open(QIODevice::WriteOnly | QIODevice::Text);

QTextStream stream( &file );

stream << jsonString;

file.close();

mVersion = version;

}

QString TetrixBoard::getVersion()

{

return mVersion;

}

void TetrixBoard::start()

{

if (isPaused)

return;

isStarted = true;

isWaitingAfterLine = false;

numLinesRemoved = 0;

score = 0;

clearBoard();

emit linesRemovedChanged(numLinesRemoved);

emit scoreChanged(score);

newPiece();

timer.start(timeoutTime(), this);

}

void TetrixBoard::changeFont() {

bool Changed;

QFont newFont = QFontDialog::getFont(&Changed);

if (Changed) {

QApplication::setFont(newFont);

QSettings settings(this);

settings.setValue("VIEWF", newFont);

}

}

void TetrixBoard::pause()

{

if (!isStarted)

return;

isPaused = !isPaused;

if (isPaused) {

timer.stop();

} else {

timer.start(timeoutTime(), this);

}

update();

}

void TetrixBoard::About() {

about();

}

void TetrixBoard::handlePushConnectButton()

{

mClient->connect2host();

}

void TetrixBoard::handlePushCheckUpdateButton()

{

QByteArray arrBlock;

QDataStream out(&arrBlock, QIODevice::WriteOnly);

out << quint16(0) << "version:" + this->mVersion;

out.device()->seek(0);

out << quint16(arrBlock.size() - sizeof(quint16));

mClient->tcpSocket->write(arrBlock);

// updateHandler();

}

void TetrixBoard::handlePushDisconnectButton()

{

mClient->closeConnection();

}

void TetrixBoard::on\_progressBar\_valueChanged()

{

bar->setValue(bar->value() + 10);

}

void TetrixBoard::paintEvent(QPaintEvent \*event)

{

QFrame::paintEvent(event);

QPainter painter(this);

QRect rect = contentsRect();

if (isPaused) {

painter.drawText(rect, Qt::AlignCenter, tr("Pause"));

return;

}

int boardTop = rect.bottom() - BoardHeight\*squareHeight();

for (int i = 0; i < BoardHeight; ++i) {

for (int j = 0; j < BoardWidth; ++j) {

TetrixShape shape = shapeAt(j, BoardHeight - i - 1);

if (shape != NoShape)

drawSquare(painter, rect.left() + j \* squareWidth(),

boardTop + i \* squareHeight(), shape);

}

}

if (curPiece.shape() != NoShape) {

for (int i = 0; i < 4; ++i) {

int x = curX + curPiece.x(i);

int y = curY - curPiece.y(i);

drawSquare(painter, rect.left() + x \* squareWidth(),

boardTop + (BoardHeight - y - 1) \* squareHeight(),

curPiece.shape());

}

}

}

void TetrixBoard::keyPressEvent(QKeyEvent \*event)

{

if (!isStarted || isPaused || curPiece.shape() == NoShape) {

QFrame::keyPressEvent(event);

return;

}

switch (event->key()) {

case Qt::Key\_Left:

tryMove(curPiece, curX - 1, curY);

break;

case Qt::Key\_Right:

tryMove(curPiece, curX + 1, curY);

break;

case Qt::Key\_Down:

tryMove(curPiece.rotatedRight(), curX, curY);

break;

case Qt::Key\_Up:

tryMove(curPiece.rotatedLeft(), curX, curY);

break;

case Qt::Key\_Space:

dropDown();

break;

case Qt::Key\_D:

oneLineDown();

break;

default:

QFrame::keyPressEvent(event);

}

}

void TetrixBoard::timerEvent(QTimerEvent \*event)

{

if (event->timerId() == timer.timerId()) {

if (isWaitingAfterLine) {

isWaitingAfterLine = false;

newPiece();

timer.start(timeoutTime(), this);

} else {

oneLineDown();

}

} else {

QFrame::timerEvent(event);

}

}

void TetrixBoard::clearBoard()

{

for (int i = 0; i < BoardHeight \* BoardWidth; ++i)

board[i] = NoShape;

}

void TetrixBoard::dropDown()

{

int dropHeight = 0;

int newY = curY;

while (newY > 0) {

if (!tryMove(curPiece, curX, newY - 1))

break;

--newY;

++dropHeight;

}

pieceDropped(dropHeight);

}

void TetrixBoard::oneLineDown()

{

if (!tryMove(curPiece, curX, curY - 1))

pieceDropped(0);

}

void TetrixBoard::pieceDropped(int dropHeight)

{

for (int i = 0; i < 4; ++i) {

int x = curX + curPiece.x(i);

int y = curY - curPiece.y(i);

shapeAt(x, y) = curPiece.shape();

}

removeFullLines();

if (!isWaitingAfterLine)

newPiece();

}

void TetrixBoard::updateHandler() {

QByteArray arrBlock;

QDataStream out(&arrBlock, QIODevice::WriteOnly);

QString answer = "OK ON UPDATE";

out << quint16(0) << answer;

out.device()->seek(0);

out << quint16(arrBlock.size() - sizeof(quint16));

mClient->tcpSocket->write(arrBlock);

}

void TetrixBoard::removeFullLines()

{

int numFullLines = 0;

for (int i = BoardHeight - 1; i >= 0; --i) {

bool lineIsFull = true;

for (int j = 0; j < BoardWidth; ++j) {

if (shapeAt(j, i) == NoShape) {

lineIsFull = false;

break;

}

}

if (lineIsFull) {

++numFullLines;

for (int k = i; k < BoardHeight - 1; ++k) {

for (int j = 0; j < BoardWidth; ++j)

shapeAt(j, k) = shapeAt(j, k + 1);

}

for (int j = 0; j < BoardWidth; ++j)

shapeAt(j, BoardHeight - 1) = NoShape;

}

}

if (numFullLines > 0) {

numLinesRemoved += numFullLines;

score += 10 \* numFullLines;

emit linesRemovedChanged(numLinesRemoved);

emit scoreChanged(score);

timer.start(500, this);

isWaitingAfterLine = true;

curPiece.setShape(NoShape);

update();

}

}

void TetrixBoard::newPiece()

{

curPiece = nextPiece;

nextPiece.setRandomShape();

curX = BoardWidth / 2 + 1;

curY = BoardHeight - 1 + curPiece.minY();

if (!tryMove(curPiece, curX, curY)) {

curPiece.setShape(NoShape);

timer.stop();

isStarted = false;

}

}

bool TetrixBoard::tryMove(const TetrixPiece &newPiece, int newX, int newY)

{

for (int i = 0; i < 4; ++i) {

int x = newX + newPiece.x(i);

int y = newY - newPiece.y(i);

if (x < 0 || x >= BoardWidth || y < 0 || y >= BoardHeight)

return false;

if (shapeAt(x, y) != NoShape)

return false;

}

curPiece = newPiece;

curX = newX;

curY = newY;

update();

return true;

}

void TetrixBoard::drawSquare(QPainter &painter, int x, int y, TetrixShape shape)

{

static constexpr QRgb colorTable[8] = {

0x000000, 0xCC6666, 0x66CC66, 0x6666CC,

0xCCCC66, 0xCC66CC, 0x66CCCC, 0xDAAA00

};

QColor color = colorTable[int(shape)];

painter.fillRect(x + 1, y + 1, squareWidth() - 2, squareHeight() - 2,

color);

painter.setPen(color.lighter());

painter.drawLine(x, y + squareHeight() - 1, x, y);

painter.drawLine(x, y, x + squareWidth() - 1, y);

painter.setPen(color.darker());

painter.drawLine(x + 1, y + squareHeight() - 1,

x + squareWidth() - 1, y + squareHeight() - 1);

painter.drawLine(x + squareWidth() - 1, y + squareHeight() - 1,

x + squareWidth() - 1, y + 1);

}

**Результат:**

![](data:image/png;base64,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)
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