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**Threads Posix**

**Pointeurs de fonction**

Un pointeur de fonctions en ![$C$](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABEAAAASBAMAAAE40BjxAAAAMFBMVEXAwMBNSkuhoKCXlpYjHyBiYGC2trZta2tYVVY4NTasq6uMi4tDQEB3dXYuKiuCgIAMxJZgAAAAAXRSTlMAQObYZgAAAIVJREFUCJlj4GYAARcHCMXAxc4AAVoMFxgYAhgYHmxgcHFhYKhiOMDAwAKWgarQB5NcFxIYGA6wHWDgY2DYAFQFBGCjJjDwMjDkA4UYGD6BDHYBGcLA3G68nQeogYH1GJAIB+l/DlJdBsQ8B6A2M7AUAAmwu1hBYr/AgorB9kUMqMAFChwAPKkYqZW93lIAAAAASUVORK5CYII=) est une variable qui permet de désigner une fonction ![$C$](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABEAAAASBAMAAAE40BjxAAAAMFBMVEXAwMBNSkuhoKCXlpYjHyBiYGC2trZta2tYVVY4NTasq6uMi4tDQEB3dXYuKiuCgIAMxJZgAAAAAXRSTlMAQObYZgAAAIVJREFUCJlj4GYAARcHCMXAxc4AAVoMFxgYAhgYHmxgcHFhYKhiOMDAwAKWgarQB5NcFxIYGA6wHWDgY2DYAFQFBGCjJjDwMjDkA4UYGD6BDHYBGcLA3G68nQeogYH1GJAIB+l/DlJdBsQ8B6A2M7AUAAmwu1hBYr/AgorB9kUMqMAFChwAPKkYqZW93lIAAAAASUVORK5CYII=). Comme n'importe quelle variable, on peut mettre un pointeur de fonctions soit en variable dans une fonction, soit en paramètre dans une fonction.

On déclare un pointeur de fonction comme un prototype de fonction, mais on ajoute une étoile (![$*$](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAANBAMAAAH63LmeAAAAKlBMVEXAwMBNSkuhoKCXlpYjHyBiYGC2trZta2tYVVasq6uMi4tDQEAuKiuCgIBRJGjMAAAAAXRSTlMAQObYZgAAAEpJREFUCJljYACCAgYFBh4GBhcHEIcTRIDYrMUKDEwBCWAuUAFDG1AJbwMDw4W5QD5U2AWsRxjMvtEeCSS59paJgiUhgjBlQOAAAEMKC/D/g8W2AAAAAElFTkSuQmCC)) devant le nom de la fonction. Dans l'exemple suivant, on déclare dans le main un pointeur sur des fonctions qui prennent en paramètre un int, et un pointeur sur des fonctions qui retournent un int.

#include <stdio.h>

int SaisisEntier(void)

{

int n;

printf("Veuillez entrer un entier : ");

scanf("%d", &n);

return n;

}

void AfficheEntier(int n)

{

printf("L'entier n vaut %d\(\backslash\)n", n);

}

int main(void)

{

void (\*foncAff)(int); {/\* d�claration d'un pointeur foncAff \*/

int (\*foncSais)(void); {/\*d�claration d'un pointeur foncSais \*/

int entier;

foncSais = SaisisEntier; {/\* affectation d'une fonction \*/

foncAff = AfficheEntier; {/\* affectation d'une fonction \*/

entier = foncSais(); {/\* on ex�cute la fonction \*/

foncAff(entier); {/\* on ex�cute la fonction \*/

return 0;

}

Dans l'exemple suivant, la fonction est passée en paramètre à une autre fonction, puis exécutée.

#include <stdio.h>

int SaisisEntier(void)

{

int n;

printf("Veuillez entrer un entier : ");

scanf("%d", &n);

getchar();

return n;

}

void AfficheDecimal(int n)

{

printf("L'entier n vaut %d\(\backslash\)n", n);

}

void AfficheHexa(int n)

{

printf("L'entier n vaut %x\(\backslash\)n", n);

}

void ExecAffiche(void (\*foncAff)(int), int n)

{

foncAff(n); {/\* ex�cution du param�tre \*/

}

int main(void)

{

int (\*foncSais)(void); {/\*d�claration d'un pointeur foncSais \*/

int entier;

char rep;

foncSais = SaisisEntier; {/\* affectation d'une fonction \*/

entier = foncSais(); {/\* on ex�cute la fonction \*/

puts("Voulez-vous afficher l'entier n en d�cimal (d) ou en hexa (x) ?");

rep = getchar();

{/\* passage de la fonction en param�tre : \*/

if (rep == 'd')

ExecAffiche(AfficheDecimal, entier);

if (rep == 'x')

ExecAffiche(AfficheHexa, entier);

return 0;

}

Pour prévoir une utilisation plus générale de la fonction ExecAffiche, on peut utiliser des fonctions qui prennent en paramètre un void\* au lieu d'un int. Le void\* peut être ensuite reconverti en d'autres types par un *cast*.

void AfficheEntierDecimal(void \*arg)

{

inte n = (int)arg; /\* un void\* et un int sont sur 4 octets \*/

printf("L'entier n vaut \%d\n", n);

}

void ExecFonction(void (\*foncAff)(void\* arg), void \*arg)

{

foncAff(arg); /\* exécution du paramètre \*/

}

int main(void)

{

int n;

...

ExecFonction(AfficheEntierDecimal, (void\*)n);

...

}

On peut utiliser la même fonction ExecFonction pour afficher tout autre chose que des entiers, par exemple un tableau de float.

typedef struct

{

int n; /\* nombre d'éléments du tableau \*/

double \*tab; /\* tableau de double \*/

}TypeTableau;

void AfficheTableau(void \*arg)

{

inte i;

TypeTableau \*T = (TypeTableau\*)arg; /\* cast de pointeurs \*/

for (i=0 ; i<T->n ; i++)

{

printf("%.2f", T->tab[i]);

}

}

void ExecFonction(void (\*foncAff)(void\* arg), void \*arg)

{

foncAff(arg); /\* exécution du paramètre \*/

}

int main(void)

{

TypeTableau tt;

...

ExecFonction(AfficheTableau, (void\*)&tt);

...

}

**Thread Posix (sous linux)**

**Qu'est-ce qu'un thread ?**

Un *thread* (ou *fil d'exécution* en français) est une parie du code d'un programme (une fonction), qui se déroule parallèlement à d'autre parties du programme. Un premier interêt peut être d'effectuer un calcul qui dure un peu de temps (plusieurs secondes, minutes, ou heures) sans que l'interface soit bloquée (le programme continue à répondre aux signaux). L'utilisateur peut alors intervenir et interrompre le calcul sans taper un ctrl-C brutal. Un autre intérêt est d'effectuer un calcul parallèle sur les machines multi-processeur. Les fonctions liées aux thread sont dans la bibliothèque pthread.h, et il faut compiler avec la librairie libpthread.a :

$ gcc -lpthread monprog.c -o monprog

**Création d'un thread et attente de terminaison**

Pour créer un thread, il faut créer une fonction qui va s'exécuter dans le thread, qui a pour prototype :

void \*ma\_fonction\_thread(void \*arg);

Dans cette fonction, on met le code qui doit être exécuté dans le thread. On crée ensuite le thread par un appel à la fonction pthread\_create, et on lui passe en argument la fonction ma\_fonction\_thread dans un pointeurs de fonction (et son argument arg). La fonction pthread\_create a pour prototype :

int pthread\_create(pthread\_t \*thread, pthread\_attr\_t \*attributs,

void \* (\*fonction)(void \*arg), void \*arg);

Le premier argument est un passage par adresse de l'identifiant du thread (de type pthread\_t). La fonction pthread\_create nous retourne ainsi l'identifiant du thread, qui l'on utilise ensuite pour désigner le thread. Le deuxième argument attributs désigne les attributs du thread, et on peut mettre NULL pour avoir les attibuts par défaut. Le troisième argument est un pointeur sur la fonstion à exécuter dans le thread (par exemple ma\_fonction\_thread, et le quatrième argument est l'argument de la fonction de thread.

Le processus qui exécute le main (l'équivalent du processus père) est aussi un thread et s'appelle le *thread principal*. Le thread principal peut attendre la fon de l'exécution d'un autre thread par la fonction pthread\_join (similaire à la fonction wait dans le fork. Cette fonction permet aussi de récupérer la valeur retournée par la fonction ma\_fonction\_thread du thread. Le prototype de la fonction pthread\_join est le suivant :

int pthread\_join(pthread\_t thread, void \*\*retour);

Le premier paramètre est l'dentifiant du thread (que l'on obtient dans pthread\_create), et le second paramètre est un passage par adresse d'un pointeur qui permet de récupérer la valeur retournée par ma\_fonction\_thread.

**Exemples**

Le premier exemple crée un thread qui dort un nombre de secondes passé en argument, pendant que le thread principal attend qu'il se termine.

#include <pthread.h>

#include <stdio.h>

#include <stdlib.h>

#include <unistd.h>

#include <time.h>

void \*ma\_fonction\_thread(void \*arg)

{

int nbsec = (int)arg;

printf("Je suis un thread et j'attends %d secondes\(\backslash\)n", nbsec);

sleep(nbsec);

puts("Je suis un thread et je me termine");

pthread\_exit(NULL); {/\* termine le thread proprement \*/

}

int main(void)

{

int ret;

pthread\_t my\_thread;

int nbsec;

time\_t t1;

srand(time(NULL));

t1 = time(NULL);

nbsec = rand()%10; {/\* on attend entre 0 et 9 secondes \*/

{/\* on cr�e le thread \*/

ret = pthread\_create(&my\_thread, NULL,

ma\_fonction\_thread, (void\*)nbsec);

if (ret != 0)

{

fprintf(stderr, "Erreur de cr�ation du thread");

exit (1);

}

pthread\_join(my\_thread, NULL); {/\* on attend la fin du thread \*/

printf("Dans le main, nbsec = %d\(\backslash\)n", nbsec);

printf("Duree de l'operation = %d\(\backslash\)n", time(NULL)-t1);

return 0;

}

Le deuxième exemple crée un thread qui lit une valeur entière et la retourne au main.

#include <pthread.h>

#include <stdio.h>

#include <stdlib.h>

#include <unistd.h>

#include <time.h>

void \*ma\_fonction\_thread(void \*arg)

{

int resultat;

printf("Je suis un thread. Veuillez entrer un entier\(\backslash\)n");

scanf("%d", &resultat);

pthread\_exit((void\*)resultat); {/\* termine le thread proprement \*/

}

int main(void)

{

int ret;

pthread\_t my\_thread;

{/\* on cr�e le thread \*/

ret = pthread\_create(&my\_thread, NULL,

ma\_fonction\_thread, (void\*)NULL);

if (ret != 0)

{

fprintf(stderr, "Erreur de cr�ation du thread");

exit (1);

}

pthread\_join(my\_thread, (void\*)&ret); {/\* on attend la fin du thread \*/

printf("Dans le main, ret = %d\(\backslash\)n", ret);

return 0;

}

**Donnée partagées et exclusion mutuelle**

Lorsqu'un nouveau processus est créé par un fork, toutes les données (variables globales, variables locales, mémoire allouée dynamiquement), sont dupliquées et copiées, et le processus père et le processus fils travaillent ensuite sur des variables différentes.

Dans le cas de threads, la mémoire est *partagée*, c'est à dire que les variables globales sont partagées entre les différents threads qui s'exécutent en parallèle. Cela pose des problèmes lorsque deux threads différents essaient d'écrire et de lire une même donnée.

Deux types de problèmes peuvent se poser :

* Deux threads concurrents essaient en même temps de modifier une variable globale ;
* Un thread modifie une structure de donnée tandis qu'un autre thread essaie de la lire. Il est alors possible que le thread lecteur lise la structure alors que le thread écrivain a écrit la donnée à moitié. La donnée est alors incohérente.

Pour accéder à des données globales, il faut donc avoir recours à un mécanisme d'exclusion mutuelle, qui fait que les threads ne peuvent pas accéder en même temps à une donnée. Pour celà, on introduit des données appelés *mutex*, de type pthread\_mutex\_t.

Un thread peut verrouiller un mutex, avec la fonction pthread\_mutex\_lock(), pour pouvoir accéder à une donnée globale ou à un flot (par exemple pour écrire sur la sortie stdout). Une fois l'accès terminé, le thread dévérouille le mutex, avec la fonction pthread\_mutex\_unlock(). Si un thread A essaie de vérouiller le un mutex alors qu'il est déjà verrouillé par un autre thread B, le thread A reste bloqué sur l'appel de pthread\_mutex\_lock() jusqu'à ce que le thread B dévérouille le mutex. Une fois le mutex dévérouillé par B, le thread A verrouille immédiatement le mutex et son exécution se poursuit. Cela permet au thread B d'accéder tranquillement à des variables globales pendant que le thread A attend pour accéder aux mêmes variables.

Pour déclarer et initialiser un mutex, on le déclare en variable globale (pour qu'il soit accessible à tous les threads) :

pthread\_mutex\_t my\_mutex = PTHREAD\_MUTEX\_INITIALIZER;

La fonction pthread\_mutex\_lock(), qui permet de verrouiller un mutex, a pour prototype :

int pthread\_mutex\_lock(pthread\_mutex\_t \*mutex);

Il faut éviter de verrouiller deux fois un même mutex dans le même thread sans le déverrouiller entre temps. Il y a un risque de blocage définitif du thread. Certaines versions du système gèrent ce problème mais leur comportement n'est pas portable.

La fonction pthread\_mutex\_unlock(), qui permet de déverrouiller un mutex, a pour prototype :

int pthread\_mutex\_unlock(pthread\_mutex\_t \*mutex);

Dans l'exemple suivant, différents threads font un travail d'une durée aléatoire. Ce travail est fait alors qu'un mutex est verrouillé.

#include <stdio.h>

#include <stdlib.h>

#include <unistd.h>

#include <pthread.h>

pthread\_mutex\_t my\_mutex = PTHREAD\_MUTEX\_INITIALIZER;

void\* ma\_fonction\_thread(void \*arg);

int main(void)

{

int i;

pthread\_t thread[10];

srand(time(NULL));

for (i=0 ; i<10 ; i++)

pthread\_create(&thread[i], NULL, ma\_fonction\_thread, (void\*)i);

for (i=0 ; i<10 ; i++)

pthread\_join(thread[i], NULL);

return 0;

}

void\* ma\_fonction\_thread(void \*arg)

{

int num\_thread = (int)arg;

int nombre\_iterations, i, j, k, n;

nombre\_iterations = rand()%8;

for (i=0 ; i<nombre\_iterations ; i++)

{

n = rand()%10000;

pthread\_mutex\_lock(&my\_mutex);

printf("Le thread num�ro %d commence son calcul\(\backslash\)n", num\_thread);

for (j=0 ; j<n ; j++)

for (k=0 ; k<n ; k++)

{}

printf("Le thread numero %d a fini son calcul\(\backslash\)n", num\_thread);

pthread\_mutex\_unlock(&my\_mutex);

}

pthread\_exit(NULL);

}

Voici un extrait de la sortie du programme. On voit qu'un thread peut travailler tranquillement sans que les autres n'écrivent.

...

Le thread numéro 9 commence son calcul

Le thread numero 9 a fini son calcul

Le thread numéro 4 commence son calcul

Le thread numero 4 a fini son calcul

Le thread numéro 1 commence son calcul

Le thread numero 1 a fini son calcul

Le thread numéro 7 commence son calcul

Le thread numero 7 a fini son calcul

Le thread numéro 1 commence son calcul

Le thread numero 1 a fini son calcul

Le thread numéro 1 commence son calcul

Le thread numero 1 a fini son calcul

Le thread numéro 9 commence son calcul

Le thread numero 9 a fini son calcul

Le thread numéro 4 commence son calcul

Le thread numero 4 a fini son calcul

...

En mettant en commentaire les lignes avec pthread\_mutex\_lock() et pthread\_mutex\_unlock(), on obtient :

...

Le thread numéro 9 commence son calcul

Le thread numero 0 a fini son calcul

Le thread numéro 0 commence son calcul

Le thread numero 1 a fini son calcul

Le thread numéro 1 commence son calcul

Le thread numero 4 a fini son calcul

Le thread numero 8 a fini son calcul

Le thread numéro 8 commence son calcul

Le thread numero 8 a fini son calcul

Le thread numéro 8 commence son calcul

Le thread numero 1 a fini son calcul

Le thread numéro 1 commence son calcul

Le thread numero 3 a fini son calcul

Le thread numéro 3 commence son calcul

Le thread numero 3 a fini son calcul

Le thread numéro 3 commence son calcul

Le thread numero 5 a fini son calcul

Le thread numero 9 a fini son calcul

...

On voit que plusieurs threads interviennent pendant le calcul du thread numéro 9 et 4.

**Sémaphores**

En général, une section critique est une partie du code où un processus ou un thread ne peut rentrer qu'à une certaine condition. Lorsque le processus (ou un thread) entre dans la section critique, il modifie la condition pour les autres processus/threads.

Par exemple, si une section du code ne doit pas être exécutée simultanément par plus de n threads. Avant de rentrer dans la section critique, un thread doit vérifier qu'au plus n-1 threads y sont déjà. Lorsqu'un thread entre dans la section critique, il modifie la conditions sur le nombre de threads qui se trouvent dans la section critique. Ainsi, un autre thread peut se trouver empêché d'entrer dans la section critique.

La difficulté est qu'on ne peut pas utiliser une simple variable comme compteur. En effet, si le test sur le nombre de thread et la modification du nombre de threads lors de l'entrée dans la section critique se font séquentiellement par deux instructions, si l'on joue de malchance un autre thread pourrait tester le condition sur le nombre de threads justement entre l'exécution de ces deux instructions, et deux threads passeraient en même temps dans la section critiques. Il y a donc nécessité de tester et modifier la condition de manière atomique, c'est à dire qu'aucun autre processus/thread de peut rien exécuter entre le test et la modification. C'est une opération atomique appelée *Test and Set Lock*.

Les sémaphores sont un type sem\_t et une ensemble de primitives de base qui permettent d'implémenter des conditions assez générales sur les sections critiques. Un sémaphore possède un compteur dont la valeur est un entier positif ou nul. On entre dans une section critique si la valeur du compteur est strictement positive.

Pour utiliser une sémaphore, on doit le déclarer et l'initialiser à une certaine valeur avec la fonction sem\_init.

\inte sem\_init(sem\_t \*semaphore, \inte partage, {\bf unsigned} \inte valeur)

Le premier argument est un passage par adresse du sémaphore, le deuxième argument indique si le sémaphore peut être partagé par plusieurs processus, ou seulement par les threads du processus appelant (partage égale 0). Enfin, le troisième argument est la valeur initiale du sémaphore.

Après utilisation, il faut systématiquement libérer le sémaphore avec la fonction sem\_destroy.

int sem\_destroy (sem\_t \*semaphore)

Les primitives de bases sur les sémaphores sont :

* sem\_wait : Reste bloquée si le sémaphore est nul et sinon décrémente le compteur (opération atomique) ;
* sem\_post : incrémente le compteur ;
* sem\_getvalue : récupère la valeur du compteur dans une variable passée par adresse ;
* sem\_trywait : teste si le sémaphore est non nul et décrémente le sémaphore, mais sans bloquer. Provoque une erreur en cas de valeur nulle du sémaphore. Il faut utiliser cette fonction avec précaution car elle est prompte à générer des bogues.

Les prototypes des fonctions sem\_wait, sem\_post et sem\_getvalue sont :

\inte sem\_wait (sem\_t \* semaphore)

\inte sem\_post(sem\_t \*semaphore)

\inte sem\_getvalue(sem\_t \*semaphore, \inte \*valeur)

**Exemple.** Le programme suivant permet au plus n sémaphores dans la section critique, où n en passé en argument.

#include <stdio.h>

#include <stdlib.h>

#include <unistd.h>

#include <pthread.h>

#include <semaphore.h>

sem\_t semaphore; {/\* variable globale : s�maphore \*/

void\* ma\_fonction\_thread(void \*arg);

int main(int argc, char \*\*argv)

{

int i;

pthread\_t thread[10];

srand(time(NULL));

if (argc != 2)

{

printf("Usage : %s nbthreadmax\(\backslash\)n", argv[0]);

exit(0);

}

sem\_init(&semaphore, 0, atoi(argv[1])); {/\* initialisation \*/

{/\* cr�ation des threads \*/

for (i=0 ; i<10 ; i++)

pthread\_create(&thread[i], NULL, ma\_fonction\_thread, (void\*)i);

{/\* attente \*/

for (i=0 ; i<10 ; i++)

pthread\_join(thread[i], NULL);

sem\_destroy(&semaphore);

return 0;

}

void\* ma\_fonction\_thread(void \*arg)

{

int num\_thread = (int)arg; {/\* num�ro du thread \*/

int nombre\_iterations, i, j, k, n;

nombre\_iterations = rand()%8+1;

for (i=0 ; i<nombre\_iterations ; i++)

{

sem\_wait(&semaphore);

printf("Le thread %d entre dans la section critique\(\backslash\)n",

num\_thread);

sleep(rand()%9+1);

printf("Le thread %d sort de la section critique\(\backslash\)n",

num\_thread);

sem\_post(&semaphore);

sleep(rand()%9+1);

}

pthread\_exit(NULL);

}

Exemples de trace :

\ gcc -lpthread semaphore.c -o semaphore

\ ./semaphore 2

Le thread 0 entre dans la section critique

Le thread 1 entre dans la section critique

Le thread 0 sort de la section critique

Le thread 2 entre dans la section critique

Le thread 1 sort de la section critique

Le thread 3 entre dans la section critique

Le thread 2 sort de la section critique

Le thread 4 entre dans la section critique

Le thread 3 sort de la section critique

Le thread 5 entre dans la section critique

Le thread 4 sort de la section critique

Le thread 6 entre dans la section critique

Le thread 6 sort de la section critique

Le thread 7 entre dans la section critique

Le thread 7 sort de la section critique

Le thread 8 entre dans la section critique

...

Autre exemple avec trois threads dans la section critique :

\ ./semaphore 3

Le thread 0 entre dans la section critique

Le thread 1 entre dans la section critique

Le thread 2 entre dans la section critique

Le thread 1 sort de la section critique

Le thread 3 entre dans la section critique

Le thread 0 sort de la section critique

Le thread 4 entre dans la section critique

Le thread 2 sort de la section critique

Le thread 5 entre dans la section critique

Le thread 3 sort de la section critique

Le thread 6 entre dans la section critique

Le thread 6 sort de la section critique

Le thread 7 entre dans la section critique

Le thread 5 sort de la section critique

Le thread 8 entre dans la section critique

Le thread 4 sort de la section critique

Le thread 9 entre dans la section critique

Le thread 9 sort de la section critique

Le thread 1 entre dans la section critique

Le thread 1 sort de la section critique

Le thread 2 entre dans la section critique

Le thread 7 sort de la section critique

Le thread 0 entre dans la section critique

Le thread 8 sort de la section critique

Le thread 6 entre dans la section critique

Le thread 2 sort de la section critique

Le thread 3 entre dans la section critique

Le thread 3 sort de la section critique

**Exercices**

![\begin{exercice}{*} \'Ecrire un programme qui crée un thread qui prend en paramètre un tableau d'entiers et l'affiche dans la console. \end{exercice}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEIAAAAOBAMAAAEe5+daAAAAKlBMVEXAwMBNSkuhoKCXlpYjHyBiYGC2trZta2tYVVasq6uMi4tDQEAuKiuCgIBRJGjMAAAAAXRSTlMAQObYZgAAANFJREFUGJVjYGBiAAMWBigogDEY0kBMZlQxGGCfDiQ6QSxOuBCMwTuBfTtDATtDdQELUKMBTNiBGUKvTYVpSErANBgJcDOkF7EmpLKVKwQ4QEQSgNggIABiJCNMXQMYAcGNAHSR7WJQEYMCAzRdQJMxfXWAgSF5AtBHFo0dBhAmp0ISkgKmMJCHmScwxDKsMtANADPZQCrYFdCM4kgIZuAsyIDzW9OZD6GqYGTegOweBoY7nVjMYFNAmHGJdcI1NCVAdyzgDUDwmRIwPAXxCxQAAO0wKFRyBdyNAAAAAElFTkSuQmCC)

![\begin{exercice}{*} \'Ecrire un programme qui crée un thread qui alloue un tabl... ...iers aléatoires entre 0 et 99, et retourne le tableau d'entiers. \end{exercice}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHUAAAAOBAMAAAGUyH4bAAAAKlBMVEXAwMBNSkuhoKCXlpYjHyBiYGC2trZta2tYVVasq6uMi4tDQEAuKiuCgIBRJGjMAAAAAXRSTlMAQObYZgAAAV5JREFUKJF9kb9KA0EQxr/curd3SsBKLK+yE7YRDDY+wkIgnXBE4sVusTCFzYkoSXeVaQW7gGCXVnwCESIWPoyzu7l/a3CO3fsdszPft3NAgDK2aEWoQ9MqgNx9XWgxN++jPtg6K8A5whSbgg6HmTlMMTNbbPrndX9BjylWyn13C7GEFrihpQkHocqueDqilCxrTpm1Ka3PyFrL8TIqOw5TMnV9QH2ZYHRUalmV/hc7sErhJLGilQuXNfeTSkkwzqmpuMyMyuMEnbLe2nCOaovfalM2ttkCy7111np0dmv/VWd3f3JlBi7s1HRrym/AeUFNj2+n8i+y6f4dDblHgg4bEQzMP2EFzrCQh8pH/rH9HKyosFciqSXe4KK0j1iPPcQDl5iHeRPvM/beru2wV7N7iN0Tu7fwZ7ZBN0zGHlqxYa1r8JMXX14xXfKpq3ykSy6wamOQwg83XB8bw3X4C0h9YEPVchM5AAAAAElFTkSuQmCC)

![\begin{exercice}{**} Créer une structure \mtt{TypeTableau} qui contient~: \par ... ...d qui renvoie 1 si l'élément x est dans le tableau, et 0 sinon. \end{exercice}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAQ0AAACyBAMAAAHd0Le5AAAAMFBMVEXAwMBNSkuhoKCXlpYjHyBiYGC2trZta2tYVVY4NTasq6uMi4tDQEB3dXYuKiuCgIAMxJZgAAAAAXRSTlMAQObYZgAABHlJREFUeJztm89v1EYUxx/22l68ajYSF44+QHtrLSIkhCphIQM3ailAj3WDkq16Gm0guVRoEQjlRg6RuFogwRFUjnBYiQP/RqRWPfQUqWp77fywzfOu7d16d+2EfR9l7ed5854nY3s8/noXAF7AKEY4VjQnjhaVGDxwF5Z5UejBrsnWASzWswEuiqLQsiDka8b4wuSf9kjM04W15kRiLS614UamHoBtQ7gLwA/TbXE85NHh+zWCEDRhBWFZEhlyaXGNnD8tr+kWZNgF1g+CYn/bA+jX1pqZ0byGG1BC7uA84ANQxMfANgxUgdgAO3GJM/xReVp+lZjll+kRT2Rq5VnEhTRhR0QRE/pWcMwu++PEkJlsq8TfcgBfILlVPIAtpm8vao7yGdM6nFyl5P5AFBPCxXWx3mLWK1WyMlQbZi92JaO8F4/5kG60Ehcfm0Pgt2gmZmOGoYrkhpW4Emyjc6HysXqy0g4PpTWsmoLfal53bXmfMzpv6KwhTgz3bs4hyblrc0hCLAs7L/mDr24YeqXoA1+uWvyJQagYo0LGdLT35coSNxS4Y9KQTeSizUNZ9P05JCGIcobmrsOHsl7fCDe5ycc26yP/wC9MFQRer2+dznqUmUSpPGpQHci/lpS/PTFSqwJB51cn45EmjuLols5dLnO5a+dLPmO3NkKWFKQgjzRxlEK34eFgxo6J3G6nWzXYkg8dnIEbVW3I9xeMbUcYZwBWK+ZYieDPuB1h1XacNzUlK8/QHxqAo6yZjwtBEESTWOHsOfzrc8hxY/Ycv3uz5yAI4mSi5v9qal8dJcxYP/dYlehbh2IZ6zJeNYXH/w7nsCfULshxVSzV84R6wPj/nFNRSh6aqU8Jglg2aG5JEMRy40xRRyv/AlM3yterUy37Bnd1tKxHmmmUzKMmtej1oxsEblwg2dAzHjwVTivlS96t9HviX1zJePBUOK0kJ7XoDWaSI0L/dE6ONAoKVXNZkII8eCqcVpKTWvQSVL0DSLorBnnQVHikEojHj499MHbAvF96MGtBZ5vRJtuue7en3GQR0xZfanKrvaOuTnfvfqQWmXZEdbfj/b8/3lGLBJ31nLvQ/HE5LucpQRAEQRAE0RyGf9Npug2CA1+9AGmax756idI02uNnTTeBIAiCIJaIu5ENcOnhngtgXoYI9L2zTfxW3gY9gh/gnftNwBtxGYyjzlvt7/r2/9U/n+x2uA42+0naTwwXXpmDuppxz/f/SDdO6UOxlPbqt3JZVzt8H71QFv1hOp/6Y6O+/vja99Hvtvj58aartvn58Q5qPD+yqOtF0tD1QhAEQRDEZw/plllItyQIgiAIYpl4kFFqR81Ym0KyrjRRjeemo4y+vloakx+eCF7nQ8BK7YgZa7lI1pUmrrHB2yGN3l8fymLyw8cEYqTUIhNpuZNkXW3f/u2oOKYgfCwTUmqRibTcibLu2tpaVBxTED6WCSm1yERa7tSybn5MQfhYJqTUYtEWablTy7r5Mfnh45mQUotFW6TlTi3r5sfkhyvzP0ueYhP1uWw7AAAAAElFTkSuQmCC)

![\begin{exercice}{**} {\bf a)} Reprendre la fonction de thread de génération d'... ... cas d'annulation, et doit afficher le résultat du calcul sinon. \end{exercice}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAMsAAAA7BAMAAAFQQFOPAAAAKlBMVEXAwMBNSkuhoKCXlpYjHyBiYGC2trZta2tYVVasq6uMi4tDQEAuKiuCgIBRJGjMAAAAAXRSTlMAQObYZgAAA31JREFUWIXtV71r20AUf/JFp5MTQ6BLRi3JVjgytDZd8iccLSQkUFAbXMebcBp7yKJgCF4KV0o/loJptnTJlrVrNy+l/07vQxfJ1slWIg+F+Ed8/klP797H6T2/AMAniD/CEEg4BAE3bAoK6jON0PNuvfRuGOHodPYZDU5fAksvxyx7pQwRv0uJvwkflCEUw774zGDgCSN39nAUYETt9ujhGGUu2bieXtTUnZC05P7DbzJCrL8By6UJMALYBCLlwgnx7ditGKxJi7AHBHIuPwzrar2xC4WzvnKvJdwKQkK5ozyWgWFPPqGDkQciFhnnhAiRint4kogCKXoW65iHSbwqTkIh2fBB6EF0E3mR5227eaHMEqD8fakG7yIveKjVe+EoAMQ+/yiQFqQdjgDqzB3P2dd367sMeKPe8BFMxhNONa2FORFcbpDwV2rviTwBR2VeUbCJJt8b/kTecuuigkBsJrjcLKFW0X8Nr9sR72j/y8BQylhBSafY80HWHDc0hsV1F8nC8CAy1A3b1TxfFpAPzSF0AY0o5pKWAmay77ahb2gpnZrS2TG0DJRDwjdDy0KEdRED5XdhmQh5kBMZmHJhV9umXhQVzSovEocYKa2Y8ngqFYpaRQe77mkgBbrEMl12/c6JWdEGh9/JZmE8lT5FraJtXGMqv7oM2bVr6lJRsIlEdw60RCRnKuWaWkUrwHkkShkPgn3MOj1Z1eeRl7wZc6DaDHJdZDqOakHzEcs/8UNKTMdZg4WtyqLDF/oWUeGbh1BCob/jLdLR7UzkwNASOVihC7oTka2kX5XBzM97OUuqExHkE9OUSsA+EiyyE0o7mJimVALWMWIRVLJE3gy9J/DgtgduH/CZpnAQQodB53wQFFB3730JLQtQ1Obt5P+S5/gQH3i0mJbWcuSlk9EhcrKlRPF4TQ65cTEtq9UYnXG9TCnwVMFPFfK0rNbPv2/29ZKG3wmOwYTfw9SEb6OltXJJSw5TI3OCdnoPrRUeNXBL/sw2L+SkdMx9C1VPoNFWpSmKQwvgNVzTp8wHxPNUPeFO6le1PxUjIuEr8KOTYgqXLoWvOK5mxkFy5nWKKWy+UGs1M9JvHJwUUxXN26rRyFMYN9gcKs7mGqqejXmn5tCqb9oKjx56CkqHnxxdHjLDj50uB5nhx06XaIaTYrocZIYfO10SModtp1XxD4XYQydiNgXiAAAAAElFTkSuQmCC)

![\begin{exercice}{**} \'Ecrire un programme, avec un compteur global \mtt{compt},... ...r limite passée en argument (en ligne de commande) au programme. \end{exercice}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIQAAACNBAMAAAHzYv/KAAAAMFBMVEXAwMBNSkuhoKCXlpYjHyBiYGC2trZta2tYVVY4NTasq6uMi4tDQEB3dXYuKiuCgIAMxJZgAAAAAXRSTlMAQObYZgAAA9pJREFUaIHtmk9IFFEYwL/d2XkzzQobCOFxDma3egShLB2WmOpmA5ZClwZlXRGCaTUNMRjxD+KpQ9B1oEPeEjx6yJvXTp0lovMSJOEhen9mZ9++ndkZ15Uo54d8frPve9/7/71vdAFa+NATSHOJfMN0N9G6cfYGdFzGTHG2kDkplrw6u7OawX6pdnJXU5N3wNsFj6ruWIyNwqRt969VgSuVQClAz8sY4KC2x0Il2qwvrO+C44LtBI+kZd0jqw2tOTQ7KylPcOthRyNC51PfLKdits89vRDuTMCKC7NsI/J59nS6fEwlo6Ighx6qPu7V9Phm22O+w+BC98b5KSNy1Ms5gDEE6+1FtoO08AEHn4gDpLVAqnWKls1JFHmAcXC82arpEQafqsWToKaiKUqERUY8q27B5ZNfq4OrkWetdSQK90K7YPIrdH4LEIaJDSu04JOvTZOwA0sjrT1wCfHJrRXH4nhS7eH7/ezLf42PYYTfyj4uFUuGAvb+dTDU4m0plmjviRgEuAowwD44lF1pz4kgPoi0D1SSxRT3zp5QHGpH9BDFQzMAbb4WdenkWO84lcgw9ssubYYWRpTF0bWBFw5X+UHs2krXnmZkJEEuDrvCt/yqqzrV2Fucb3ls2+Q2V9Vwcz8+bpmwLe/RH/Getx4JFkakReuO4lseuxi3ZQLDwjlgW570lMiYfCPjnwP7Uj4tQ+4FJ95Cc5IasB4kWjxMsvhWSbLIyIhkHow82eRMU7Yx8kEfAsWANS808VHe4AHPZxkQNPYaLCWK8leFJRJAFYPEUA/7XnvhKY2KLEfKYZotDAoJQ4D3mfoYoT4Q8+FIPj4S/zyLov1oplUdkLEQScZCEMYioR0DKpMcT9keWo+z6U5+kuaIZVAbxf38z5SVNLMpRLZUDB+Ql8rDZk35ykUbV+8yma4Xv3eaQu7FdMpe/FD9Ey7aIHNxAGnngr3OdL7T9L4iGRkZl40Z3wDDnAYxnjMVxtboVUDLAzUGAxQfEHUhxHOqwjM4wLdsVs5VueqNkyiHQjzXnQkw3DlJFVi0rO8RLoR4nlMOgb1it6kClhWZKArxnDaNzDlJFbhpWVHvLWI8JxOwV7JlNRkxngvL0HVFMjIyLhy0fFQHtbL4VxpXrXHznC7eWuJfcnpiwxL+1NMb+Y135/SQkZGR0YXa6rLJQjWL2cJnUw7U7KB4CdDLIKgzNR2j6Cma0lgyprhVv+ouSGoc9VLzu0FegX6Nw6OqTr8NgXVJjR/Xl1EcujAEF74uqbEoC8F/vkZRHeHmQGrmDCxIahyviytNlU8nQ5jDiOn8A2RO4eG5/CY0AAAAAElFTkSuQmCC)

![\begin{exercice}{**} Créer un programme qui a en variable globale un tableau de... ...�me thread affiche le tableau toutes les 4 secondes. \end{itemize}\end{exercice}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEQAAAC+BAMAAAEJM4RoAAAALVBMVEXAwMBNSkuhoKCXlpYjHyBiYGC2trZta2tYVVY4NTasq6uMi4tDQEAuKiuCgIBr/S+6AAAAAXRSTlMAQObYZgAAAvJJREFUWIXtmL9v00AUxx92fDYOjZD4BzyAmEBWp6hThCyYQJZAZaiEjKo0VaZT+iNLh1ZEqBNiQGI9CYkRZYchW9cOiIEpE/wb3A/bse/OdpqSplHzUXV5/d67e8/30wkAfAGGFUFMZNtn7AMjHCvE5x9DKOVjeXWMX1LX4qUD8CGV+jYtEPZQ3DpkZThVpOlhMQzeccSiMaspudRY8DhBlTszBL1d1Nl09CGZHehN18IVY2ikcRG8Ewo12RDAmA49MuI6iGs19ACPsI15Gz4opshiB9teZRpbGpet6uxnptZKLGeOUbSM0inKrJwdrPG8BB4va+fJ/7X87nCt+rpQ3q85kfAaxXXjbw13zAyrPrzcnrK7HfpYh1/7iUmf2GXJAElMAL5gbL5uxdqpxnShKS9DFNqRrBiSora6BtSeyMogWEQeVwZfDznEeshiw3/eDxegC5l1Y4zl6kCZHbocT45zCvEb9YYw6ZIWj3LsE+H0et3a85hxD+AuV9YI/I59IuHzABn81oG0HyPZ03KsOXCEraiN+t4mCjs9ajLND0MfTMsyY5Mmy/4cfoByU6f42KetbNOMTfZGwbqjPSfm3OiqQ0XS4UxJpyUlnZaMTyT5qP1cwbQsP6/OZSV4oSjKeXh/cWfBCg3iZMhr4mTI4iivVqoiToYcSs83Bp8QLye4JkQTRX69oTvlqaI8k5WfrYJoqH/WA+sQ0EFpUiZukzbeyyi3/KSIcdhrrJ+Z2cbpARFFzoVkXH78fbspikmgjrcNpYGmSPdagzbYe07z5JQ+0zZxNSat3wB4A9/9x6ELJlFN0ZMTvQQX7xabdODMESuLTeGPvN1iE3guw0ZYYkKae7G5RHSO+t5M20JB2RYFLqTURd0WKku+LVYsjId/qjz2g+BXhUsQqNeOxKMguKm3+ooVObLXvR7luteTu+715K774l4m172e/HWvZzmv+xUXQXxnaO3P1NgKnnsVLp8C9ecAiUGg/j4gYQw+K9o/vcKwo9mBFScAAAAASUVORK5CYII=)

![\begin{exercice}{**} Dans un programme prévu pour utiliser des threads, créer ... ... temps aléatoire (entre 1 et 5 secondes) entre deux itérations. \end{exercice}](data:image/png;base64,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)

![\begin{exercice}{**} {\bf (Problème du rendez-vous)}\ {\bf a)} Les sémaphore... ...Les threads ont tous une durée aléatoire entre 1 et 5 secondes. \end{exercice}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAOEAAABEBAMAAAHyS3+CAAAAMFBMVEXAwMBNSkuhoKCXlpYjHyBiYGC2trZta2tYVVY4NTasq6uMi4tDQEB3dXYuKiuCgIAMxJZgAAAAAXRSTlMAQObYZgAAAzJJREFUWIXtlr9v1DAUx18vjX0Kao+RMUIqC0MtOoAqhiL4AyKhKyOhiF7FZF3F3VKhVEhVNxb+gAwVjFRiLEMHpC78EcxMt1Ss+EdyeXHjXJKeTkXko9ax39fPsWM/vwMADnUIKf0RQgh80P/ZH0mD8icOEyVlVfwvaIgNnPB93OMUNz6WDjamAAf9Az7qiBkQINyX1oGaxsaMiUjfMJuI8NVr0HRKfcmMsUtZFv8MNaJuUu9CdJ1xq713y/oaAoc217KvMemWiNf7UlaGwM855Xw4JuFwLBrBNt8Fynfpmgt6lRL1ZeWnlktOlj0E2FUn9uGGagA4+0z930CSdVK9rCuodTo2V7FO6peN7q0ALRzXztFqN/xVzyVh8rXnTRp5/mvQtwNxwEafx1OL47pOprAgYMpEppIyCbY8kHEaTz276i9VIlDnWJv0U5kEnMrx8V2+TQKYKm74BpnUU5taZoL2E21gJdB+ZhtYCbSfaAOrssJgtF6jf8Zd4PdrOdC6PyBSXjxw9/0mjqsx/G70xjXSCcImjiL9+Y3e2JLHx40DLg41GfviNhoM3WXRHgzlYZdPrYjzTy+kqRenkg6J6RU6HUxHZhqbKFjz93GEb1DNlh5EKSJWWWbST20qcvRyjnFmwnHPOBNTpQ6a6o7+yawUGN2jmUk/lcm4shXqJkgVdDlA0f3f0lKLfDyKM5ZG22xQPKIArECUhVWEArCRY1xtqlk8ogCsAIpHHIA1Ofz0bAInT+mT+q43mCWWFguid/wu1sWi+P7n1bYuFsbCv2pLSzPIprx+Hx0ei9P6OvZw1fN3El0JzvGdD7iNfJCkqwDvrVIMmwAv4YytBx44Ma4S+Uapq5Y7ufWtc5m1UUckJVVYC694pZKkGz4Hj+8ZVYMjl8EXEqVN3BFJRi+btOScy9KoGtx+rMq0iTsiyehlk+R8ib9nVAvWuJNfY9oRSUYvqyT25LQXmNU8YhvO4DJro45IMntZJX3uzGqe9BQW+CDJ7FUitbS0/IeU5Mekmkt7c6AkP+rqldw2D4rzoyUDzoXi/GjJgHOhOD9aMuB8KM6PxRlwThTnx+IMeE3+AqawNlkq6Rv2AAAAAElFTkSuQmCC)

![\begin{exercice}{***} {\bf (Problème de l'émetteur et du récepteur)} Un threa... ...dent et que le récepteur ne lise pas deux fois le même octet ? \end{exercice}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAYAAAAAOBAMAAAGjI+YGAAAAMFBMVEXAwMBNSkuhoKCXlpYjHyBiYGC2trZta2tYVVY4NTasq6uMi4tDQEB3dXYuKiuCgIAMxJZgAAAAAXRSTlMAQObYZgAAA1RJREFUSIm1Vb1rFEEUf7d7O3PumdyBInZZFIQU4oqIEgPZIrVZCdoIZrmQnAriGCFpIp7ExCQgpLKwWhBMJwHBwhTamICV2NhK/oIgJFiJ783s7M7OXgoLHzPvY95v386892YX4EjqCSkaOJmS9aPBAC6INHvAh6aKgDMtgR4mONybId9Ew2/q5cuTAAJmhVyGBGMBhNIjYhqzAFwhPU9OlkgnLdPKv1JgbPvNPg46Y7fYC02Kj/vBZbTOwjqIhjzL4FyEA4ps9BpqSvJpObPCbO0JDdwmzxC0eZxxTCanZXUcg9Ym/CiqjcNUq614d85LZthCwHFTuygXxQD4KG+xuDunpYLQvndxwiJOoX1NR27INfZFh+FuXfOeHPXcvUWVaKgGyKSCqPxFLmRo5RsYg08z0DyMSRTpnf0wrXkoQkTPn+O5FxPqcteVQCkVRDYA7yQiQ2vMf6ZW2TwZ1a+01ybg1b1EcZlPTK3Mp6wCovJUFykntSgHorVPbPR77TH+cUPz+bcLeFzPKx2X3++KQkoIXgLKVhyHGVr5fn6FGvraIIUmp+ckmhsFMyhyDSkheOO9rN4ZWvq2z8DvGFrLQMJ4gZ9qXqeiVl/gG1JCmLzSpRdkmN1TcPxRQiKnwYH9Dc2rHcF0s5SaBm8ayxpKoTWmX4pgbzjnnL4rVOTcSTdCZF0rpYJIwiLnaFF0dl968BgvFV9xhoD9CPHj13w+PgRlfQRz466eXspUuPpsFd8+nfrKJgXgWzhZhdp2/yhV1QLz4OLRB0id73h44dzGr9j5ALwdfOZGSU9hBLz95nvnQKowBdvhhdgHN5W2VIBuOFSglm26AK7pKEZApdpg9nQUT8UDueGyqNBLZwdOtNq2vuKFsMl6pDaSSfDFXes5lmsG1LZLrlRHMQKasQ3wMLwbg+Wuu4d6WVQpqlEjRrbeHpWcWM39DFavA/2ENBlQ2y65Uh3FCGjGNsDupUtYsz/rcr0sKvTCeQ2i1bN1SkenqAALrAoE5Qp0rAp0igrkrkQDjIBmbDvOLy89rIgqcer7LxUdG3IbDtQy9ulWK6486WTShFq25QqYsAMaqh0HnKSPqJJ75/pSH119EhSpL4VNSdIHatmmizF9ZDOgoZbj/AVLNi2ibnW6zwAAAABJRU5ErkJggg==)

![\begin{exercice}{***} {\bf (Problème des producteurs et des consommateurs)} Des... ...cteurs restent bloqués en attendant que des places se libèrent. \end{exercice}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJwAAAAkBAMAAAH5CH7wAAAAMFBMVEXAwMBNSkuhoKCXlpYjHyBiYGC2trZta2tYVVY4NTasq6uMi4tDQEB3dXYuKiuCgIAMxJZgAAAAAXRSTlMAQObYZgAAAjpJREFUSIntljFv1DAUx/9NLnYUpKYjY5Z2JYIBVDEEwQeIhO4YCYfgUCfrWu4GTigVUnUfgA+QAZWRSoxl6NaFAYkvwMyUpWLFz04uzp2VQwWkIvHT2f9n59l+tl/uDgCyrQiKMscqGVf1qH8gazLdWD/wKwfbIGDKZ/3P/YnDACaog9MwR5Zo2ZWhmnk9PcPOffPJK7hFa5KVZeT+kIeWSX9xbTtjiLNkyjLIMk4H4jmPaLtxFaAK0tdnNKbq9i1d4O7HS1MVXyDSIsaOZZmjTfjZN5Juyg8Ig5LkqsL3RkJbrue5rFJ5YmkaV6YmCSrDr3JNa04fv0k/CF5bA5Y26mXPjC6Tr+DDcg+BsyZSJ+LOCQpm86M1hZZOHt2Etx+RdLNZAN+1dLLN4KQZSTfVi7Zui/8ekb17JuR9s2mUJqMxZURYaJ3JIvi5Nj36+lB5pqgzUevkeGomp84zTeIa2lPvdrJIU9MvMLSHwuiS64q4XneYiUYnO7zpQp23ijqzlXLKNyPZ7Ry+fVDi3X1+D6PZNIKXHHT7/yU2YotcmnD+sliRy/Ppx5PBivwGf3az/7kysF16h+8czuWVPi0CBNFQG3Dn19+Qx+tWW/nbTRpaYBd4jNP4RhrIfytgsk8ZXnnto3Mhv9yzVpv87aYaSvjZQwTiRTvsIy/Ge5bb2nZzwYZ7RnV7uq27qra17eYCio5FluiGS9ENm5BWzQZ5difh0u+5PJVTXFjbdtNA32yb+mYtbbsp+Ql8QKnBv5UgpwAAAABJRU5ErkJggg==)

![\begin{exercice}{***} {\bf (Problème des lecteurs et des rédacteurs)} Ce probl... ... écrivains attendent un temps aléatoire entre 1 et 10 secondes. \end{exercice}](data:image/png;base64,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)
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