|  |
| --- |
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|  |
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## 1 STL标准模板库

### 1.1 STL pair

STL的<utility>头文件中描述了一个看上去非常简单的模板类pair，用来表示一个二元组或元素对，并提供了按照字典序对元素对进行大小比较的比较运算符模板函数。

例如，想要定义一个对象表示一个平面坐标点，则可以：

|  |
| --- |
| pair<double, double> p1;  cin >> p1.first >> p1.second; |

pair模板类需要两个参数：首元素的数据类型和尾元素的数据类型。pair模板类对象有两个成员：first和second，分别表示首元素和尾元素。

在<utility>中已经定义了pair上的六个比较运算符：<、>、<=、>=、==、!=，其规则是先比较first，first相等时再比较second，这符合大多数应用的逻辑。   
当然，也可以通过重载这几个运算符来重新指定自己的比较逻辑。

除了直接定义一个pair对象外，如果需要即时生成一个pair对象，也可以调用在<utility>中定义的一个模板函数：make\_pair。make\_pair需要两个参数，   
分别为元素对的首元素和尾元素。

|  |
| --- |
| Pair类型概述  pair是一种模板类型，其中包含两个数据值，两个数据的类型可以不同，基本的定义如下：    pair<int, string> a;  表示a中有两个类型，第一个元素是int型的，第二个元素是string类型的，如果创建pair的时候没有对其进行初始化，则调用默认构造函数对其初始化。    pair<string, string> a("James", "Joy");  也可以像上面一样在定义的时候直接对其初始化。    由于pair类型的使用比较繁琐，因为如果要定义多个形同的pair类型的时候，可以时候typedef简化声明：  typedef pair<string, string> author;  author pro("May", "Lily");  author joye("James", "Joyce"); |

|  |
| --- |
| Pair对象的操作    对于pair类，由于它只有两个元素，分别名为first和second，因此直接使用普通的点操作符即可访问其成员  pair<string, string> a("Lily", "Poly");  string name;  name = pair.second;  生成新的pair对象  可以使用make\_pair对已存在的两个数据构造一个新的pair类型：  int a = 8;  string m = "James";  pair<int, string> newone;  newone = make\_pair(a, m); |

### 1.2 STL Set

set模版类的定义在头文件<set>中。

定义set对象的示例代码如下：

|  |
| --- |
| set<int> s;  set<double> ss;  set的基本操作：  s.begin() // 返回指向第一个元素的迭代器  s.clear() // 清除所有元素  s.count() // 返回某个值元素的个数  s.empty() // 如果集合为空，返回true(真）  s.end() // 返回指向最后一个元素之后的迭代器，不是最后一个元素  s.equal\_range() // 返回集合中与给定值相等的上下限的两个迭代器  s.erase() // 删除集合中的元素  s.find() // 返回一个指向被查找到元素的迭代器  s.get\_allocator() // 返回集合的分配器  s.insert() // 在集合中插入元素  s.lower\_bound() // 返回指向大于（或等于）某值的第一个元素的迭代器  s.key\_comp() // 返回一个用于元素间值比较的函数  s.max\_size() // 返回集合能容纳的元素的最大限值  s.rbegin() // 返回指向集合中最后一个元素的反向迭代器  s.rend() // 返回指向集合中第一个元素的反向迭代器  s.size() // 集合中元素的数目  s.swap() // 交换两个集合变量  s.upper\_bound() // 返回大于某个值元素的迭代器  s.value\_comp() // 返回一个用于比较元素间的值的函数 |

**multiset**

在<set>头文件中，还定义了另一个非常实用的模版类multiset（多重集合）。多重集合与集合的区别在于集合中不能存在相同元素，而多重集合中可以存在。

定义multiset对象的示例代码如下：

|  |
| --- |
| multiset<int> s;  multiset<double> ss; |

multiset和set的基本操作相似，需要注意的是，集合的count()能返回0（无）或者1（有），而多重集合是有多少个返回多少个。

### 1.3 STL Vector

在STL的<vector>头文件中定义了vector（向量容器模版类），vector容器以连续数组的方式存储元素序列，可以将vector看作是以顺序结构实现的线性表。当我们在程序中需要使用动态数组时，vector将会是理想的选择，vector可以在使用过程中动态地增长存储空间。   
vector模版类需要两个模版参数，第一个参数是存储元素的数据类型，第二个参数是存储分配器的类型，其中第二个参数是可选的，如果不给出第二个参数，将使用默认的分配器。

下面给出几个常用的定义vector向量对象的方法示例：

|  |
| --- |
| vector<int> s;  // 定义一个空的vector对象，存储的是int类型的元素  vector<int> s(n);  // 定义一个含有n个int元素的vector对象  vector<int> s(first, last);  // 定义一个vector对象，并从由迭代器first和last定义的序列[first, last)中复制初值  vector的基本操作：  s[i] // 直接以下标方式访问容器中的元素  s.front() // 返回首元素  s.back() // 返回尾元素  s.push\_back(x) // 向表尾插入元素x  s.size() // 返回表长  s.empty() // 表为空时，返回真，否则返回假  s.pop\_back() // 删除表尾元素  s.begin() // 返回指向首元素的随机存取迭代器  s.end() // 返回指向尾元素的下一个位置的随机存取迭代器  s.insert(it, val) // 向迭代器it指向的元素前插入新元素val  s.insert(it, n, val)// 向迭代器it指向的元素前插入n个新元素val  s.insert(it, first, last)  // 将由迭代器first和last所指定的序列[first, last)插入到迭代器it指向的元素前面  s.erase(it) // 删除由迭代器it所指向的元素  s.erase(first, last)// 删除由迭代器first和last所指定的序列[first, last)  s.reserve(n) // 预分配缓冲空间，使存储空间至少可容纳n个元素  s.resize(n) // 改变序列长度，超出的元素将会全部被删除，如果序列需要扩展（原空间小于n），元素默认值将填满扩展出的空间  s.resize(n, val) // 改变序列长度，超出的元素将会全部被删除，如果序列需要扩展（原空间小于n），val将填满扩展出的空间  s.clear() // 删除容器中的所有元素  s.swap(v) // 将s与另一个vector对象进行交换  s.assign(first, last)  // 将序列替换成由迭代器first和last所指定的序列[first, last)，[first, last)不能是原序列中的一部分  // 要注意的是，resize操作和clear操作都是对表的有效元素进行的操作，但并不一定会改变缓冲空间的大小  // 另外，vector还有其他的一些操作，如反转、取反等，不再一一列举  // vector上还定义了序列之间的比较操作运算符（>、<、>=、<=、==、!=），可以按照字典序比较两个序列。 |

### 1.4 STL String

|  |
| --- |
| string对象的定义和初始化以及读写  string s1;      默认构造函数，s1为空串  string s2(s1);   将s2初始化为s1的一个副本  string s3("valuee");   将s3初始化一个字符串面值副本  string s4(n,'c');   将s4初始化为字符'c'的n个副本  cin>>s5;  读取有效字符到遇到空格  getline(cin,s6);  读取字符到遇到换行，空格可读入，知道‘\n’结束  getline(cin,s7,'a'); 一个直到‘a’结束，其中任何字符包括'\n'都能够读入 |

|  |
| --- |
| string对象中字符的处理（头文件cctype）     isalnum(c)  如果c是字母或数字，返回true      isalpha(c)  如果c是字母，返回true      iscntrl(c)  c是控制符，返回true      isdigit(c)  如果c是数组，返回true      isgraph(c)  如果c不是空格，则可打印，，则为true      islower(c)  如果c是小写字母，则为true      isupper(c)  如果c是大写字符，则为true      isprint(c)  如果c是可打印的字符，则为true      ispunct(c)  如果c是标点符号，则为true      isspace(c) 如果c是空白字符，则为true      isxdigit(c) 如果c是十六进制数，则为true      tolower(c) 如果c是大写字符，则返回其小写字母，否则直接返回c      toupper(c)  跟tolower相反 |

|  |
| --- |
| string对象中一些函数   /\*-------------------------插入函数----------------------------------包括迭代器操作和下标操作，下标操作更灵活\*/  s.insert( it , p );  把字符串p插入到it的位置  s.insert(p,n,t)；   迭代器p元素之前插入n个t的副本  s.insert(p,b,e);      迭代器p元素之前插入迭代器b到e之间的所有元素  s.insert(p,s2,poe2,len); 在下标p之前插入s2下标从poe2开始长度为len的元素  s.insert(pos,cp,len);  下标pos之前插入cp数组的前len个元素。  /\*-----------------------替换函数-------------------------------\*/  s.assign(b,e);  用迭代器b到e范围内的元素替换s  s.assign(n,t)；  用n个t的副本替换s  a.assign(s1,pos2,len);从s1的下标pos2开始连续替换len个。  s.replace ( 3 , 3 , " good " ) ;   从第三个起连续三个替换为good  s.substr(i,j)   截取s串中从i到j的子串  //string::npos  判断字符串是否结束  /\*-----------------------删除函数-----------------------------\*/  s.erase( 3 )||s.erase ( 0 , 4 ) ;  删除第四个元素或第一到第五个元素  /\*----------------------其他函数-----------------------------\*/  s.find ( " cat " ) ;  超找第一个出现的字符串”cat“，返回其下标值，查不到返回4294967295，也可查找字符；  s.append(args); 将args接到s的后面  s.compare ( " good " ) ;  s与”good“比较相等返回0，比"good"大返回1，小则返回-1；  reverse ( s.begin(), s.end () );  反向排序函数，即字符串反转函数 |

### 1.5 STL stack

tack模版类的定义在<stack>头文件中。   
stack模版类需要两个模版参数，一个是元素类型，另一个是容器类型，但是只有元素类型是必要的，在不指定容器类型时，默认容器的类型为deque。

定义stack对象的示例代码如下：

|  |
| --- |
| stack<int> s;  stack<string> ss;  s.push(x); // 入栈  s.pop(); // 出栈  s.top(); // 访问栈顶  s.empty(); // 当栈空时，返回true  s.size(); // 访问栈中元素个数 |

### 1.6 STL Queue

queue模版类的定义在<queue>头文件中。   
queue与stack相似，queue模版类也需要两个模版参数，一个元素类型，一个容器类型，元素类型时必须的，容器类型时可选的，默认为deque类型。

定义queue对象的示例代码必须如下：

|  |
| --- |
| queue<int> q;  queue<double> qq;  q.push(x); // 入队列  q.pop(); // 出队列  q.front(); // 访问队首元素  q.back(); // 访问队尾元素  q.empty(); // 判断队列是否为空  q.size(); // 访问队列中的元素个数 |

**priority\_queue**

在<queue>头文件中，还定义了另一个非常有用的模版类priority\_queue（优先队列）。优先队列与队列的差别在于优先队列不是按照入队的顺序出队，而是按照队列中元素的优先权出队列（默认为大者优先，也可以通过指定算子来指定自己的优先顺序）。

priority\_queue模版类有三个模版参数，第一个是元素类型，第二个是容器类型，第三个是比较算子。其中后两者都可以忽略，默认容器为vector，默认算子为less，即小的往前排，大的往后排（出队列时列尾元素先出队）。   
定义priority\_queue对象的代码示例：

定义priority\_queue对象的代码示例：

|  |
| --- |
| priority\_queue<int> q;  priority\_queue<pair<int, int> > qq; // 注意在两个尖括号之间一定要留空格，防止误判  priority\_queue<int, vector<int>, greater<int> > qqq;// 定义小的先出队列  q.empty() // 如果队列为空，则返回true，否则返回false  q.size() // 返回队列中元素的个数  q.pop() // 删除队首元素，但不返回其值  q.top() // 返回具有最高优先级的元素值，但不删除该元素  q.push(item) // 在基于优先级的适当位置插入新元素 |

初学者在使用priority\_queue时，最困难的可能就是如何定义比较算子了。如果是基本数据类型，或已定义了比较运算符的类，可以直接使用STL的less算子和greater算子——默认为使用less算子。如果要定义自己的比较算子，方法有多种，这里介绍其中一种：重载比较运算符。优先队列试图这两个元素x和y代入比较运算符（对于less算子，调用x < y，对于greater算子，调用x > y），若结果为真，则x排在y前面，y将先出队列，反之，则y排在x前面，x将先出队列。

### 1.7 STL Map

在STL的头文件中<map>中定义了模版类map和multimap，用有序二叉树表存储类型为pair<const Key, T>的元素对序列。序列中的元素以const Key部分作为标识，map中所有元素的Key值必须是唯一的，multimap则允许有重复的Key值。

可以将map看作是由Key标识元素的元素集合，这类容器也被称为“关联容器”，可以通过一个Key值来快速决定一个元素，因此非常适合于需要按照Key值查找元素的容器。   
map模版类需要四个模版参数，第一个是键值类型，第二个是元素类型，第三个是比较算子，第四个是分配器类型。其中键值类型和元素类型是必要的。

定义map对象的代码示例：

|  |
| --- |
| map<string, int> m;  /\* 向map中插入元素 \*/  m[key] = value; // [key]操作是map很有特色的操作,如果在map中存在键值为key的元素对, 则返回该元素对的值域部分,否则将会创建一个键值为key的元素对,值域为默认值。所以可以用该操作向map中插入元素对或修改已经存在的元素对的值域部分。  m.insert(make\_pair(key, value)); // 也可以直接调用insert方法插入元素对,insert操作会返回一个pair,当map中没有与key相匹配的键值时,其first是指向插入元素对的迭代器,其second为true;若map中已经存在与key相等的键值时,其first是指向该元素对的迭代器,second为false。  /\* 查找元素 \*/  int i = m[key]; // 要注意的是,当与该键值相匹配的元素对不存在时,会创建键值为key（当另一个元素是整形时，m[key]=0）的元素对。  map<string, int>::iterator it = m.find(key); // 如果map中存在与key相匹配的键值时,find操作将返回指向该元素对的迭代器,否则,返回的迭代器等于map的end()(参见vector中提到的begin()和end()操作)。  /\* 删除元素 \*/  m.erase(key); // 删除与指定key键值相匹配的元素对,并返回被删除的元素的个数。  m.erase(it); // 删除由迭代器it所指定的元素对,并返回指向下一个元素对的迭代器。  /\* 其他操作 \*/  m.size(); // 返回元素个数  m.empty(); // 判断是否为空  m.clear(); // 清空所有元素 |

|  |
| --- |
| typedef map<int, string, less<int> > M\_TYPE  typedef M\_TYPE::iterator M\_IT  typedef M\_TYPR::const\_iterator M\_CIT  int main()  {  M\_TYPR myTestMap;  myTestMap[3] = "No.3";  myTestMap[5] = "No.5";  myTestMap[1] = "No.1";  myTestMap[2] = "No.2";  myTestMap[4] = "No.4";  M\_IT itStop = myTestMap.find(2);  cout << "myTestMap[2] = " << itStop->second << endl;  itStop->second = "No.2 After modification";  cout << "myTestMap[2] = " << itStop->second << endl;  cout << "Map contents:" << endl;  for (M\_CIT it = myTestMap.begin(); it != myTestMap.end(); it++)  {  cout << it->second << endl;  }  return 0;  }  int main()  {  map<string, int> m;  m["one"] = 1;  m["two"] = 2;  // 几种不同的 insert 调用方法  m.insert(make\_pair("three", 3));  m.insert(map<string, int>::value\_type("four", 4));  m.insert(pair<string, int>("five", 5));  string key;  while (cin >> key)  {  map<string, int>::iterator it = m.find(key);  if (it == m.end())  {  cout << "No such key!" << endl;  }  else  {  cout << key << " is " << it->second << endl;  cout << "Erased " << m.erase(key) << endl;  }  }  return 0;  } |

### 1.8 lower\_bound和Upper\_bound

STL中的每个算法都非常精妙，接下来的几天我想集中学习一下STL中的算法。

　　ForwardIter lower\_bound(ForwardIter first, ForwardIter last,const \_Tp& val)算法返回一个非递减序列[first, last)中的第一个大于等于值val的位置。

     ForwardIter upper\_bound(ForwardIter first, ForwardIter last, const \_Tp& val)算法返回一个非递减序列[first, last)中第一个大于val的位置。

|  |
| --- |
| #include <iostream>  #include <algorithm>//必须包含的头文件  using namespace std;  int main(){  int point[10] = {1,3,7,7,9};  int tmp = upper\_bound(point, point + 5, 7) - point;//按从小到大，7最多能插入数组point的哪个位置  printf("%d\n",tmp);  tmp = lower\_bound(point, point + 5, 7) - point;////按从小到大，7最少能插入数组point的哪个位置  printf("%d\n",tmp);  return 0;  } |

## 2. 复杂的数论

### 2.1 大数阶乘分割法

大数处理的经典思路，将大数划分成N个数组，每个数组的值存的数的长度统一为m，进位为c 最后再进行格式化输出，巧妙的避开了爆数据范围的问题。

|  |
| --- |
| #include <stdio.h>  #define \_MAX 100000000  int main()  {  int n, i, j, m;  long long a[10000], c;  scanf("%d",&n);  m = 0;  a[0] = 1;  for(i = 1; i <= n; i++)  {  c = 0;  for(j = 0; j <= m; j++)  {  a[j] = a[j] \* i + c;  c = a[j] / \_MAX;  a[j] %= \_MAX;  }  if(c > 0)  {  m++;  a[m] = c;  }  }  printf("%lld", a[m]);  for(i = m - 1; i >= 0; i--)  printf("%0.8lld", a[i]);  printf("\n");  return 0;  } |

### 2.2 大数阶乘长度Stirling公式

斯特林公式可以用来估算某数的大小，结合lg可以估算某数的位数，或者可以估算某数的阶乘是另一个数的倍数。

|  |
| --- |
| Stirling公式：sqrt(2\*pi\*n)\*pow(n/e,n)  Stirling公式求阶乘位数：log10（sqrt（2\*M\_PI\*n）)+n\*log10(n/M\_E)  注意强制类型转换成double型  #include <iostream>  #include<math.h>  using namespace std;  typedef long long ll;  /\*斯特林公式  sqrt(2\*pi\*n)\*pow(n/e,n)  \*/  int main()  {  ll n;  cin>>n;  //对斯特林公式开log求阶乘位数  ll l=log10((long double)(sqrt(2\*M\_PI\*n)))+n\*log10((long double)n/M\_E)+1;  cout<<l<<endl;  return 0;  } |

### 2.3 欧拉函数

（1）直接欧拉 返回N的欧拉函数值

|  |
| --- |
| #include <iostream>  using namespace std;  int euler(int n)  {  int res=n,a=n;  for(int i=2;i\*i<=a;i++)  {  if(a%i==0)  {  res=res/i\*(i-1);//先进行除法是为了防止溢出  while(a%i==0)a/=i;  }  }  if(a>1)res=res/a\*(a-1);  return res;  }  int main()  {  int n;  cin>>n;  cout<<euler(n)<<endl;  return 0;  } |

2、筛法求欧拉函数，返回1-N之间所有的欧拉函数值，保存到euler[i]中

|  |
| --- |
| void Init(){  euler[1]=1;  for(int i=2;i<Max;i++)  euler[i]=i;  for(int i=2;i<Max;i++)  if(euler[i]==i)  for(int j=i;j<Max;j+=i)  euler[j]=euler[j]/i\*(i-1);//先进行除法是为了防止中间数据的溢出  } |

### 2.4 快速幂

|  |
| --- |
| #include <iostream>  using namespace std;  typedef long long ll;  ll mod\_pow(ll x,ll n,ll mod)  {  ll res=1;  while(n>0)  {  //如果二进制最低位为1，则乘上x^(2^i)  if(n&1)  {  res=res\*x%mod;  }  x=x\*x%mod;  n>>=1;  }  return res;  }  int main()  {  ll a,b,c;  scanf("%lld%lld%lld",&a,&b,&c);  printf("%lld\n",mod\_pow(a,b,c));  return 0;  } |

### 2.5 GCD与LCM与ExtGcd

（1）GCD和LCM

|  |
| --- |
| #include<iostream>  using namespace std;  typedef long long ll;  ll gcd(ll m,ll n)  {  return (m==0)?n:gcd(n%m,m);  }  ll lcm(ll a,ll b)  {  return (a/gcd(a,b)\*b);  }  int main()  {  int a,b;  cin>>a>>b;  cout<<lcm(a,b)<<endl;  return 0;  } |

（2）ExtGcd扩展欧几里得

|  |
| --- |
| /\*  \* 求x，y使得gcd(a, b) = a \* x + b \* y;  \*/  int extgcd(int a, int b, int &x, int &y)  {  if (b == 0)  {  x = 1;  y = 0;  return a;  }  int d = extgcd(b, a % b, x, y);  int t = x;  x = y;  y = t - a / b \* y;  return d;  } |

### 2.6 素数测试（判断素数）

（1）素数测试

|  |
| --- |
| #include<cstdlib>  #include<cstdio>  int modularExponent(int a, int b, int n) {  int ret = 1;  for (; b; b >>= 1, a = (int) ((long long) a \* a % n)) {  if (b & 1) {  ret = (int) ((long long) ret \* a % n);  }  }  return ret;  }  bool millerRabin(int n,int a) {  if (n == 1 || (n != 2 && !(n % 2)) || (n != 3 && !(n % 3)) || (n != 5 && !(n % 5)) || (n != 7 && !(n % 7))) {  return false;  }  int r = 0, s = n - 1, j;  if(!(n%a)) return false;  while(!(s&1)){ s >>= 1; r++; }  long long k = modularExponent(a, s, n);  if(k == 1) return true;  for(j = 0; j < r; j++, k = k \* k % n)  if(k == n - 1) return true;  return false;  }  bool miller\_Rabin(int n)//  {  int a[]={2,3,5,7},i;//能通过测试的最小素数为 3215031751(此数超int)  for(i=0;i<4;i++){  if(!millerRabin(n,a[i]))return false;  }  return true;  }  int main()  {  int n,x;  scanf("%d",&n);  while(n--){  scanf("%d",&x);  printf("%s\n",miller\_Rabin(x)?"Yes":"No");  }  return 0;  } |

（2）大神代码

|  |
| --- |
| #include<cstdlib>  #include<cstdio>  int modularExponent(int a, int b, int n) {  int ret = 1;  for (; b; b >>= 1, a = (int) ((long long) a \* a % n)) {  if (b & 1) {  ret = (int) ((long long) ret \* a % n);  }  }  return ret;  }  bool millerRabin(int n,int a) {  if (n == 1 || (n != 2 && !(n % 2)) || (n != 3 && !(n % 3)) || (n != 5 && !(n % 5)) || (n != 7 && !(n % 7))) {  return false;  }  int r = 0, s = n - 1, j;  if(!(n%a)) return false;  while(!(s&1)){ s >>= 1; r++; }  long long k = modularExponent(a, s, n);  if(k == 1) return true;  for(j = 0; j < r; j++, k = k \* k % n)  if(k == n - 1) return true;  return false;  }  bool miller\_Rabin(int n)//  {  int a[]={2,3,5,7},i;//能通过测试的最小素数为 3215031751(此数超int)  for(i=0;i<4;i++){  if(!millerRabin(n,a[i]))return false;  }  return true;  }  int main()  {  int n,x;  scanf("%d",&n);  while(n--){  scanf("%d",&x);  printf("%s\n",miller\_Rabin(x)?"Yes":"No");  }  return 0;  } |

3、查找小于等于MAXN的素数（生成连续素数表）

|  |
| --- |
| /\*  \* 素数筛选，查找出小于等于MAXN的素数  \* prime[0]存素数的个数  \*/  const int MAXN = 100000;  int prime[MAXN + 1];  void getPrime()  {  memset(prime, 0, sizeof(prime));  for (int i = 2; i <= MAXN; i++)  {  if (!prime[i])  {  prime[++prime[0]] = i;  }  for (int j = 1; j <= prime[0] && prime[j] <= MAXN / i; j++)  {  prime[prime[j] \* i] = 1;  if (i % prime[j] == 0)  {  break;  }  }  }  } |

（4）大数素数测试

|  |
| --- |
| #define MAXL 4  #define M10 1000000000  #define Z10 9  const int zero[MAXL - 1] = {0};  struct bnum  {  int data[MAXL]; // 断成每截9个长度  // 读取字符串并转存  void read()  {  memset(data, 0, sizeof(data));  char buf[32];  scanf("%s", buf);  int len = (int)strlen(buf);  int i = 0, k;  while (len >= Z10)  {  for (k = len - Z10; k < len; ++k)  {  data[i] = data[i] \* 10 + buf[k] - '0';  }  ++i;  len -= Z10;  }  if (len > 0)  {  for (k = 0; k < len; ++k)  {  data[i] = data[i] \* 10 + buf[k] - '0';  }  }  }  bool operator == (const bnum &x)  {  return memcmp(data, x.data, sizeof(data)) == 0;  }  bnum & operator = (const int x)  {  memset(data, 0, sizeof(data));  data[0] = x;  return \*this;  }  bnum operator + (const bnum &x)  {  int i, carry = 0;  bnum ans;  for (i = 0; i < MAXL; ++i)  {  ans.data[i] = data[i] + x.data[i] + carry;  carry = ans.data[i] / M10;  ans.data[i] %= M10;  }  return ans;  }  bnum operator - (const bnum &x)  {  int i, carry = 0;  bnum ans;  for (i = 0; i < MAXL; ++i)  {  ans.data[i] = data[i] - x.data[i] - carry;  if (ans.data[i] < 0)  {  ans.data[i] += M10;  carry = 1;  }  else  {  carry = 0;  }  }  return ans;  }  // assume \*this < x \* 2  bnum operator % (const bnum &x)  {  int i;  for (i = MAXL - 1; i >= 0; --i)  {  if (data[i] < x.data[i])  {  return \*this;  }  else if (data[i] > x.data[i])  {  break;  }  }  return ((\*this) - x);  }  bnum & div2()  {  int i, carry = 0, tmp;  for (i = MAXL - 1; i >= 0; --i)  {  tmp = data[i] & 1;  data[i] = (data[i] + carry) >> 1;  carry = tmp \* M10;  }  return \*this;  }  bool is\_odd()  {  return (data[0] & 1) == 1;  }  bool is\_zero()  {  for (int i = 0; i < MAXL; ++i)  {  if (data[i])  {  return false;  }  }  return true;  }  };  void mulmod(bnum &a0, bnum &b0, bnum &p, bnum &ans)  {  bnum tmp = a0, b = b0;  ans = 0;  while (!b.is\_zero())  {  if (b.is\_odd())  {  ans = (ans + tmp) % p;  }  tmp = (tmp + tmp) % p;  b.div2();  }  }  void powmod(bnum &a0, bnum &b0, bnum &p, bnum &ans)  {  bnum tmp = a0, b = b0;  ans = 1;  while (!b.is\_zero())  {  if (b.is\_odd())  {  mulmod(ans, tmp, p, ans);  }  mulmod(tmp, tmp, p, tmp);  b.div2();  }  }  bool MillerRabinTest(bnum &p, int iter)  {  int i, small = 0, j, d = 0;  for (i = 1; i < MAXL; ++i)  {  if (p.data[i])  {  break;  }  }  if (i == MAXL)  {  // small integer test  if (p.data[0] < 2)  {  return false;  }  if (p.data[0] == 2)  {  return true;  }  small = 1;  }  if (!p.is\_odd())  {  return false; // even number  }  bnum a, s, m, one, pd1;  one = 1;  s = pd1 = p - one;  while (!s.is\_odd())  {  s.div2();  ++d;  }  for (i = 0; i < iter; ++i)  {  a = rand();  if (small)  {  a.data[0] = a.data[0] % (p.data[0] - 1) + 1;  }  else  {  a.data[1] = a.data[0] / M10;  a.data[0] %= M10;  }  if (a == one)  {  continue;  }  powmod(a, s, p, m);  for (j = 0; j < d && !(m == one) && !(m == pd1); ++j)  {  mulmod(m, m, p, m);  }  if (!(m == pd1) && j > 0)  {  return false;  }  }  return true;  }  int main()  {  bnum x;  x.read();  puts(MillerRabinTest(x, 5) ? "Yes" : "No");  return 0;  } |

（5）判断小于MAXN得数是不是素数

|  |
| --- |
| /\*  \* 素数筛选，判断小于MAXN的数是不是素数  \* notprime是一张表，false表示是素数，true表示不是  \*/  const int MAXN = 1000010;  bool notprime[MAXN];  void init()  {  memset(notprime, false, sizeof(notprime));  notprime[0] = notprime[1] = true;  for (int i = 2; i < MAXN; i++)  {  if (!notprime[i])  {  if (i > MAXN / i) // 阻止后边i \* i溢出（或者i,j用long long)  {  continue;  }  // 直接从i \* i开始就可以，小于i倍的已经筛选过了  for (int j = i \* i; j < MAXN; j += i)  {  notprime[j] = true;  }  }  }  } |

### 2.7 求逆元

（1）扩展欧几里得法

|  |
| --- |
| /\*  扩展欧几里得法（求ax+by=gcd）  返回d=gcd(a,b);和对应等式ax+by=d中的x、y  \*/  typedef long long ll;  ll extendGcd(ll a,ll b,ll &x,ll &y)  {  if(a==0&&b==0)  {  return -1;  }  if(b==0)  {  x=1;  y=0;  return a;  }  ll d=extendGcd(b,a%b,y,x);  y-=a/b\*x;  return d;  }  //求逆元ax=1(mod n)  ll modReverse(ll a,ll n)  {  ll x,y;  ll d=extendGcd(a,n,x,y);  if(d==1)  return (x%n+n)%n;  else  return -1;//表示无逆元  } |

（2）简洁写法

|  |
| --- |
| /\*  求逆元的简洁写法  只能求a<m的情况，且a与m互质  求ax=1（mod m）的x的值，即逆元（0<a<m）  \*/  typedef long long ll;  ll inv(ll a,ll m)  {  if(a==1)  return 1;  return inv(m%a,m)\*(m-m/a)%m;  } |

(3) 欧拉函数求逆元（费马小定理）

|  |
| --- |
| /\*  欧拉函数法  mod为素数，而且a和m互质  \*/  //快速幂取模  ll powM(ll a,ll b,ll m)  {  ll tmp=1;  if(b==0)return 1;  if(b==1)return a%m;  tmp=powM(a,a>>1,m);  tmp=tmp\*tmp%m;    if(b&1)  {  tmp=tmp\*a%m;  }  return tmp;  }  ll inv(ll a,ll m)  {  return powM(a,m-2,m);  } |

（4）求阶乘逆元

|  |
| --- |
| typedef long long ll;  const ll MOD = 1e9 + 7; // 必须为质数才管用  const ll MAXN = 1e5 + 3;  ll fac[MAXN]; // 阶乘  ll inv[MAXN]; // 阶乘的逆元  ll QPow(ll x, ll n)  {  ll ret = 1;  ll tmp = x % MOD;  while (n)  {  if (n & 1)  {  ret = (ret \* tmp) % MOD;  }  tmp = tmp \* tmp % MOD;  n >>= 1;  }  return ret;  }  void init()  {  fac[0] = 1;  for (int i = 1; i < MAXN; i++)  {  fac[i] = fac[i - 1] \* i % MOD;  }  inv[MAXN - 1] = QPow(fac[MAXN - 1], MOD - 2);  for (int i = MAXN - 2; i >= 0; i--)  {  inv[i] = inv[i + 1] \* (i + 1) % MOD;  }  } |

### .2.8 原根
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3.定理：如果p为素数，那么素数p一定存在原根，并且模p的原根的个数为![这里写图片描述](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEAYABgAAD/2wBDAAEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQH/2wBDAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQH/wAARCAAWAE4DAREAAhEBAxEB/8QAHwAAAQUBAQEBAQEAAAAAAAAAAAECAwQFBgcICQoL/8QAtRAAAgEDAwIEAwUFBAQAAAF9AQIDAAQRBRIhMUEGE1FhByJxFDKBkaEII0KxwRVS0fAkM2JyggkKFhcYGRolJicoKSo0NTY3ODk6Q0RFRkdISUpTVFVWV1hZWmNkZWZnaGlqc3R1dnd4eXqDhIWGh4iJipKTlJWWl5iZmqKjpKWmp6ipqrKztLW2t7i5usLDxMXGx8jJytLT1NXW19jZ2uHi4+Tl5ufo6erx8vP09fb3+Pn6/8QAHwEAAwEBAQEBAQEBAQAAAAAAAAECAwQFBgcICQoL/8QAtREAAgECBAQDBAcFBAQAAQJ3AAECAxEEBSExBhJBUQdhcRMiMoEIFEKRobHBCSMzUvAVYnLRChYkNOEl8RcYGRomJygpKjU2Nzg5OkNERUZHSElKU1RVVldYWVpjZGVmZ2hpanN0dXZ3eHl6goOEhYaHiImKkpOUlZaXmJmaoqOkpaanqKmqsrO0tba3uLm6wsPExcbHyMnK0tPU1dbX2Nna4uPk5ebn6Onq8vP09fb3+Pn6/9oADAMBAAIRAxEAPwD++LXte0Pwtouq+JPE+taT4c8O6FYXWq63r+vajZ6RoujaXYwvcXuparqmoTW9jp9hZ28bz3V5dzw29vCjyyyIilgnKMVeTUVortpK7aSV3pq2ku7aQ4xlJ8sYuUndpRTbsk23ZXeiTb7JNvRHj8X7Un7Mk/xE8GfCGH9ov4ETfFj4jaAniv4e/DCL4u/D+T4iePPC8ltc3sfiTwZ4KTxCfEvijQJLOzvLtNY0TTL7TmtrS5nW5MUErpUYynOrThFyqUIqVenFOU6MXCNRSqxV5U4uE4zTmknCUZJ2km5k1GFOpJqNOs+WlOTShVlzuny05O0Zvni4Wi2+dOO6aPIr/wDaOvviJ+2JrP7IPwn1CKxn+Cfwz8GfGb9pvx5DaWWq3XhK2+Jmsa3p/wAE/g54ftr+K70qz8X/ABKtvB3jXxp4r1rV7K/fwv8ADnw5p9jo+jya78TNF8Y+Alh/3rxVd/7vga9DCyi7xeKx1aj9blh4t8snQweElh62NnS95SzDAUqdWEpVnTdf919VpaOvjaWIxEdb+wweHqxw/t5JXXtcTinUo4WFT3XHCYyrUjJQoxq/YWravpOg6dd6xruqadoukWEXnX2qate22nadZQ7lTzbu+vJYba2i3uieZNKi7mVc5YAptJXbSV0rtpK8moxWvVyaSW7bSWrGk3ok27N2Svok23p0STbfRJt6I4rRvjD8JPEXiPSPB3h/4pfDnXfF2v8AhC0+IOheFtG8b+GdT8R634C1BYHsPG+kaHZanPqepeEL1Lq1e08S2drNo1ytzA0N64mjLVZt1IpNyo8qrRs70nP4VUW8Ob7PNbm6XJbSUG2kqspRpttJVJQ5nOMHtOUVGTko3ceWV7WdvRqQwoA/LD/gsH+09+0X+x1+x7qPx/8A2dtU+Gem6r4d+KnwI8HeLV+IPg7WfGF/deG/jB8cfhz8H7h/Ba2Pinw9o+ieItKPjltYj1PxNpvjDSZIbF7E+HTNcR39rWFXts5yHA1P93zLOMLga6jpV9lOFfEVHGbvGCccN7Bx5HOccRKpCrQnQj7acU3SynOsZT/j5fleJxtLm1p88JUaMFKCs5e9iPap88YxdFQlCrGs/ZfQn7anx/8AEH7Ivwyl/alu2Ou/BL4T3OlXX7RPg9NNgn1fS/hHqutWOk+Jvi74Mv7aFNSbXvhJDqEXjbxF4dvp7/S/FHw80XxXpukWNl4wOhX75KpTp18PGvKMMPisRh8E68pKKweIxVZYfCYibbtLCTxVajQx0WvaUaM446hP/Y62DzDXknUo13Qg54jD0a2LjTScniaGFpvEYyjFLWOIjhaVatg5L3KleH1WtFRxMMVg/r/T9QsNWsLHVdLvbXUtM1OzttQ07UbG4iurK/sL2FLmzvbO6gZ4bm1ureSOe3uIXeKaGRJI2ZGBO1SnOlUnSqwlTqUpyp1Kc04zhOEnGcJReqlGSaknqmmmY06kKtOFWnKM6dSEalOcXeM4TipRlFrRxlFpp9Uz8HP25PHJ+KP/AAVl/ZQ/Zg+Merx+Hf2OP2cv2Q/jN/wU1+LOk6sxi8H/ABj8efCHx7o/w7+H2jeMopF8nX9D+Ad/qkXxuj8NM02nS+IIvD+u63p922g6I9tzUK8MNiM7zKvzOGQZHhsbhI00pSpYrMMXjKFfGeyb1qYbBYKtTwmI9x4TFYmDjNVa9Jw6a9GdbC5RgqKSlnmd18txLk+VVcPhcFSxdLCc/wAKo4jE1IfXKUlKNehBQklBT5vinxT+zndftTL/AMEvdNsfA1la/to/Hb9vHwH/AMFhv2m/iH/Z9nJ8QP2b/wBm3R9R8S+NvCPg3xl4ugifWfDs6eB7r4M/sjfCvwveXX2LxTeeAPEmpWNjqNn8P/FV/pvZhaE8DmuWUJ8sJcOYPEV87q05fu8Tm+Nw1dYzKKzSgsVh8yzrFYpezXPbJsppwlTdCnSr0+TFVaeNy7NKsPfWfV6WDyeMk1Uo5ZhKtGnhc4oxld0KmDyjC4erUlU5Jf2pm0ox9jUxEqEfuT/gmEms2/8AwVA/4L323jBJR4xb9pH9k3UI5LpXFzN8Nr79mm2X4WmKRz+80yPQbW7hsRH+6ikjvIlIkWVEywFv9X6CdlUjxNxZ7SL/AIi5q+XTpe0T95c2HnRnS5tHQlTlD93KDemN5nnlZpp0Xw7wz7Hl/htxhmUcR7Pppio141nHT61Gun+8VQ9g/wCC6GrXGof8E8vH3wF8P22mXnxJ/bQ+Inwf/Ym+FMGq6bbarDD4w/aY+IGjfDzV9Zgt7pWEN34U+G994+8XwXsLQ3Fj/YD3Md1Z+W13DzVMPHG4vKMBKUqccXm2EdWvGzeGwuAc82x9dp/ZjgcvxMJdLVPeThzRfRTrvB4bM8coqo8JlmLlToXaeIxGLUcuwVGFvtyx2Nw0ore8VyJ1ORP5b8d/snfCjTP+Ch3/AASk/Zj/AGVvCOnWF9+wFpHj39or9pf4wafaWMvjvwv8MNS+DGofAn4R+A/iN46t7aC+1rxZ+0l4oubq8n8K396tzdeB/hnrWvW+kQeHNH0iEejRxE8TnOZZq4xp4XD5dmeDr0o3VGvmOezozwuFg/e9riMFSWKzfF1K6lWUqmHr1ajxOZRrPiq0Fh8nwWW39piMRmOWYmlUkv3lPBZJCrHEYhxulRw9ec8PluEp0rUl7OeHoRhh8vnSj+0Hxy8NftXa/ceG2/Zq+NP7PXwltbWHVF8Xw/HL9mL4kftDXGuXEz2B0WXw3c+Af2uf2YY/CsOnxx6mmqQapaeMn1h7ywktLjQ1024j1XjSn7STcoOk4QUIKDVSM06ntJSqe0cZQlF0lCCpQdNwqSlUqKpGNLobhyRSjJT5pOUnJODg1DkjGHInGUWqjlJ1JKalBKEHCUqnmPgTwL/wUU0/xh4dvfib+1N+xZ4u8AW2qW8vi3wz4E/YH+OXw68Ya3oqk/a7Dw7458Qf8FJfijovhfVJlwLfV9T+Hni+0tSC0miXYIUbQcE37SM5R5KiShNU2puElSk5Sp1E4QqOE6kOVOpCMqcalKUlVhnNTaXs5RjLmg25wc04KcXUikp02pTpqUYT5mqc3GpKFSMXTn8Qf8HDDon/AASx+K7Oyoo+Ov7D5LMwVQF/bd/Z7ZiSSAAqqzE9lBJ4BowH/JScIefEuEt/4R48WN1yDipLf/V7Ff8AqVgj7A/4KnNo6/8ABMn/AIKInxA8EejH9h39qxb9rkgRCJ/gX46RRk/8tGlaNYAoMjTmNYwZCoryM6v/AGXjOT+P7OP1Tu8f7SH9nqN9OZ436uo305mrtLU9TKf+Rlgm7ezVeDr81uRYVa4t1L6exWG9q6zl7qpKfN7tx/8AwS2g8YW3/BNL/gn3b+P/ALYPGkP7Fv7McfiRdS8z+001Rfgx4ME8eqed++/tSP5Y9SMv703yzmT5y1fT5xf+08WpWdZVEsW18MsdGEFj5Q/uSxqryholyONlFWS+eyq31Cg4/wAFutLCrVWwUq9WWBST96KWDdBKMkpRVoySkmjn/wDgpB+zL4a/am+Efgz4Y6h4V8C3ms+Nfir8P/htqPj3xHbSweLPBfwT8c+K9G/4aV0HwB4i0zS7zXtM1X4t/BHQ/F3wrvNNtdR0bRNat/FMY8UXF5o9jLp135UIQeNwM5RXs4YhVcSl8eIw+Bp1Mzhgp7KeGxeMwOFo4unUbjHDyq1qcXiaVC3pyqTjhMYoScajocmGlfTD4rF1KeXrHU3rKnicFRxlbEYadNKc61OFCU4UK1Wa+1/A/wAM/h98NLbUrXwD4N8O+Exrl5DqfiG60bS7W01PxPq8Flb6cmueK9YWM6r4p8QPY2ltbXGv+IL3UtZu44I/tV9My5rWVSc9JSbXNOaW0VOpLmqSUVaKlUn79SSV5zblJuTbMY04Q+CMY2hCmrLVU6d1Tpp7qnTUnGnBe5Ti+WCjHQ+XvG3wLt/hf+1FN+2p8O306x1Lx/8AD7wf8Dv2mPCVz51nb/Efwd4W8T6jffB74g6TdWdrcAfEz4S6t4y8WeH7OHVI4tM8WeAvHOq6TqWraXd+FPCc0UYb91Ur0Fb2GaYnByqL7dLMoL6lhMVTb0dGvSrRwmYUtJyhSwOLo1FLAVcHmWla9eOGqP8AjZdSxcKLbfJPA15U8Vi8NNWbjOlUw/1rB1I3iqk8Vhq0HHGwxWA/Lz/goV43+Gfx+/4Ks/8ABOf9kX4seC5PGHwg+EPiH4k/GXx14V1vT9M1TQvGfxj8efCvUfh5+z1fwabc3iqdN+GUfif4g+K9R1ueWy1rR/E0nhe68N2F/LaXF3DOXpVcyx1e1p4LKMThMJK7usRmGJwTxVaVvg9lgcPKnhakHKrHEYiVSKoyoUqrWOk6eXYale9PF5jTxOKVlrhcuw2NnToK91UWIxdSnLEUp8tKVCgoSdRVpQh+6Pwv+DXwp+Cukanofwn+H3hTwBp2u6xP4i8Qr4Z0e00678TeI7m3t7S58SeKdTjj/tPxP4jubSzs7S517X7zUdXntbO0tpbx4LaCOPRzk4Qp3tTp8/s6a0hB1JupUcYK0Yyq1JSqVZJKVSrKVSblOUpOVFKUp2vOfKpzbcpyUIqFNSm7ycacEoU4t8tOnGMIKMIqK9LqSgoA8m+MHwD+BX7Qvh2Dwh8ffgt8Jvjj4TtbyLUbbwv8YPhz4P8AiX4dt9Qgmt7iC+g0Txpo2tabDeQ3FrazxXMdss0c1tbyo4eGNllwg506jjF1KMnKlUcU50pNOLlTlbmhJxbi3FptNpuzHzSUZwUmoVEo1IXfLUimpKM47TSkk0pJpNJ7o+dv2p/gHov7THgiD9itLbSfB3wN8T2HhXWPjrYaNbjSrnX/AIMaX4rS8m+DXgvTdLtY9P0yx+KN94bl8I/ELWJprCTRPhvqGvaf4Ys7rxH4istd8IVyqtiKVbEfvqWCxGExk6dT959ZxVCrKvl9KqpJ/wCzU8RhVicTq5VYYangfZuljKtfCmtHD1IUG6NTF0cVg4VKTdN4ehUpwpY6pTcLP29TDYqWHw/K4eyqV5Yx1OfCU8Piftu1tbaxtreysreC0s7SCG1tLS1hjt7a1treNYoLe3giVIoIIIkSKGGJFjjjVURVVQBU5zqTnUqTlUqVJSnOc5OU5zk3KU5yk3KUpSbcpNttttttkQhCnCNOnGMIQjGEIQiowhCKUYxjGKSjGKSUYpJJJJKyP//Z)个。
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5.模m有原根的充要条件：m=2,4,P^a,2\*P^a…….   
求模素数P的原根的方法：对P-1素因子分解，即P-1=(P1^a1)(P2^a2)…..(Pk^ak)。，若恒有![这里写图片描述](data:image/jpeg;base64,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)成立，那么g就是P的原根(对于合数而言,只需要把p-1换成![这里写图片描述](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEAYABgAAD/2wBDAAEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQH/2wBDAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQH/wAARCAAYADUDAREAAhEBAxEB/8QAHwAAAQUBAQEBAQEAAAAAAAAAAAECAwQFBgcICQoL/8QAtRAAAgEDAwIEAwUFBAQAAAF9AQIDAAQRBRIhMUEGE1FhByJxFDKBkaEII0KxwRVS0fAkM2JyggkKFhcYGRolJicoKSo0NTY3ODk6Q0RFRkdISUpTVFVWV1hZWmNkZWZnaGlqc3R1dnd4eXqDhIWGh4iJipKTlJWWl5iZmqKjpKWmp6ipqrKztLW2t7i5usLDxMXGx8jJytLT1NXW19jZ2uHi4+Tl5ufo6erx8vP09fb3+Pn6/8QAHwEAAwEBAQEBAQEBAQAAAAAAAAECAwQFBgcICQoL/8QAtREAAgECBAQDBAcFBAQAAQJ3AAECAxEEBSExBhJBUQdhcRMiMoEIFEKRobHBCSMzUvAVYnLRChYkNOEl8RcYGRomJygpKjU2Nzg5OkNERUZHSElKU1RVVldYWVpjZGVmZ2hpanN0dXZ3eHl6goOEhYaHiImKkpOUlZaXmJmaoqOkpaanqKmqsrO0tba3uLm6wsPExcbHyMnK0tPU1dbX2Nna4uPk5ebn6Onq8vP09fb3+Pn6/9oADAMBAAIRAxEAPwD+/igDxPx3+0t+zl8LdP8AHGr/ABN+P/wT+HOk/DF9Hj+JOp+O/ir4E8Iaf8PZPEQibw+nji98Qa9p9t4TfXVngbR116XT21MTRGyE4kTdLnBRUnOKjKr7CMnJKMq1pS9im3Z1eWE5ezXv2jJ2tF2rkm24qEuZUvbOPK7qi2oqq1a6pNyivaP3bySvdo8l/aZ/bO+G/wABf2ctG+PnhW90H4xH4peIvhj8N/2b9D8GeKtLvdH+O3xa+OniXSvBnwY8L+F/F+k/21psugeKNf1yx1HVvFekwa5Bongiy1/xZb2GrQaQbO4qcK31nC4KMOTF43E08LRjXjOFOk5QnXrYnEuydPC4LBUsRj8TNuL+rYepyN1JU4ymE6PsMTjJz5sLg8NVxVeVJwnOcaUlShRoq9p4jE4mdLB0I6r6xWgp8sFOUfpnwNpfizSPDGl2fjrxTB4x8XGEXPiDW7DRLXw3osmq3X7+9tPDehW8l3c6X4Zsbh5LXw/Za1rHiTxDb6THaxa94o8Q6otzq11c+S6jT5nGK5VOpZVKvvN+0qKL9nGbTS5aaUIxUV78lKpOY87V5qMZS1cINunTbSvCEpJTlFNfHP3pNuVoJqEeb8SfHD4K+DbbxVeeL/i/8LvCtp4FbSE8b3XiT4geE9DtvBz+ILq+sdATxVPqerWsXh5tcvdM1Kz0hdXazOpXWnX1vZCea0uEjzurRd1adR0YO6tOqnZ0ovaVRPRwV5X0sXZ3cbPmUPaONndU7J+0a3ULSi+b4bSTvqj5/wD2zf2h9Z/ZQ+FY/avNzF4n+BPwwk0bUf2gPDFpZWt7qFn8G9c1fT9N8QfGTwLqljGL6fWfhTa6lB4617Qbq51HSPFfw50fxTp+jWVn4ufQdQdOcaOIoU8S1So4nE4fAyqzfJ9SxOJrLDYSvU5rKWFliq1LD4+Ml7ShRnHG0Z/7HWwWYOMZVsPWnho+1rUaFXG04QvNYrDYel9YxVKHK3ausJSrV8FOL9nVrQWFrJQxMMVg/sXT9QsNWsLHVdLvbXUtM1OzttQ07UbG4iurK/sL2FLmzvbO6gZ4bm1ureSOe3uIXeKaGRJI2ZGBOtSnOlUnSqwlTqUpyp1Kc04zhOEnGcJReqlGSaknqmmmZU6kKtOFWnKM6dSEalOcXeM4TipRlFrRxlFpp9Uz84/+Cwn7TPxO/Y7/AOCZn7Yv7RvwYt3l+Kfw5+E858D30dol+/hrXPFniDQ/A0HjgWcsNxbXI+H8fiaXxu8V9BNpzJ4fYalFJYfaUPn4/wBq6FOjRqKjPF43LcB7ZzVL2UMwzHC4GpUVVtKjKnTxE5wrN2pSSqNSUeV+hl8ITxN6kPaRo4bHYpU2nKM54TBYjFU4TitZU5VKMVVimnKm5RTi3dfnZ4U+HH7OX7O+ueGvh58U7XSfiT+zr/wS3/Y8074lfFm+8T2Nv8QLv9oz9vj9s8XkE/i/UdK1aLVJ/il+0H4g8FeGfGk+iWbw6r4g8Wa7+2doekaHBeX+paVaQejmLpU6mdzoYN1aOEqQ4SyHLXT5Jz5YU8ZjsJCjyTdLEYinX4doOvKPNOeMzl1YSVXE1H5uXupiKGTutilSq4+L4oznMJzaVGLU8JgcTWqtxvhqMlntV0k5Towy3K+WdKNOhCr8D6Z+yv8AGP8AY0/ZN/4Nrfgv8a9Ln0H+xf8AgqZ4f8afErwIbl9Q0j4V/ED43y/Hn4l/CD4Yl1klt45/hu3jXUPBweOeexXxRYX76bO8FzZq22HXsc9ybCVMQsZLL+DeIcuqY+pLneNx9DJaUqs/auU41pq2Lo4OSnUk8vwsVTnOnTnN54hurlGc4ujR+qLMOK8gx8MFGPI8Hl1TNlTjT9mkvZUpSjg62JpyjFRx+JpwlH2rgf2Z1y7bnSfyV/BfQP2d1/ZO/wCCsf8AwVN+Jnwy8MfFG8/bg/aA/aB+Hv7KXwtvPCeka7afEPw34F/tb9jf9mbwT8NvAJsLmK/+JP7QXi3wzeLe6pptjNqmo6P4jguPNi0iHxBqep8U6VafDOWZbhYuWPz6ljMbhaWir4avxJiKmJwGGU217DDYPL6eAzHF1aTjGOHovFVlKngMMqHbSq04cR43HV5KOCyOrg8NiajUnQrQyChCnj8S1F/v6tfG1MbgcNTqXmsRVnhqLp1sfiY1P0P8Z/AXxD+yv/wbqfFL9nf43a1Hq/iz4O/8Emfi54C+I17dagupWdr4j0f9mLxVa6zoenal5kq32leHdUZ/Dfhy5hbFxpumaa1tHHvjiXo4sqwrUMxlhpqpOnQw2HwVZJxeJx+Fp4fC4DEqMkpRnjMfRoYhRqXmp1lGpKUlKb5uGac6WIy9VYKmp4uriMTSlbloYTE4iricTRqu/J7PD4SrUpV3/D9nTm7Knofa3/BLaDxhbf8ABNL/AIJ92/j/AO2DxpD+xb+zHH4kXUvM/tNNUX4MeDBPHqnnfvv7Uj+WPUjL+9N8s5k+ctXsZxf+08WpWdZVEsW18MsdGEFj5Q/uSxqryholyONlFWS8vKrfUKDj/BbrSwq1VsFKvVlgUk/eilg3QSjJKUVaMkpJo+2df0DQvFeh6z4Y8UaJpHiTw14i0u/0TxB4e1/TbPWND13RdUtZbLU9I1nSdRhubDU9L1GynmtL/T723ntLy1mlt7iGSKR0PlThCpCVOpCNSElaUJxU4SXaUZJpryaaPShOdOSnTlKE4u8Zwk4yi+6kmmn5pn5+/sQfsM+DfgJ4c8U+LviD8MvhzD8YvGvx7+KXxhs4tKjXxTofwj0O81Cf4d/BHwZ8L7rWLRYfCK/D39mTwr8J/hXeXPhHT9AguLbwv/ZFrHH4b0/RNNsdadScMLg6bnKWIjhpyxtZycqlXGY+rUxuYQdVt1KlGlWr/UqU6knPEYTBYWpX5qt7Z1IQnicVNRiqDrQp4SioxjTpYTBQp0MG1SilTpyqulPMZUoRUMLi8diqdB8t5z+hf2sv2ZfCP7WnwZ1T4UeJ9SvPDOq2fiTwV8Sfhl8Q9ItLW88Q/Cn4y/CzxTpfjz4U/E/w5BeFILjVPBvjTQ9K1OXTZpoLXxBpK6p4a1GUaXrN8rYtVI1cLiqEoQxeBxNPGYOdSEqlKOIpKUVCvSjOlKthq9KdXDYujGrSnVwtatTp1qNSUasNU4SpYrDVYynhsdha2CxdOE1TnPD14pSdOo4VI061KahXw9SVOrCniKVKpOjWhGVKfDftG6r+1hP+xj8XLP4V/DPTdf8A2udc+FXjXwX4F0bwh408OaR4Is/ilrXhrVdD8OfEC28T+PdY8MTaf4D0vXLix8TzWV7HN4xtLOM6TDpeqXkX2+bnzSi8XhK+Gw0JU1jaUsPONSpGcsHSrt0cQ3VjGmsRKjSdSeGqQpUvrP7mVajgpVKtHD7ZfUWGxNGtiJRqfVairJwhKMcVKg1Uox9nJz9h7eUYRrwlOrHDXqxp1cXGnTqV/Iv+Cf3/AAT2/Z8/Zb/Z3/ZZ0KL9nXwd4O+LvwW+EHgvwxd61rei+DdY8WaL8QrLwZZeGPiJ4303U/Duq+J/DWkeLfiFqEer6l4o8VeENSi1TxPb6zOmu30zXF1aJ7GNr05YzE1MI3DDyTw+HUU4ThgI8kKWGk7KSi6dGhLEwTcMRiIfWKrq1v3j8rCUqiw1GOK9/EcyxGIlJqcKmNnepVrrV8zp1KtWlh5zXtKND9zScaVov2/9sD9n3Uv2tvh7/wAM2a8YtI+BXxC1DQpf2gdVW9C654y+G+h6/Y67qfwY8MWdvvltIPig+kQ+F/iL4l1B7IaV8N9V13TPC8d74o1621nwbwKEJ18PUrRjOjhMRQxqoySlHE4nC1o18HSqRassNSxNOlisTd81eNCnglTlSxdfEYTuc5xo140pyhWxNGthPawlKEsPQxFN0cVVhKNpOvVw1SrhsNyuPsKlWWMlNSwtLD4r6ztbW2sba3srK3gtLO0ghtbS0tYY7e2tba3jWKC3t4IlSKCCCJEihhiRY441VEVVUAaTnOpOdSpOVSpUlKc5zk5TnOTcpTnKTcpSlJtyk2222222ZwhCnCNOnGMIQjGEIQiowhCKUYxjGKSjGKSUYpJJJJKyP//Z)即可)

|  |
| --- |
| #include <stdio.h>  #include <math.h>  #include <string.h>  #include <stdlib.h>  #include <iostream>  #include <sstream>  #include <algorithm>  #include <set>  #include <queue>  #include <stack>  #include <map>  #include <bitset>  #pragma comment(linker, "/STACK:102400000,102400000")  using namespace std;  typedef long long LL;  const int inf=0x3f3f3f3f;  const double pi= acos(-1.0);  const double esp=1e-7;  const int Maxn=1e6+10;  int prime[Maxn];//存储素数  int sprime[Maxn];//存储P-1的素因子  bitset<Maxn>pri;//结果只有0和1，判断是否为素数  int k;//记录Maxn以内的素数个数  int cnt;//记录素因子的个数  void is\_prime()  {  pri.set();//将所有的二进制数都标为1  for(int i=2; i<Maxn; i++) {  if(pri[i]) {  prime[k++]=i;  for(int j=i+i; j<Maxn; j+=i)  pri[j]=0;  }  }  }  void Divide(int n)//将n分解为素因子  {  cnt=0;  int t=(int)sqrt(1.0\*n);  for(int i=0; prime[i]<=t; i++) {  if(n%prime[i]==0) {  sprime[cnt++]=prime[i];  while(n%prime[i]==0)//因为有可能有多个peime[i]  n/=prime[i];  }  }  if(n>1)  sprime[cnt++]=n;//可能只有自己一个素因子  }  LL modexp(LL a,LL b,int mod)//快速幂取余  {  LL res=1;  while(b>0) {  a=a%mod;  if(b&1)  res=res\*a%mod;  b=b>>1;  a=a\*a%mod;  }  return res;  }  int main()  {  int p;  is\_prime();  while(~scanf("%d",&p)) {  Divide(p-1);  for(int g=2; g<p; g++) {  int flag=1;  for(int i=0; i<cnt; i++) {  int t=(p-1)/sprime[i];  if(modexp(g,t,p)==1) {  flag=0;  break;  }  }  if(flag) {  int root=g;  printf("%d\n",root);  break;//去掉break的话是求所有的原根，加上break是求最小的原根、  }  }  }  return 0;  } |

### 2.9 莫比乌斯函数求法
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（1）单独求解

|  |
| --- |
| #include <iostream>  using namespace std;  typedef long long ll;  //计算a是否可以mod b  int MOD(int a,int b)  {  return a-a/b\*b;  }  //计算莫比乌斯函数  //如果一个数包含平方因子，那么miu(n)=0  //如果哟个数不包含平方因子，且有k个不同的质因子，那么miu(n)=(-1)^k  int miu(int n)  {  int cnt,k=0;  for(int i=2;i\*i<n;i++)  {  if(MOD(n,i))  {  continue;  }  cnt=0;  k++;  while(MOD(n,i)==0)  {  n/=i;  cnt++;  }  if(cnt>=2)  {  return 0;  }  }  if(n!=1)  {  k++;  }  return MOD(k,2)?-1:1;  }  int main()  {  //cout << "Hello world!" << endl;  ll n;  cin>>n;  cout<<miu(n)<<endl;  return 0;  } |

（2）线性筛法求解】

|  |
| --- |
| /\*  \* 莫比乌斯反演公式  \* ￼￼￼￼￼￼￼线性筛法求解积性函数（莫比乌斯函数）  \*/  const int MAXN = 1000000;  bool check[MAXN + 10];  int prime[MAXN + 10];  int mu[MAXN + 10];  void Moblus()  {  memset(check, false, sizeof(check));  mu[1] = 1;  int tot = 0;  for (int i = 2; i <= MAXN; i++)  {  if (!check[i])  {  prime[tot++] = i;  mu[i] = -1;  }  for (int j = 0; j < tot; j++)  {  if (i \* prime[j] > MAXN)  {  break;  }  check[i \* prime[j]] = true;  if (i % prime[j] == 0)  {  mu[i \* prime[j]] = 0;  break;  }  else  {  mu[i \* prime[j]] = -mu[i];  }  }  }  } |

### 2.10 ACM博弈

（1）Bash博弈

1、问题模型：只有一堆n个物品，两人轮流从这堆物品中取物，最多取m个，最后取光者胜。

2、解决思路：当n=m+1时，由于一次最多取m个，无论先取者拿走多少个，后取者都能一次拿走剩余的物品，后者取胜，所以当一方面对n%(m+1)==0的时候，其面临的是必败局势。所以当n==(n+1)\*r+s（r为任意自然数，s<=m）时，如果先取者要拿走s个物品，后取者拿走x（x<=m）个物品，那么先取者再拿走m+1-k个，结果剩下（m+1）（r-1）个，以后保持这样的取法，那么先取者肯定获胜。总之，要保留给对手留下（m+1）的倍数，就能最后获胜。

3、变形：条件不变，改为最后取光的人输。

解决方法：当(n-1)%(m+1)==0时，后手胜利。

|  |
| --- |
| #define \_MAX 10000  int a[\_MAX];  int b[\_MAX];  int bash(int N, int K)  {  if (N % (K + 1) == 0)  {  return 2;  }  return 1;  }  int main()  {  int T;  scanf("%d", &T);  for (int i = 0; i < T; i++)  {  scanf("%d%d", a + i, b + i);  }  for (int i = 0; i < T; i++)  {  if (bash(a[i], b[i]) == 1)  {  printf("A\n");  }  else  {  printf("B\n");  }  }  return 0;  } |

（2）威佐夫博弈

1、问题模型：有两堆各若干个物品，两个人轮流从某一堆或同时从两堆取出同样多的物品，规定每次取出一个，多者不限，最后取光者得胜。

2、解决思路：A:设（ai,bi）(ai<=bi,i=0,1,2,3.....,n)表示两堆物品的数量并称其为局势，如果甲面对（0,0）,那么甲输了，这种局势我们称为其一局势。

奇异局势的前几项是：(0,0)、(1,2)、（3,5）、（4,7）、（6，10）、（8,13）、（9,15）、（11,18）、（12,20）

任给一个局势(a,b),如下公式判断它是不是奇异局势：

ak =[k（1+√5）/2]，bk= ak + k  （k=0，1，2，…,n 方括号表示取整函数）。（证明见百度百科）也就是黄金分割点。

3、满足上述公式的局势性质：

（1）任何自然数都包含在一个且仅有一个奇异局势中。

（2）任何操作都可以把奇异局势变为非奇异局势。

若只改变奇异局势（ak,bk）的某一个分量，那么另一个分量不可能在其他奇异局势中，所以必然是非奇异局势。

（3）采用适当的方法，可以将非奇异局势变为奇异局势。

  假设面对的局势是（a,b），若 b = a，则同时从两堆中取走 a 个物体，就变为了奇异局势（0，0）；如果a = ak ，b > bk，那么，取走b  – bk个物体，即变      为奇异局势；如果 a = ak ，  b < bk ,则同时从两堆中拿走 ak – ab – ak个物体,变为奇异局势（ ab – ak , ab – ak+ b – ak）；如果a > ak ，            b= ak + k,则从第一堆中拿走多余的数量a – ak 即可；如果a < ak ，b= ak + k,分两种情况，第一种，a=aj （j < k）,从第二堆里面拿走 b – bj 即可； 第      二种，a=bj （j < k）,从第二堆里面拿走 b – aj 即可。

4、结论

两个人如果都采用正确操作，那么面对非奇异局势，先拿者必胜；反之，后拿者必胜。

|  |
| --- |
| int main()  {  int t, a, b, m, k;  scanf("%d", &t);  while (t--)  {  scanf("%d%d", &a, &b);  if (a > b)  {  a ^= b;  b ^= a;  a ^= b;  }  m = b - a;  k = (int)(m \* (1 + sqrt(5)) / 2.0);  //m = ? \* a  //k = m / ?  //?:黄金分割数  //如果a == k，则为后手赢，否则先手赢（奇异局）  printf("%s\n", a == k ? "B" : "A");  }  return 0;  } |

[威佐夫博弈 V2](http://www.51nod.com/onlineJudge/questionCode.html#!problemId=1185)（大数）

|  |
| --- |
| #include <iostream>  #include <cstdio>  #include <cstring>  #include <cstdlib>  #include <cmath>  using namespace std;  typedef long long LL;  LL tmp[3] = {618033988,749894848,204586834};  LL MOD = 1000000000;  int main()  {  int T;  LL m, n;  cin>>T;  while(T--)  {  cin>>m>>n;  if(m < n)  swap(n, m);  LL cha = m - n;  LL ta = cha/MOD, tb = cha%MOD;  LL tp = tb\*tmp[2];  tp = ta\*tmp[2] + tb\*tmp[1] + tp/MOD;  tp = ta\*tmp[1] + tb\*tmp[0] + tp/MOD;  tp = cha + ta\*tmp[0] + tp/MOD;  if(tp == n)  puts("B");  else  puts("A");  }  return 0;  } |

（3）Nim博弈

1、问题模型：有三堆各若干个物品，两个人轮流从某一堆取人一多的物品，规定每次至少取一个，多者不限，最后取光者得胜。

2、解决思路：

用（a,b,c）表示某种局势，显然(0,0,0)是第一种局势，无论谁面对奇异局势，都必然失败。

第二种是（0，n,n），只要与对手拿走一样多的物品，最后都将导致(0,0,0)。

搞定这个问题必须把必败态炸出：（a,b,c）是必败态等价于a^b^c==0（^表示异或运算）

3、推广：

如果我们面对的是一个非奇异局势(a,b,c),那么如何变成奇异局势呢？

假设a<b<c,我们只要将c变成a^b即可，因为a^b^(a^b)=(a^a)^(b^b)=0^0=0。要将c变成a^b，只要c-(a^b)。

|  |
| --- |
| int main(int argc, const char \* argv[])  {  int N, stone, tag = 0;  scanf("%d", &N);  while (N--)  {  scanf("%d", &stone);  tag ^= stone;  }  //tag为0则为后手赢，否则为先手赢  printf("%c\n", tag == 0 ? 'B' : 'A');  return 0;  } |

### 2.11数论相关公式

|  |
| --- |
| 欧拉定理  对于互质的整数a和n，有a^φ(n) ≡ 1(mod n)  费马定理  a是不能被质数p整除的正整数，有a^(p-1) ≡ 1(mod p)  Polya定理  设G是p个对象的一个置换群，用k种颜色去染这p个对象，若一种染色方案在群G的作用下变为一种方案，则这两个方案当作是同一种方案，这样的不同染色方案数为：  L = 1 / |G| x ∑(k^C(f)), f ∈ G  C(f)为循环节，|G|表示群的置换方法数。  对于n个位置的手镯，有n种旋转置换和n种翻转置换。  对于旋转置换：  C(f[i]) = gcd(n, i)，i表示旋转i颗宝石以后，i = 0时，gcd(n, 0) = n；  对于翻转置换：  如果n为偶数：则有n / 2个置换C(f) = n / 2，有n / 2个置换C(f) = n / 2 + 1；如果n为奇数：则有n个置换C(f) = n / 2 + 1。  欧拉函数 φ(n)  φ(n)积性函数，对于一个质数p和正整数k，有  φ(p^k) = p^k - p^(k-1) = (p - 1)p^(k - 1) = p^k(1 - 1 / p)  公式  当n > 1时，1 … n中与n互质的整数和为nφ(n) / 2。  2n 位数  len=(int)(n∗long10(2))+1,(2n−1同样适用)  默慈金数 HVD 问题  m[i]={i,m[i−1]∗(2∗i+1)+m[i−2]∗(3∗i−3)i+2,if i∈{1,2}if i>2 |

## 3. 有趣的字符串

### 3.1 判断回文串的方法

（1）中心扩展法

|  |
| --- |
| string findLongestPalindrome(string &s)  {  const int length=s.size();  if(length == 1)return s;  if(length == 0)return NULL;  int maxlength=0;  int start;  for(int i=0;i<length;i++)//长度为奇数  {  int j=i-1,k=i+1;  while(j>=0&&k<length&&s.at(j)==s.at(k))  {  if(k-j+1>maxlength)  {  maxlength=k-j+1;  start=j;  }  j--;  k++;  }  }  for(int i=0;i<length;i++)//长度为偶数  {  int j=i,k=i+1;  while(j>=0&&k<length&&s.at(j)==s.at(k))  {  if(k-j+1>maxlength)  {  maxlength=k-j+1;  start=j;  }  j--;  k++;  }  }  if(maxlength>0)  return s.substr(start,maxlength);  return NULL;  } |

（2）Manacher算法

|  |
| --- |
| #define min(x, y) ((x)<(y)?(x):(y))  #define max(x, y) ((x)<(y)?(y):(x))  string findLongestPalindrome3(string s)  {  int length=s.size();  for(int i=0,k=1;i<length-1;i++)//给字符串添加 # {  s.insert(k,"#");  k=k+2;  }  length=length\*2-1;//添加#后字符串长度  int \*rad=new int[length]();  rad[0]=0;  for(int i=1,j=1,k;i<length;i=i+k)  {  while(i-j>=0&&i+j<length&&s.at(i-j)==s.at(i+j))  j++;  rad[i]=j-1;  for(k=1;k<=rad[i]&&rad[i-k]!=rad[i]-k;k++)//镜像,遇到rad[i-k]=rad[i]-k停止，这时不用从j=1开始比较  rad[i+k]=min(rad[i-k],rad[i]-k);  j=max(j-k,0);//更新j  }  int max=0;  int center;  for(int i=0;i<length;i++)  {  if(rad[i]>max)  {  max=rad[i];  center=i;  }  }  return s.substr(center-max,2\*max+1);  } |

### 3.2 KMP匹配

|  |
| --- |
| #include <stdio.h>  #include <stdlib.h>  #include <string.h>  void get\_next(char \*t,int \*next);  int index\_kmp(char \*s,char \*t,int index);  int main(void)  {  char s[]="hello world!";  char t[]="world";  /\*  int next[strlen(t)];  get\_next(t,next);  int i;  for(i=0;i<strlen(t);i++)  {  printf("%d,",next[i]);  }  \*/  int m=index\_kmp(s,t,0);  printf("index:%d\n",m);  exit(0);  }  /\*  在字符串s中，从下标index开始查找是否含有字符串t.如果有，返回t在s中的开始位置；如果没有，返回-1。  (使用KMP算法实现)  注：字符数组s和t中，不再保存字符串长度。  \*/  int index\_kmp(char \*s,char \*t,int index)  {  int next[strlen(t)];  get\_next(t,next);  int i=index,j=0;  while(s[i]!='\0' && t[j]!='\0')  {  if(s[i]==t[j])  {  i++;  j++;  continue;  }  else  {  j=next[j]; //从模式匹配数组中，获取要回溯到的结点  }  if(0==j) //单独处理第一个字符  {  if(s[i]==t[j])  {  i++;  j++;  }  else  {  i++;  }  }  }  if(t[j]=='\0') //表示字符串t中，所有字符已匹配完毕  {  return i-strlen(t); //因为i以匹配至s中t字符串的结尾。因为要返回的是s中t的开始下标，故i-strlen(t).  }  else  {  return -1;  }  }  /\*  KMP算法之next数组代码  next数组定义：当模式匹配串T失配的时候，next数组对应的元素知道应该用T串的哪个元素进行下一轮的匹配。  \*/  void get\_next(char \*t,int \*next)  {  int i=0; //Prefix 前缀  int j=1; //Postfix 后缀  next[0]=0; //自定义的，0和1都从0开始匹配  next[1]=0;  while(t[j]!='\0')  {  if(t[i]==t[j]) //若前后字符匹配，则向前推进  {  i++;  j++;  next[j]=i;  continue;  }  else  {  i=next[i]; //前后字符不匹配，则回溯。注意，此时是i和j不匹配，因此，根据next数组定义，要回溯到next[i]的值。  }  if(0==i) //当回溯到首字符时，单独进行处理  {  if(t[i]==t[j])  {  next[++j]=++i;  }  else  next[++j]=i;  }  }  } |

### 3.3 扩展KMP

扩展KMP的应用：

给出模板串S和串T，长度分别为Slen和Tlen，要求在线性时间内，对于每个S[i]（0<=i<Slen)，求出S[i..Slen-1]与T的

最长公共前缀长度，记为extend[i]（或者说，extend[i]为满足S[i..i+z-1]==T[0..z-1]的最大的z值）。

扩展KMP可以用来解决很多字符串问题，如求一个字符串的最长回文子串和最长重复子串。

|  |
| --- |
| /\*  \* 扩展KMP  \* next[i]:x[i...m-1]的最长公共前缀  \* extend[i]:y[i...n-1]与x[0...m-1]的最长公共前缀  \*/  void preEKMP(char x[], int m, int next[])  {  next[0] = m;  int j = 0;  while (j + 1 < m && x[j] == x[j + 1])  {  j++;  }  next[1] = j;  int k = 1;  for (int i = 2; i < m; i++)  {  int p = next[k] + k - 1;  int L = next[i - k];  if (i + L < p + 1)  {  next[i] = L;  }  else  {  j = std::max(0, p - i + 1);  while (i + j < m && x[i + j] == x[j])  {  j++;  }  next[i] = j;  k = i;  }  }  return ;  }  void EKMP(char x[], int m, char y[], int n, int next[], int extend[])  {  preEKMP(x, m, next);  int j = 0;  while (j < n && j < m && x[j] == y[j])  {  j++;  }  extend[0] = j;  int k = 0;  for (int i = 1; i < n; i++)  {  int p = extend[k] + k - 1;  int L = next[i - k];  if (i + L < p + 1)  {  extend[i] = L;  }  else  {  j = std::max(0, p - i + 1);  while (i + j < n && j < m && y[i + j] == x[j])  {  j++;  }  extend[i] = j;  k = i;  }  }  return ;  } |

### 3.4 strstr函数

原型：char \*strstr(const char \*str1,const char \*str2);

#include<string.h>

找出str2字符串在str1字符串中第一次出现的位置（不包括str2的串结束符）。返回该位置的指针，如果找不到，返回空指针。

|  |
| --- |
| int main()  {  char \*s="Golden"  char \*l="go";  char \*p=strstr(s,l);  } |

## 4. 图论

### 4.1 最小生成树的解法

（1）Prim算法

|  |
| --- |
| /\*  下标为1-n  返回最小生成树的权值，返回-1说明无连通  \*/  #define inf 0x3f3f3f3f  int G[1001][1001];  int vis[1001],lowc[1001];  void init(int x,int y,int v)  {  G[x][y]=v;  G[y][x]=v;  return;  }  int prim(int G[][1001],int n){  int i,j,p,minc,res=0;  memset(vis,0,sizeof(vis));//全部初值为0表示没有访问过；  vis[1]=1;  for(i=2;i<=n;i++)  lowc[i]=G[1][i];  for(i=2;i<=n;i++){  minc=inf;  p=-1;  for(j=1;j<=n;j++){  if(vis[j]==0&&lowc[j]<minc)  {minc=lowc[j];p=j;}  }  if(inf==minc) return -1;//原图不连通  res+=minc;  vis[p]=1;  for(j=1;j<=n;j++){//更新lowc[]  if(vis[j]==0&&lowc[j]>G[p][j])  lowc[j]=G[p][j];  }  }  return res;  } |

（2）Kruskal算法

|  |
| --- |
| /\*  \* Kruskal算法求MST  \* 对边操作，并排序  \* 切记：初始化赋值问题（tol）  \*/  const int MAXN = 110; // 最大点数  const int MAXM = 10000; // 最大边数  int F[MAXN]; // 并查集使用  struct Edge  {  int u; // 起点  int v; // 终点  int w; // 权值  } edge[MAXM]; // 存储边的信息  int tol; // 边数，加边前赋值为0  void addEdge(int u, int v, int w)  {  edge[tol].u = u;  edge[tol].v = v;  edge[tol++].w = w;  return ;  }  bool cmp(Edge a, Edge b)  {  // 排序函数，将边按照权值从小到大排序  return a.w < b.w;  }  int find(int x)  {  if (F[x] == x)  {  return x;  }  else  {  return F[x] = find(F[x]);  }  }  int Kruskal(int n) // 传入点数，返回最小生成树的权值，如果不连通则返回-1  {  for (int i = 0; i <= n; i++)  {  F[i] = i;  }  sort(edge, edge + tol, cmp);  int cnt = 0; // 计算加入的边数  int ans = 0;  for (int i = 0; i < tol; i++)  {  int u = edge[i].u;  int v = edge[i].v;  int w = edge[i].w;  int tOne = find(u);  int tTwo = find(v);  if (tOne != tTwo)  {  ans += w;  F[tOne] = tTwo;  cnt++;  }  if (cnt == n - 1)  {  break;  }  }  if (cnt < n - 1)  {  return -1; // 不连通  }  else  {  return ans;  }  } |

### 4.2 二维曼哈顿最小生成树
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所以我们只要求一个点在其45°角的区域内离他最近的点就行了，而这可以用线段树或树状数组解决

我们以y轴正半轴往右偏45°角的区域为例：

点j在点i的这个区域要满足的条件是：

yj-xj>yi-xi

且xj>xi

那么我们将点以x为第一关键字，y为第二关键字，排序后倒序插入线段树

线段树的线段这一维是离散后的y-x，值是y+x

我们要求的是大于yi-xi的最小的y+x，而xj>xi这个条件已经由插入顺序满足了

这样我们成功的解决了这个区域的点

而其他区域的点我们可以通过坐标变换转移到这个区域

由于对称性，我们注意到其实只要求x轴或y轴正半轴所在的四个区域就行了

那么这个问题就这样解决了

|  |
| --- |
| #include <map>  #include <set>  #include <cmath>  #include <ctime>  #include <stack>  #include <queue>  #include <cstdio>  #include <memory>  #include <cctype>  #include <bitset>  #include <string>  #include <vector>  #include <climits>  #include <cstring>  #include <iostream>  #include <iomanip>  #include <algorithm>  #include <functional>  //#define FIN freopen("input.txt","r",stdin);  //#define FOUT freopen("output.txt","w+",stdout);  using namespace std;  typedef long long ll;  const int INF = 0x3f3f3f3f;  const int mod = 1e9 + 7;  const double eps=1e-8;  const double Pi=acos(-1.0);  const int N=50010;  struct point  {  int x,y,id;  bool operator<(const point p)const  {  return x!=p.x?x<p.x:y<p.y;  }  } p[N];  struct BIT  {  int min\_val,pos;  void init()  {  min\_val=INF;  pos=-1;  }  } bit[N];  int par[N];//并查集中父亲  int hight[N];//并查集树的高度  struct edge  {  int u,v,cost;  };  edge G[N<<2];//边集（边数）  int V,E;//顶点数和边数  int get\_Manhadm\_dis(point a,point b)  {  return abs(a.x-b.x)+abs(a.y-b.y);  }  void addedge(int u,int v,int w)  {  G[E].u=u;  G[E].v=v;  G[E++].cost=w;  }  int lowbit(int x)  {  return x&(-x);  }  void update(int x,int val,int pos)  {  for(int i=x; i>=1; i-=lowbit(i))  if(val<bit[i].min\_val)  {  bit[i].min\_val=val;  bit[i].pos=pos;  }  }  int ask(int x,int m)  {  int min\_val=INF;  int pos=-1;  for(int i=x; i<=m; i+=lowbit(i))  if(bit[i].min\_val<min\_val)  {  min\_val=bit[i].min\_val;  pos=bit[i].pos;  }  return pos;  }  void make\_edge()  {  int a[N],b[N];  for(int dir=0; dir<4; dir++)  {  if(dir==1||dir==3)  for(int i=0; i<V; i++)  swap(p[i].x,p[i].y);  else if(dir==2)  for(int i=0; i<V; i++)  p[i].x=-p[i].x;  sort(p,p+V);  for(int i=0; i<V; i++)  a[i]=b[i]=p[i].y-p[i].x;  sort(b,b+V);  int m=unique(b,b+V)-b;  for(int i=1; i<=m; i++)  bit[i].init();  for(int i=V-1;i>=0; i--)  {  int pos=lower\_bound(b,b+m,a[i])-b+1;  int ans=ask(pos,m);  if(ans!=-1)  addedge(p[i].id,p[ans].id,get\_Manhadm\_dis(p[i],p[ans]));  update(pos,p[i].x+p[i].y,i);  }  }  }  //并查集初始化  void Init\_union\_find(int n)  {  for(int i=0; i<n; i++)  {  par[i]=i;  hight[i]=0;  }  }  //查询树的根  int find(int x)  {  if(par[x]==x)  return x;  else  return par[x]=find(par[x]);  }  //合并x和y所属的集合  void unite(int x,int y)  {  x=find(x);  y=find(y);  if(x==y)  return ;  if(hight[x]<hight[y])  par[x]=y;  else  {  par[y]=x;  if(hight[x]==hight[y])  hight[x]++;  }  }  //判断x和y是否属于同一个集合  bool same(int x,int y)  {  return find(x)==find(y);  }  bool cmp(const edge& a,const edge& b)  {  return a.cost<b.cost;  }  int kruskal()  {  sort(G,G+E,cmp);//按照edge.cost的顺序从小到大排列  Init\_union\_find(V);//并查集初始化  int ans=0;  for(int i=0; i<E; i++)  {  edge e=G[i];  if(!same(e.u,e.v))  {  unite(e.u,e.v);  ans+=e.cost;  }  }  return ans;  }  int main()  {  scanf("%d",&V);  for(int i=0; i<V; i++)  {  scanf("%d %d",&p[i].x,&p[i].y);  p[i].id=i+1;  }  E=0;  make\_edge();  printf("%d\n",kruskal());  } |

## 5. 数据结构

### 5.1 树状数组 区间求和

|  |
| --- |
| #include<iostream>  #include<stdio.h>  #include<algorithm>  #include<string.h>  typedef long long ll;  using namespace std;  const int maxn=50010;  ll N,army[maxn];  ll lowbit(ll k)  {  return k&(-k);  }  void modify(ll x,ll add)//更新操作  {  while(x<=N)  {  army[x]+=add;  x+=lowbit(x);  }  }  ll get\_sum(ll x)//区间求和  {  ll ret=0;  while(x>0)  {  ret+=army[x];  x-=lowbit(x);  }  return ret;  }  int main()  {  scanf("%lld",&N);  ll d;  for(int i=1;i<=N;i++)  {  scanf("%lld",&d);  modify(i,d);  }  long long q;  scanf("%lld",&q);  ll s,l;  while(q--)  {  scanf("%lld%lld",&s,&l);  printf("%lld\n",get\_sum(l+s-1)-get\_sum(s-1));  //printf("%d\n",);  }  return 0;  } |

### 5.2 线段树

（1）区间查询，无单点更新

|  |
| --- |
| #include <iostream>  #include<stdio.h>  #include<string.h>  #include<algorithm>  using namespace std;  const int maxn=200010;  int sum[maxn<<2];//数组开四倍  int h,w,n;  //p表示下标  void pushUp(int p)  {  //p表示下标，赋值为两个儿子中的最大值  sum[p]=max(sum[p<<1],sum[p<<1|1]);  }  //建树  void build(int l,int r,int p)  {  if(l==r)//区间长度为0时结束递归  {  sum[p]=w;  return ;  }  //否则的话，分别递归左儿子和右儿子  int mid=(r+l)>>1;  build(l,mid,p<<1);  build(mid+1,r,p<<1|1);  pushUp(p);  }  //区间查询  //线段树的最高顶点是表示所有行里面最大的宽度  int query(int l,int r,int p,int num)  {  if(l==r)//找到了一个完全重合的区间  {  sum[p]-=num;//进行对应的查询操作  return l;  }  int ans;  int mid=(r+l)>>1;//下面要注意，先保存ans，然后更新值后再返回  if(sum[p<<1]>=num)  {  ans=query(l,mid,p<<1,num);  }  else  {  ans=query(mid+1,r,p<<1|1,num);  }  pushUp(p);  return ans;  }  int main()  {  while(scanf("%d%d%d",&h,&w,&n)!=EOF)  {    memset(sum,0,sizeof(sum));  if(h>n)h=n;  int temp;  build(1,h,1);//建树区间为[1,h]，下标开始序号为1  for(int i=0;i<n;i++)  {  scanf("%d",&temp);  if(sum[1]<temp)  cout<<"-1"<<endl;  else  cout<<query(1,h,1,temp)<<endl;  }  }  return 0;  } |

（2）单点更新+区间求和

|  |
| --- |
| #include<stdio.h>  #include<string.h>  #include<algorithm>  using namespace std;  #define MAXN 50010  #define lson l,mid,p<<1  #define rson mid+1,r,p<<1|1  #define mem(a) memset(a,0,sizeof(a[0]))  int sum[MAXN<<2];  void pushUp(int p)  {  sum[p]=sum[p<<1]+sum[p<<1|1];  }  void build(int l,int r,int p)  {  if(l==r){  scanf("%d",&sum[p]);  return;  }  int mid=(l+r)>>1;  build(lson);  build(rson);  pushUp(p);  }  int query(int l,int r,int p,int i,int j)  {  if(l>=i&&r<=j){  return sum[p];  }  int ans=0;  int mid=(l+r)>>1;  if(mid<j) ans+=query(rson,i,j);  if(mid>=i) ans+=query(lson,i,j);  return ans;  }  void update(int l,int r,int p,int i,int j)  {  if(l==r){  sum[p]+=j;  return ;  }  int mid=(l+r)>>1;  if(mid>=i)  update(lson,i,j);  else  update(rson,i,j);  pushUp(p);  }  int main()  {  int n,T;  int cases=1;  char str[10];  //freopen("in.txt","r",stdin);  scanf("%d",&T);  while(T--)  {  mem(sum);  scanf("%d",&n);  printf("Case %d:\n",cases++);  int i,j;  build(1,n,1);  while(scanf("%s",str)&&strcmp(str,"End"))  {  scanf("%d%d",&i,&j);  if(strcmp(str,"Query")==0)  printf("%d\n",query(1,n,1,i,j));  else if(strcmp(str,"Add")==0)  update(1,n,1,i,j);  else if(strcmp(str,"Sub")==0)  update(1,n,1,i,-j);  }  }  return 0;  } |

（3）区间查询最值

|  |
| --- |
| #include<stdio.h>  #include<string.h>  #include<algorithm>  using namespace std;  #define MAXN 200010  #define lson l,mid,p<<1  #define rson mid+1,r,p<<1|1  int sum[MAXN<<2];  void pushUp(int p)  {  sum[p]=max(sum[p<<1],sum[p<<1|1]);  }  void build(int l,int r,int p)  {  if(l==r){  scanf("%d",&sum[p]);  return ;  }  int mid=(l+r)>>1;  build(lson);  build(rson);  pushUp(p);  }  int query(int l,int r,int p,int a,int b)  {  if(l>=a&&b>=r)  return sum[p];  int ans=0;  int mid=(l+r)>>1;  if(mid>=a)  ans=max(ans,query(lson,a,b));  if(mid<b)  ans=max(ans,query(rson,a,b));  return ans;  }  void update(int l,int r,int p,int a,int b)  {  if(l==r){  sum[p]=b;  return ;  }  int mid=(l+r)>>1;  if(a<=mid) update(lson,a,b);  else update(rson,a,b);  pushUp(p);  }  int main()  {  int n,m;  char ch[5];  //freopen("in.txt","r",stdin);  while(~scanf("%d%d",&n,&m))  {  int a,b;  build(1,n,1);  while(m--)  {  scanf("%s%d%d",ch,&a,&b);  if(ch[0]=='Q')  printf("%d\n",query(1,n,1,a,b));  else  update(1,n,1,a,b);  }  }  return 0;  } |

## 6. 搜索

### 6.1 DFS

|  |
| --- |
| #include<cstdio>  #include<cstring>  #include<cstdlib>  using namespace std;  const int maxn=100;  bool vst[maxn][maxn]; //访问标记  int map[maxn][maxn]; //坐标范围  int dir[4][2]={0,1,0,-1,1,0,-1,0}; //方向向量，(x,y)周围的四个方向  bool CheckEdge(intx,int y) //边界条件和约束条件的判断  {  if(!vst[x][y]&&...) //满足条件  return 1;  else // 与约束条件冲突  return 0;  }  void dfs(int x,int y)  {  vst[x][y]=1; //标记该节点被访问过  if(map[x][y]==G) //出现目标态G  {  ...... //做相应处理  return;  }  for(int i=0;i<4;i++)  {  if(CheckEdge(x+dir[i][0],y+dir[i][1])) //按照规则生成下一个节点  dfs(x+dir[i][0],y+dir[i][1]);  }  return;//没有下层搜索节点，回溯  }  int main()  {  ......  return 0;  } |

### 6.2 BFS

|  |
| --- |
| #include<cstdio>  #include<cstring>  #include<queue>  #include<algorithm>  using namespace std;  const int maxn=100;  bool vst[maxn][maxn]; //访问标记  int dir[4][2]={0,1,0,-1,1,0,-1,0}; //方向向量  struct State //BFS 队列中的状态数据结构  {  int x,y; //坐标位置  int Step\_Counter; //搜索步数统计器  };  State a[maxn];  bool CheckState(State s) //约束条件检验  {  if(!vst[s.x][s.y]&&...) //满足条件  return 1;  else //约束条件冲突  return 0;  }  void bfs(State st)  {  queue<State>q; //BFS队列  State now,next; //定义2个状态，当前和下一个  st.Step\_Counter=0; //计数器清零  q.push(st); //入队  vst[st.x][st.y]=1; //访问标记  while(!q.empty())  {  now=q.front(); //取队首元素进行扩展  if(now==G) //出现目标态，此时为Step\_Counter的最小值，可以退出即可  {  ...... //做相关处理  return;  }  for(int i=0;i<4;i++)  {  next.x=now.x+dir[i][0]; //按照规则生成下一个状态  next.y=now.y+dir[i][1];  next.Step\_Counter=now.Step\_Counter+1; //计数器加1  if(CheckState(next)) //如果状态满足约束条件则入队  {  q.push(next);  vst[next.x][next.y]=1; //访问标记  }  }  q.pop(); //队首元素出队  } |

## 7. 动态规划

### 7.1 最长公共子序列lcs

分析:动态规划

dp[i][j] 表示字符串A以第i个位置 ,字符串B以第j个位置的最长公共子序列的长度

dp[i][j] = dp[i - 1][j - 1] + 1 if a[i] == a[j]

else dp[i][j] == max(dp[i - 1][j] , dp[i][j - 1]);

最大长度就是 dp[n][m] ,n 为A的长度 ,m为B的长度

还原字符串 ,只需要回到 dp[i][j] 刚开始发生改变的地方即可

|  |
| --- |
| #include<stdio.h>  #include<string.h>  #include<algorithm>  using namespace std;  const int maxn = 1E3 + 10;  char a[maxn],b[maxn],ans[maxn];  int dp[maxn][maxn];  int main(){  scanf("%s%s",a + 1,b + 1);  int n = strlen(a+1),m = strlen(b+1);  memset(dp,0,sizeof(dp));  for(int i = 1 ; i <= n ; ++i){  for(int j = 1 ; j <= m ; ++j){  if(a[i] == b[j]){  dp[i][j] = dp[i-1][j-1] + 1;  }else dp[i][j] = max(dp[i][j-1],dp[i-1][j]);  }  }  int cur = 0;  for(int i = n,j = m;dp[i][j];--i,--j){//返回到第一次更新值的地方  while(dp[i][j] == dp[i - 1][j]) --i;  while(dp[i][j] == dp[i][j - 1]) --j;  ans[cur++] = a[i];  }  reverse(ans,ans+cur);  ans[cur] = '\0';  printf("%s\n",ans);  return 0;  } |

### 7.2 最长上升子序列

Nlog（N）复杂度解法

|  |
| --- |
| #include <iostream>  #include<cstdio>  #include<string.h>  using namespace std;  #define Maxn 50010    typedef long long ll;  ll arr[Maxn],ans[Maxn],len;        int main()  {  ll p,i,j,k;  //scanf("%d",&T);  //while(T--)  //{  scanf("%lld",&p);  for(i=1;i<=p;i++)  {  scanf("%lld",&arr[i]);    }  ans[1]=arr[1];  len=1;  for(i=2;i<=p;i++)  {  if(arr[i]>ans[len])  ans[++len]=arr[i];  else{  ll pos =lower\_bound(ans+1,ans+len,arr[i])-ans;  ans[pos]=arr[i];  }    }  printf("%lld\n",len);  // }  return 0;  } |

## 8．精选技巧

### 8.1 矩阵快速幂

|  |
| --- |
| #include<cstdio>  #include<iostream>  #include<vector>  using namespace std;  typedef long long ll;  typedef vector<long long>vec;  typedef vector<vec>mat;  const ll N=1000000009;  mat mul(mat a,mat b) //矩阵乘法  {  mat c(a.size(),vec(b[0].size()));  for(ll i=0;i<a.size();i++)  {  for(ll k=0;k<b.size();k++)  {  for(ll j=0;j<b[0].size();j++)  {  c[i][j]=(c[i][j]+a[i][k]\*b[k][j])%N;  }  }  }  return c;  }  mat solve\_pow(mat a,ll n) //快速幂  {  mat b(a.size(),vec(a.size()));  for(ll i=0;i<a.size();i++)  {  b[i][i]=1;  }  while(n>0)  {  if(n&1)  b=mul(b,a);  a=mul(a,a);  n>>=1;  }  return b;  }  ll n;  void solve()  {  mat a(2,vec(2));  while(~scanf("%lld",&n)&&n!=-1)  {  a[0][0]=1,a[0][1]=1;  a[1][0]=1,a[1][1]=0;  a=solve\_pow(a,n);  printf("%lld\n",a[1][0]);  }  }  int main()  {  solve();  return 0;  } |

### 8.2 矩阵运算

|  |
| --- |
| #include <iostream>  #include <stdio.h>  #include <string.h>  #include <algorithm>  #include <math.h>  #include <queue>  #include <stack>  #include <vector>  using namespace std;  #define INF 0x3f3f3f  #define pi acos(-1.0)  #define MAX 1000010  #define N 105  struct Mat  {  int p[N][N];  };  int n;  Mat mul(Mat a,Mat b)  {  Mat c;  memset(c.p,0,sizeof(c.p));  for(int i = 0; i < n; i++)  for(int j = 0; j < n; j++)  for(int k = 0; k < n; k++)  c.p[i][j] += a.p[i][k]\*b.p[k][j];  return c;  }  int main()  {  scanf("%d",&n);  Mat A,B;  for(int i = 0; i < n; i++)  for(int j = 0; j < n; j++)  scanf("%d",&A.p[i][j]);  for(int i = 0; i < n; i++)  for(int j = 0; j < n; j++)  scanf("%d",&B.p[i][j]);  Mat C = mul(A,B);  for(int i = 0; i < n; i++)  for(int j = 0; j < n; j++)  printf("%d%c",C.p[i][j],j==n-1?'\n':' ');  } |

8.3 输入外挂

（1）整数

|  |
| --- |
| inline bool scan\_d(int &num)  {  char in;bool IsN=false;  in=getchar();  if(in==EOF) return false;  while(in!='-'&&(in<'0'||in>'9')) in=getchar();  if(in=='-'){ IsN=true;num=0;}  else num=in-'0';  while(in=getchar(),in>='0'&&in<='9'){  num\*=10,num+=in-'0';  }  if(IsN) num=-num;  return true;  } |

（2）浮点数

|  |
| --- |
| inline bool scan\_lf(double &num)  {  char in;double Dec=0.1;  bool IsN=false,IsD=false;  in=getchar();  if(in==EOF) return false;  while(in!='-'&&in!='.'&&(in<'0'||in>'9'))  in=getchar();  if(in=='-'){IsN=true;num=0;}  else if(in=='.'){IsD=true;num=0;}  else num=in-'0';  if(!IsD){  while(in=getchar(),in>='0'&&in<='9'){  num\*=10;num+=in-'0';}  }  if(in!='.'){  if(IsN) num=-num;  return true;  }else{  while(in=getchar(),in>='0'&&in<='9'){  num+=Dec\*(in-'0');Dec\*=0.1;  }  }  if(IsN) num=-num;  return true;  } |

### 8.4 数据类型的取值范围

| **数据类型** | **取值范围** |
| --- | --- |
| char | -128 ~ 127 (1 Byte，大约3位) |
| short | -32768 ~ 32767 (2 Bytes，大约五位) |
| unsigned short | 0 ~ 65536 (2 Bytes，大约五位) |
| int | -2147483648 ~ 2147483647 (4 Bytes，大约十位) |
| unsigned int | 0 ~ 4294967295 (4 Bytes，大约十位) |
| long | == int |
| long long | -9223372036854775808 ~ 9223372036854775807 (8 Bytes，大约十九位) |
| unsigned long long | 0 ~ 18446744073709551615（大约二十位） |
| \_\_int64 | == long long |
| unsigned \_\_int64 | == unsigned long long |
| double | 1.7 \* 10^308 (8 Bytes) |

### 8.5 基本数学公式

1.   海伦公式求面积

![http://img.blog.csdn.net/20160713164451694?watermark/2/text/aHR0cDovL2Jsb2cuY3Nkbi5uZXQv/font/5a6L5L2T/fontsize/400/fill/I0JBQkFCMA==/dissolve/70/gravity/Center](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAALYAAAAWCAIAAADijvG9AAAFCElEQVRoBe2Yvy91TxDG3/vGt1MpfEOhoFGI+NGJgk4pKlFIkIiIEoUoVSRqFYkoRKMROn8BjVqUiEJDoZB4P95HxmTPde857jl7itcW587Ozs7z7OzsnLO38vb29quMVqlUyoD9wcwcgabMM/KYcHd3h5uysjOPFfxDPn6XstaDg4POzs5SoH9As0agnBQ5PT2dmJjIyvXHvpQIlJMiFxcXk5OTKRd8eXmZ0rJBs6+AvtI3CMfbdmtrK+k8qRHQV/oGaSSnB0AfKQLd0dHR/v7+//+2s7Oz5My8NGC9vLwMDg6mcTg3N9fe3p7GsnGbw8PDIDr4LIgAQFNTU6urqw8PDwHzmDQCaHVDAnwz3t7etra2crKRaX19fZubm5KLeOIciDSeeR+Nj4+nsczLhi8k76pQAjhnSzycyTFpGKgXPIH3KrK4uDg0NGTHmuzu6empml+5KAkNEGlcLS0tzc/Pp7HM0WZvb8+8FUrg/Py8ubnZsAIhGo0A17qfBMgdUibmYSUu1C2fs1VlbJqamqoOFadcXl4eGRmR/6IJAGRYwYpi0gig1fUE3gsdZZ/N4HBXtc5XSdxJEfMJFb3j4ED++kxlyJc7Talhbz5TCrOzs+wQ6PCxtSNYXhZNAGggYAsNQP3LPSYNCBB2yMBBfNB4Au8pwlcIYWKH2BILFvqgyQuOgpbcSJuIN79y9HTt6GgPgBYznnCwAoOZWcphbXsDTSPgWcRYO6A2BXTj8Bf/o6LkTgCHAO3u7rIoQImtPx4xaQCtUPDURsDNE/iMDsNKFI6XhezbAqFnzUom74S4ExfTwI+mrnYLcupWff3VsDefdQUS19KauJisieyczklxBADSYi3UFFGTY9IANFi+Rc/i8Pm/CHf0p6cnJuzv7zPceDs+Pp6enn59fV1ZWTFvhGZmZsa6XPlITXWvrq4Q2tra1H1+fm5paTFLCTXsuUbqxp58Bnf4tbW1hYUFOdzZ2ent7Q1Q7u/v0WQlICcpafCtiv3GxoZmXV9fd3d3S7bnt2mk5ADQ0dGRhcJwTRCBz8Ku9GHDOPqWSo0L4FGc5EcV1XzqJPGUhqrjMxo5OFi17c1tXQFKqlXKTl/VmMuoVZGCCIDCYqkcoqqqHtCOQ8NQAnS6NvR7eHiYjrXHx8evbryczv+qta6uLpueFIgFx5ESxdD29ja3a7NR2dBlm//TTk5O1tfXbbSjo+Pm5sa6CLXtvWUNGSDOALXKSsvY2Fhgz+sMTUEEhMVaBgYGJPMXAO9fyf5ZNA2KDXBC8bgmfwzxo0ND4nBM6drXQDKzvqHREVEh4dwYFq44o1ZgGKJ5/4z6olLX3s+tIUOAEOjTjPoh2VhpVNMLIiDnLJzDgwxiMuZxaGhrVCkJhQTR8wTeiyp02QwSGdL55ofwcMtOQMISQnoQ0aghS2lP8jV45dW2t4l1BRAtLv6EMJFXj2VqcQQExOoU9mTMo9HQ1hAEEH3cPIHPG423yFe2QhJUhSSzAJe9ZJ9MWdfeLL8tkB+6AcpDfALCLZ2GJxAjRVg2BYBC4ksZSjTUMAWl6pPd8lPq2ld1kklJFnr7+ASEXjoNTyBSilAM2GBfEqRJ1li/Q8j2AkppH0zP1CUhgttNZAJiWzqNgECkFPGxViAoZSRN8ArUkH+SQ6o0Ke393KxyMj/wEJOACJdOIyBQgRZbFb9x+bR/ydKgZ7VP4zOTTekExDY+jT97QwiVUzt9MgAAAABJRU5ErkJggg==)

**公式描述**：公式中a，b，c分别为三角形三边长，p为半周长，S为三角形的面积。

2.   矢量向量求面积
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3.   点到直线的距离公式

方法一：距离公式直接求

![http://img.blog.csdn.net/20160713164514773?watermark/2/text/aHR0cDovL2Jsb2cuY3Nkbi5uZXQv/font/5a6L5L2T/fontsize/400/fill/I0JBQkFCMA==/dissolve/70/gravity/Center](data:image/png;base64,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)

**公式描述：**公式中的直线方程为Ax+By+C=0，点P的坐标为(x0,y0)。但是直线方程不是够直接。**推荐使用方法二。**

方法二：先用海伦公式求面积然后求三角形高

4.   点到线段的距离公式[或：点到线段最近的点]

有以下四种情况：

* 点在线段上，距离为0；
* 线段是一个点，用两点公式求；
* 三点构成直角三角形或者钝角三角形，那么直角或者钝角即为点到线段最近的点；
* 三点构成锐角三角形，那么距离为三角形的高，点到线段最近的点。

|  |
| --- |
| #include <cmath>  #include <queue>  #include <vector>  #include <cstdio>  #include <string>  #include <cstring>  #include <iomanip>  #include <iostream>  #include <algorithm>  using namespace std;  //#pragma comment(linker, "/STACK:1024000000,1024000000")  #define FIN freopen("input.txt","r",stdin)  #define FOUT freopen("output.txt","w",stdout)  #define fst first  #define snd second  typedef \_\_int64 LL;  //typedef long long LL;  typedef unsigned int uint;  typedef pair<int, int> PII;  const int INF = 0x3f3f3f3f;  const double eps = 1e-6;  const int MAXN = 3 + 5;  const int MAXM = 600 + 5;  // 判断浮点数与0的大小关系  int sgn(double x) {  if (fabs(x) < eps) return 0;  if (x < 0) return -1;  else return 1;  }  struct Point {  double x, y;  Point() {}  Point(double \_x, double \_y) : x(\_x), y(\_y) {}  } pc, p[MAXN];  typedef Point Vect;  /\*\*  \* 两点距离公式  \*  \*/  double getDist(const Point &p1, const Point &p2) {  int tx = p1.x - p2.x;  int ty = p1.y - p2.y;  return sqrt(tx \* tx + ty \* ty);  }  /\*\*  \* 由两点求向量  \*  \*/  Vect getVect(const Point& p1, const Point &p2) {  return Vect(p2.x - p1.x, p2.y - p1.y);  }  /\*\*  \* 求矢量叉积  \* @param v1 [description]  \* @param v2 [description]  \* @return [description]  \*/  double xmult(const Vect& v1, const Vect& v2) {  return v1.x \* v2.y - v2.x \* v1.y;  }  /\*\*  \* 矢量叉积求面积  \*  \*/  double getArea1(const Point &p0, const Point &p1, const Point &p2) {  Vect v1 = getVect(p0, p1);  Vect v2 = getVect(p0, p2);  return 0.5 \* getVectProduct(v1, v2);  }  /\*\*  \* 海伦公式求面积  \*  \*/  double getArea2(const Point &p0, const Point &p1, const Point &p2) {  double p0p1 = getDist(p0, p1);  double p0p2 = getDist(p0, p2);  double p1p2 = getDist(p1, p2);  double x = (p0p1 + p0p2 + p1p2) / 2.0;  return sqrt(x \* (x - p0p1) \* (x - p0p2) \* (x - p1p2));  }  /\*\*  \* 利用海伦公式或者叉积公式求点到直线的距离  \* @param p0 [点]  \* @param p1 [直线上的点1]  \* @param p2 [直线上的点2]  \* @return [点到直线的距离]  \*/  double point2line(const Point &p0, const Point &p1, const Point &p2) {  double area = getArea1(p0, p1, p2);  // double area = getArea2(p0, p1, p2);  double p1p2 = getDist(p1, p2);  return 2 \* area / p1p2;  }  /\*\*  \* 获取点到线段的最小距离  \* @param p0 [点]  \* @param p1 [线段端点1]  \* @param p2 [线段端点2]  \* @return [点到线段的距离]  \*/  double point2lineSeg\_Near(const Point &p0, const Point &p1, const Point &p2) {  double p0p1 = getDist(p0, p1);  double p0p2 = getDist(p0, p2);  double p1p2 = getDist(p1, p2);  // 点在线段上  if (sgn(p0p1 + p0p2 - p1p2) == 0) return 0;  // 线段两个端点p1，p2重合  if (sgn(p1p2) == 0) return p0p1;  // ∠p0p1p2 为直角或者钝角  if (p0p2 \* p0p2 >= p0p1 \* p0p1 + p1p2 \* p1p2) return p0p1;  // ∠p0p2p1 为直角或者钝角  if (p0p1 \* p0p1 >= p0p2 \* p0p2 + p1p2 \* p1p2) return p0p2;  // ∠p0p1p2 和 ∠p0p2p1 都是锐角,等价于求点到直线的距离  return point2line(p0, p1, p2);  }  /\*\*  \* 求点到线段的最长距离  \* @param p0 [点]  \* @param p1 [线段端点1]  \* @param p2 [线段端点2]  \* @return [最长距离]  \*/  double point2lineSeg\_Far(const Point &p0, const Point &p1, const Point &p2) {  double p0p1 = getDist(p0, p1);  double p0p2 = getDist(p0, p2);  return max(p0p1, p0p2);  }  int T;  double R;  int main() {  #ifndef ONLINE\_JUDGE  FIN;  #endif // ONLINE\_JUDGE  scanf("%d", &T);  while (T --) {  scanf("%lf %lf %lf", &pc.x, &pc.y, &R);  for (int i = 0; i < 3; i ++) {  scanf("%lf %lf", &p[i].x, &p[i].y);  }  double mi[3], ma[3];  mi[0] = point2lineSeg\_Near(pc, p[0], p[1]);  mi[1] = point2lineSeg\_Near(pc, p[0], p[2]);  mi[2] = point2lineSeg\_Near(pc, p[1], p[2]);  ma[0] = point2lineSeg\_Far(pc, p[0], p[1]);  ma[1] = point2lineSeg\_Far(pc, p[0], p[2]);  ma[2] = point2lineSeg\_Far(pc, p[1], p[2]);  bool suc = false;  for (int i = 0; i < 3; i ++) {  if (sgn(mi[i] - R) <= 0 && sgn(ma[i] - R) >= 0) {  suc = true;  break;  }  }  puts(suc ? "Yes" : "No");  }  return 0;  } |