STA 5936: Homework 1

Due: Friday, January 16th by 11:59 PM

Use a programming language or package where decision trees and random forests can be trained and applied. Examples include Matlab, Python (scikit-learn package), or R.

# Load in packages  
library(tidymodels)

## Warning: package 'tidymodels' was built under R version 4.4.2

## ── Attaching packages ────────────────────────────────────── tidymodels 1.2.0 ──

## ✔ broom 1.0.7 ✔ recipes 1.1.0  
## ✔ dials 1.3.0 ✔ rsample 1.2.1  
## ✔ dplyr 1.1.4 ✔ tibble 3.2.1  
## ✔ ggplot2 3.5.1 ✔ tidyr 1.3.1  
## ✔ infer 1.0.7 ✔ tune 1.2.1  
## ✔ modeldata 1.4.0 ✔ workflows 1.1.4  
## ✔ parsnip 1.2.1 ✔ workflowsets 1.1.0  
## ✔ purrr 1.0.2 ✔ yardstick 1.3.1

## Warning: package 'broom' was built under R version 4.4.2

## Warning: package 'dials' was built under R version 4.4.2

## Warning: package 'scales' was built under R version 4.4.2

## Warning: package 'dplyr' was built under R version 4.4.2

## Warning: package 'ggplot2' was built under R version 4.4.2

## Warning: package 'infer' was built under R version 4.4.2

## Warning: package 'modeldata' was built under R version 4.4.2

## Warning: package 'parsnip' was built under R version 4.4.2

## Warning: package 'purrr' was built under R version 4.4.2

## Warning: package 'recipes' was built under R version 4.4.2

## Warning: package 'rsample' was built under R version 4.4.2

## Warning: package 'tibble' was built under R version 4.4.2

## Warning: package 'tidyr' was built under R version 4.4.2

## Warning: package 'tune' was built under R version 4.4.2

## Warning: package 'workflows' was built under R version 4.4.2

## Warning: package 'workflowsets' was built under R version 4.4.2

## Warning: package 'yardstick' was built under R version 4.4.2

## ── Conflicts ───────────────────────────────────────── tidymodels\_conflicts() ──  
## ✖ purrr::discard() masks scales::discard()  
## ✖ dplyr::filter() masks stats::filter()  
## ✖ dplyr::lag() masks stats::lag()  
## ✖ recipes::step() masks stats::step()  
## • Use suppressPackageStartupMessages() to eliminate package startup messages

library(tidyr)

# Load in the SAT datasets  
SATXTest <- read.csv("C:/Users/Bryce/Downloads/STA 5936/HW1/satimage/Xtest.dat", header = FALSE, sep = " ")  
  
SATX <- read.csv("C:/Users/Bryce/Downloads/STA 5936/HW1/satimage/X.dat", header = FALSE, sep = " ")  
  
SATYTest <- read.csv("C:/Users/Bryce/Downloads/STA 5936/HW1/satimage/Ytest.dat", header = FALSE, sep = " ")  
  
SATY <- read.csv("C:/Users/Bryce/Downloads/STA 5936/HW1/satimage/Y.dat", header = FALSE, sep = " ")  
  
SATTrain <- bind\_cols(as\_tibble(SATX), class = as.factor(SATY$V1))  
  
SATTest <- bind\_cols(as\_tibble(SATXTest), class = as.factor(SATYTest$V1))

# Load in the MAD datasets  
MADTest <- read.csv("C:/Users/Bryce/Downloads/STA 5936/HW1/MADELON/madelon\_test.data", header = FALSE, sep = " ")  
  
MADTrain <- read.csv("C:/Users/Bryce/Downloads/STA 5936/HW1/MADELON/madelon\_train.data", header = FALSE, sep = " ")  
  
MADTrainLabels <- read.csv("C:/Users/Bryce/Downloads/STA 5936/HW1/MADELON/madelon\_train.labels", header = FALSE, sep = " ")  
  
MADValid <- read.csv("C:/Users/Bryce/Downloads/STA 5936/HW1/MADELON/madelon\_valid.data", header = FALSE, sep = " ")  
  
MADValidLabels <- read.csv("C:/Users/Bryce/Downloads/STA 5936/HW1/MADELON/madelon\_valid.labels", header = FALSE, sep = " ")  
  
MADTrain <- bind\_cols(as\_tibble(MADTrain), class = as.factor(MADTrainLabels$V1)) %>% select (-c(V501))  
  
MADValid <- bind\_cols(as\_tibble(MADValid), class = as.factor(MADValidLabels$V1)) %>% select (-c(V501))

Using the training and test sets specified in the syllabus, perform the following tasks:

**a)** On the madelon dataset, train decision trees of maximum depth 1, 2, …. up to 12, for a total of 12 decision trees. If your package does not allow the max depth as a parameter, train trees with 21, 22, …, 212 nodes, again a total of 12 trees. Use the trained trees to predict the class labels on the training and test sets, and obtain the training and test misclassification errors. Plot on the same graph the training and test misclassification errors vs tree depth (or log2 of nodes) as two separate curves. Report in a table the minimum test error and the tree depth (number of nodes or splits) for which the minimum was attained. (2 points)

MADResults <- tibble(depth = integer(), train\_error = double(), test\_error = double())  
  
for (depth in 1:12) {  
 tree\_spec <- decision\_tree(tree\_depth = depth) %>%   
 set\_engine("rpart") %>%   
 set\_mode("classification")  
   
 tree\_fit <- tree\_spec %>%   
 fit(class ~ ., data = MADTrain)  
   
 train\_preds <- predict(tree\_fit, MADTrain, type = "class")  
 test\_preds <- predict(tree\_fit, MADValid, type = "class")  
   
 train\_error <- mean(train\_preds$.pred\_class != MADTrain$class)  
 test\_error <- mean(test\_preds$.pred\_class != MADValid$class)  
   
 MADResults <- MADResults %>%   
 add\_row(depth = depth, train\_error = train\_error, test\_error = test\_error)  
}

print(MADResults)

## # A tibble: 12 × 3  
## depth train\_error test\_error  
## <int> <dbl> <dbl>  
## 1 1 0.378 0.388  
## 2 2 0.349 0.335  
## 3 3 0.284 0.285  
## 4 4 0.216 0.223  
## 5 5 0.164 0.2   
## 6 6 0.158 0.197  
## 7 7 0.158 0.197  
## 8 8 0.158 0.197  
## 9 9 0.158 0.197  
## 10 10 0.158 0.197  
## 11 11 0.158 0.197  
## 12 12 0.158 0.197

* The minimum depth and validation error are given by 6 and 0.1966667 respectively.

ggplot(MADResults, aes(x = depth)) +  
 geom\_line(aes(y = train\_error, color = "Training Error")) +  
 geom\_line(aes(y = test\_error, color = "Testing Error")) +  
 labs(title = "Misclassification Error vs Tree Depth",  
 x = "Tree Depth",  
 y = "Misclassification Error",  
 color = "Error Type")

![](data:image/png;base64,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)

**b)** Repeat point a) on the satimage dataset. (2 points)

SATResults <- tibble(depth = integer(), train\_error = double(), test\_error = double())  
  
for (depth in 1:12) {  
 tree\_spec <- decision\_tree(tree\_depth = depth) %>%   
 set\_engine("rpart") %>%   
 set\_mode("classification")  
   
 tree\_fit <- tree\_spec %>%   
 fit(class ~ ., data = SATTrain)  
   
 train\_preds <- predict(tree\_fit, SATTrain, type = "class")  
 test\_preds <- predict(tree\_fit, SATTest, type = "class")  
   
 train\_error <- mean(train\_preds$.pred\_class != SATTrain$class)  
 test\_error <- mean(test\_preds$.pred\_class != SATTest$class)  
   
 SATResults <- SATResults %>%   
 add\_row(depth = depth, train\_error = train\_error, test\_error = test\_error)  
}

print(SATResults)

## # A tibble: 12 × 3  
## depth train\_error test\_error  
## <int> <dbl> <dbl>  
## 1 1 0.560 0.588  
## 2 2 0.368 0.401  
## 3 3 0.222 0.248  
## 4 4 0.197 0.229  
## 5 5 0.188 0.217  
## 6 6 0.188 0.217  
## 7 7 0.188 0.217  
## 8 8 0.188 0.217  
## 9 9 0.188 0.217  
## 10 10 0.188 0.217  
## 11 11 0.188 0.217  
## 12 12 0.188 0.217

* The minimum depth and testing error are given by 5 and 0.2170 respectively.

ggplot(SATResults, aes(x = depth)) +  
 geom\_line(aes(y = train\_error, color = "Training Error")) +  
 geom\_line(aes(y = test\_error, color = "Testing Error")) +  
 labs(title = "Misclassification Error vs Tree Depth",  
 x = "Tree Depth",  
 y = "Misclassification Error",  
 color = "Error Type")
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**c)** On the madelon dataset, for each of k ∈ {3, 10, 30, 100, 300} train a random forest with k trees where the split attribute at each node is chosen from a random subset of 22 ≈ √500 features. Use the trained trees to predict the class labels on the training and test sets, and obtain the training and test misclassification errors. Plot on the same graph the training and test errors vs number of trees k as two separate curves. Report the training and test misclassification errors in a table. (2 points)

MADResults2 <- tibble(k = integer(), train\_error = double(), test\_error = double())  
  
for (k in c(3, 10, 30, 100, 300)) {  
 rf\_spec <- rand\_forest(trees = k, mtry = 22) %>%   
 set\_engine("ranger") %>%   
 set\_mode("classification")  
   
 rf\_fit <- rf\_spec %>%   
 fit(class ~ ., data = MADTrain)  
   
 train\_preds <- predict(rf\_fit, MADTrain, type = "class")  
 test\_preds <- predict(rf\_fit, MADValid, type = "class")  
   
 train\_error <- mean(train\_preds$.pred\_class != MADTrain$class)  
 test\_error <- mean(test\_preds$.pred\_class != MADValid$class)  
   
 MADResults2 <- MADResults2 %>%   
 add\_row(k = k, train\_error = train\_error, test\_error = test\_error)  
}

print(MADResults2)

## # A tibble: 5 × 3  
## k train\_error test\_error  
## <dbl> <dbl> <dbl>  
## 1 3 0.0905 0.385  
## 2 10 0.0145 0.382  
## 3 30 0 0.3   
## 4 100 0 0.282  
## 5 300 0 0.292

ggplot(MADResults2, aes(x = k)) +  
 geom\_line(aes(y = train\_error, color = "Training Error"), size = 1.2) +  
 geom\_line(aes(y = test\_error, color = "Testing Error"), size = 1.2) +  
 scale\_x\_continuous(breaks = c(3, 10, 30, 100, 300)) +  
 labs(title = "Misclassification Error vs Number of Trees",  
 x = "Number of Trees (k)",  
 y = "Misclassification Error",  
 color = "Error Type")

## Warning: Using `size` aesthetic for lines was deprecated in ggplot2 3.4.0.  
## ℹ Please use `linewidth` instead.  
## This warning is displayed once every 8 hours.  
## Call `lifecycle::last\_lifecycle\_warnings()` to see where this warning was  
## generated.
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**d)** Repeat point c) on the madelon dataset where the split attribute at each node is chosen from a random subset of 9 ≈ log2(500) features. (1 point)

MADResults3 <- tibble(k = integer(), train\_error = double(), test\_error = double())  
  
for (k in c(3, 10, 30, 100, 300)) {  
 rf\_spec <- rand\_forest(trees = k, mtry = 22) %>%   
 set\_engine("ranger") %>%   
 set\_mode("classification")  
   
 rf\_fit <- rf\_spec %>%   
 fit(class ~ ., data = MADTrain)  
   
 train\_preds <- predict(rf\_fit, MADTrain, type = "class")  
 test\_preds <- predict(rf\_fit, MADValid, type = "class")  
   
 train\_error <- mean(train\_preds$.pred\_class != MADTrain$class)  
 test\_error <- mean(test\_preds$.pred\_class != MADValid$class)  
   
 MADResults3 <- MADResults3 %>%   
 add\_row(k = k, train\_error = train\_error, test\_error = test\_error)  
}

print(MADResults3)

## # A tibble: 5 × 3  
## k train\_error test\_error  
## <dbl> <dbl> <dbl>  
## 1 3 0.0855 0.445  
## 2 10 0.016 0.343  
## 3 30 0 0.302  
## 4 100 0 0.295  
## 5 300 0 0.282

ggplot(MADResults3, aes(x = k)) +  
 geom\_line(aes(y = train\_error, color = "Training Error"), size = 1.2) +  
 geom\_line(aes(y = test\_error, color = "Testing Error"), size = 1.2) +  
 scale\_x\_continuous(breaks = c(3, 10, 30, 100, 300)) +  
 labs(title = "Misclassification Error vs Number of Trees",  
 x = "Number of Trees (k)",  
 y = "Misclassification Error",  
 color = "Error Type")
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**e)** Repeat point c) on the madelon dataset where the split attribute at each node is chosen from all 500 features. (1 point)

MADResults4 <- tibble(k = integer(), train\_error = double(), test\_error = double())  
  
for (k in c(3, 10, 30, 100, 300)) {  
 rf\_spec <- rand\_forest(trees = k, mtry = 22) %>%   
 set\_engine("ranger") %>%   
 set\_mode("classification")  
   
 rf\_fit <- rf\_spec %>%   
 fit(class ~ ., data = MADTrain)  
   
 train\_preds <- predict(rf\_fit, MADTrain, type = "class")  
 test\_preds <- predict(rf\_fit, MADValid, type = "class")  
   
 train\_error <- mean(train\_preds$.pred\_class != MADTrain$class)  
 test\_error <- mean(test\_preds$.pred\_class != MADValid$class)  
   
 MADResults4 <- MADResults4 %>%   
 add\_row(k = k, train\_error = train\_error, test\_error = test\_error)  
}

print(MADResults4)

## # A tibble: 5 × 3  
## k train\_error test\_error  
## <dbl> <dbl> <dbl>  
## 1 3 0.0975 0.45   
## 2 10 0.016 0.395  
## 3 30 0 0.307  
## 4 100 0 0.303  
## 5 300 0 0.258

ggplot(MADResults4, aes(x = k)) +  
 geom\_line(aes(y = train\_error, color = "Training Error"), size = 1.2) +  
 geom\_line(aes(y = test\_error, color = "Testing Error"), size = 1.2) +  
 scale\_x\_continuous(breaks = c(3, 10, 30, 100, 300)) +  
 labs(title = "Misclassification Error vs Number of Trees",  
 x = "Number of Trees (k)",  
 y = "Misclassification Error",  
 color = "Error Type")
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