STA 5936: Homework 2

Due January 23rd, 11:59pm

In this problem we use the abalone dataset available on Canvas. The dataset is about predicting the age of the abalone from its physical measurements. Use the first 7 variables as predictors and the 8-th as the response. Obtain all results using 10-fold cross-validation, which is computed as follows:

1. Generate a random permutation of the data. Use this random permutation to split the data into 10 disjoint subsets of almost equal size (417 or 418 observations each).
2. For each fold i ∈ {1, …, 10}, train the model on all data except subset i and test it on subset i, obtaining test error εi.
3. Obtain the final test error as the average of the 10 test errors εi obtained above. Here the errors εi could be the MSE, or the R2. Report results for the following models:
   1. Null model. Report the average train and test MSE of the null model that always predicts training ̄y (average training y). (1 point)
   2. OLS regression computed analytically by solving the following normal equations: (1 N XT X + λIp)β = 1 N XT Y where λ ∈ {0, 10−5, 10−4, 10−3, 10−2, 10−1} and N is the number of observa- tions in X. Report in a table the average training and test R2 and MSE, as well as their standard deviations obtained from the 10 folds. On the same graph, plot the average average training and test MSE vs λ as two separate curves. Also plot the average value of the logarithm of the determinant of 1 N XT X + λIp (average obtained from the 10 folds) vs λ. (3 points)
      * t
   3. Regression tree of maximum depth 1, 2, …. up to 7, for a total of 7 regression trees. On the same plot, plot the average training and test R2 vs the tree depth as two separate curves. On another plot, plot the average training and test MSE vs the tree depth, and show the null model MSE from a) as a horizontal line. (2 points)
      * t
   4. Random forest regression with 10, 30, 100 and 300 trees. Report the average training, OOB, and test R2 and MSE and their standard deviations in each case. On the same plot, plot the average training, OOB and test R2 vs the number of trees as three separate curves. How does the average OOB R2 compare to the test R2? (2 points)
      * t

df <- read.csv("C:/Users/Bryce/Downloads/STA 5635/HW2/abalone.csv", header = FALSE, sep = ",")

set.seed(0)  
  
n <- nrow(df)  
k <- 10  
  
RandPerm <- sample(n)  
  
# Split data  
foldSize <- rep(floor(n/k), k)  
  
foldSize[1:(n %% k)] <- foldSize[1:(n %% k)] + 1  
  
folds <- split(RandPerm, rep(1:k, foldSize))  
  
foldedData <- lapply(folds, function(indices) df[indices, ])  
  
# Check folds  
sapply(foldedData, nrow)

## 1 2 3 4 5 6 7 8 9 10   
## 418 418 418 418 418 418 418 417 417 417

library(Metrics)

## Warning: package 'Metrics' was built under R version 4.4.2

# Model Training for the Null Model  
trainMSE <- numeric(10)  
testMSE <- numeric(10)  
  
for (i in 1:10) {  
   
 testIndices <- folds[[i]]  
 trainIndices <- setdiff(1:nrow(df), testIndices)  
   
 trainData <- df[trainIndices, ]  
 testData <- df[testIndices, ]  
   
 yTrain <- trainData$V8   
 yTest <- testData$V8   
 yTrainMean <- mean(yTrain)  
   
 trainMSE[i] <- mse(yTrain, rep(yTrainMean, length(yTrain)))   
 testMSE[i] <- mse(yTest, rep(yTrainMean, length(yTest)))  
}  
  
averageTrainMSE <- mean(trainMSE)  
averageTestMSE <- mean(testMSE)  
  
cat("Average Training MSE (Null Model):", averageTrainMSE, "\n")

## Average Training MSE (Null Model): 10.39242

cat("Average Test MSE (Null Model):", averageTestMSE, "\n")

## Average Test MSE (Null Model): 10.40003

library(caret)

## Warning: package 'caret' was built under R version 4.4.2

## Loading required package: ggplot2

## Warning: package 'ggplot2' was built under R version 4.4.2

## Loading required package: lattice

##   
## Attaching package: 'caret'

## The following objects are masked from 'package:Metrics':  
##   
## precision, recall

library(Matrix)

## Warning: package 'Matrix' was built under R version 4.4.2

lambdas <- c(0, 10^(-5), 10^(-4), 10^(-3), 10^(-2), 10^(-1))  
  
trainMSE <- testMSE <- trainR2 <- testR2 <- logDet <- matrix(NA, nrow = length(lambdas), ncol = k)  
  
# cv and fitting  
for (lambdaIDX in 1:length(lambdas)) {  
 lambda <- lambdas[lambdaIDX]  
   
 for (foldIDX in 1:k) {  
   
 testData <- foldedData[[foldIDX]]  
 trainData <- do.call(rbind, foldedData[-foldIDX])  
   
 xTrain <- cbind(1, as.matrix(trainData[, -ncol(df)]))  
 yTrain <- trainData[, ncol(df)]  
 xTest <- cbind(1, as.matrix(testData[, -ncol(df)]))  
 yTest <- testData[, ncol(df)]  
   
 # Normal equation  
 XTX <- t(xTrain) %\*% xTrain / nrow(xTrain)  
 XTXlambda <- XTX + lambda \* diag(ncol(xTrain))  
 XTY <- t(xTrain) %\*% yTrain / nrow(xTrain)  
   
 beta <- solve(XTXlambda, XTY)  
   
 # Train pred and perf  
 yTrainPred <- xTrain %\*% beta  
 trainMSE[lambdaIDX, foldIDX] <- mse(yTrain, yTrainPred)  
 trainR2[lambdaIDX, foldIDX] <- R2(yTrain, yTrainPred)  
   
 # Test pred and perf  
 yTestPred <- xTest %\*% beta  
 testMSE[lambdaIDX, foldIDX] <- mse(yTest, yTestPred)  
 testR2[lambdaIDX, foldIDX] <- R2(yTest, yTestPred)  
   
 # Log det  
 logDet[lambdaIDX, foldIDX] <- determinant(XTXlambda, logarithm = TRUE)$modulus  
 }  
}  
  
# avg and std dev  
trainMSEavg <- apply(trainMSE, 1, mean)  
testMSEavg <- apply(testMSE, 1, mean)  
trainMSEsd <- apply(trainMSE, 1, sd)  
testMSEsd <- apply(testMSE, 1, sd)  
  
trainR2avg <- apply(trainR2, 1, mean)  
testR2avg <- apply(testR2, 1, mean)  
  
logDetavg <- apply(logDet, 1, mean)  
  
results <- data.frame(  
 Lambda = lambdas,  
 TrainR2avg = trainR2avg,  
 TestR2avg = testR2avg,  
 TrainMSEavg = trainMSEavg,  
 TestMSEavg = testMSEavg,  
 TrainMSEsd = trainMSEsd,  
 TestMSEsd = testMSEsd,  
 LogDetavg = logDetavg  
)  
  
# Print results  
print(results)

## Lambda TrainR2avg TestR2avg TrainMSEavg TestMSEavg TrainMSEsd TestMSEsd  
## 1 0e+00 0.5280324 0.5216713 4.904990 5.016222 0.07380305 0.8108113  
## 2 1e-05 0.5280203 0.5221116 4.905133 5.009041 0.07376744 0.7887751  
## 3 1e-04 0.5273338 0.5241585 4.913411 4.977585 0.07182748 0.6703977  
## 4 1e-03 0.5154296 0.5162472 5.071642 5.091793 0.06024019 0.5649924  
## 5 1e-02 0.4095029 0.4115330 6.193869 6.206721 0.06974351 0.7529775  
## 6 1e-01 0.3123559 0.3149953 7.420396 7.429738 0.09432220 0.9853778  
## LogDetavg  
## 1 -43.53125  
## 2 -43.40539  
## 3 -42.45541  
## 4 -37.90852  
## 5 -27.73346  
## 6 -14.12231

plot(lambdas, trainMSEavg, type = "b", col = "blue", xlab = "Lambda", ylab = "MSE", main = "Training and Test MSE vs Lambda")  
lines(lambdas, testMSEavg, type = "b", col = "red")  
legend("bottomright", legend = c("Train MSE", "Test MSE"), col = c("blue", "red"), lty = 1)

![](data:image/png;base64,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)

plot(lambdas, logDetavg, type = "b", col = "red", xlab = "Lambda", ylab = "Log(Determinant)", main = "Log Determinant vs Lambda")
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library(rpart)  
library(dplyr)

## Warning: package 'dplyr' was built under R version 4.4.2

##   
## Attaching package: 'dplyr'

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

k <- length(foldedData)   
  
trainMSE <- matrix(NA, nrow = length(1:7), ncol = k)  
testMSE <- matrix(NA, nrow = length(1:7), ncol = k)  
trainR2 <- matrix(NA, nrow = length(1:7), ncol = k)  
testR2 <- matrix(NA, nrow = length(1:7), ncol = k)  
  
  
for (depth in 1:7) {  
   
 for (foldIDX in 1:k) {  
   
 testData <- foldedData[[foldIDX]]  
 trainData <- do.call(rbind, foldedData[-foldIDX])  
   
 # Tree  
 tree\_model <- rpart(  
 V8 ~ .,   
 data = trainData,  
 method = "anova",  
 control = rpart.control(maxdepth = depth)  
 )  
   
 # Train preds  
 yTrainPred <- predict(tree\_model, trainData)  
 yTrain <- trainData$V8  
 trainMSE[depth, foldIDX] <- mse(yTrain, yTrainPred)  
 trainR2[depth, foldIDX] <- R2(yTrain, yTrainPred)  
   
 # Test preds  
 yTestPred <- predict(tree\_model, testData)  
 yTest <- testData$V8  
 testMSE[depth, foldIDX] <- mse(yTest, yTestPred)  
 testR2[depth, foldIDX] <- R2(yTest, yTestPred)  
 }  
}  
  
trainMSEavg <- apply(trainMSE, 1, mean)  
testMSEavg <- apply(testMSE, 1, mean)  
trainR2avg <- apply(trainR2, 1, mean)  
testR2avg <- apply(testR2, 1, mean)  
  
results <- data.frame(  
 Depth = 1:7,  
 TrainMSEavg = trainMSEavg,  
 TestMSEavg = testMSEavg,  
 TrainR2avg = trainR2avg,  
 TestR2avg = testR2avg)   
  
print(results)

## Depth TrainMSEavg TestMSEavg TrainR2avg TestR2avg  
## 1 1 7.458863 7.514351 0.2822763 0.2788266  
## 2 2 6.487685 6.579579 0.3757303 0.3696510  
## 3 3 6.088498 6.273050 0.4141116 0.3984290  
## 4 4 5.529737 5.837267 0.4678603 0.4399638  
## 5 5 5.491621 5.832157 0.4715848 0.4400065  
## 6 6 5.491621 5.832157 0.4715848 0.4400065  
## 7 7 5.491621 5.832157 0.4715848 0.4400065

plot(1:7, trainR2avg, type = "b", col = "blue", ylim = c(0, 1),  
 xlab = "Tree Depth", ylab = "Average R2", main = "R2 vs Tree Depth")  
  
lines(1:7, testR2avg, type = "b", col = "red")  
  
legend("bottomright", legend = c("Train R2", "Test R2"), col = c("blue", "red"), lty = 1, cex = 0.8)
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plot(1:7, trainMSEavg, type = "b", col = "blue", pch = 16, ylim = range(c(trainMSEavg, testMSEavg, averageTestMSE)),  
 xlab = "Tree Depth", ylab = "Average MSE", main = "MSE vs Tree Depth (with Null Model Baseline)")  
  
lines(1:7, testMSEavg, type = "b", col = "red", pch = 16)  
  
abline(h = averageTestMSE, col = "green", lty = 2, lwd = 2)  
  
legend("center", legend = c("Train MSE", "Test MSE", "Null Model MSE"),  
 col = c("blue", "red", "green"), lty = c(1, 1, 2), pch = c(16, 16, NA), lwd = c(1, 1, 2), cex = 0.8)
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library(randomForest)

## Warning: package 'randomForest' was built under R version 4.4.2

## randomForest 4.7-1.2

## Type rfNews() to see new features/changes/bug fixes.

##   
## Attaching package: 'randomForest'

## The following object is masked from 'package:dplyr':  
##   
## combine

## The following object is masked from 'package:ggplot2':  
##   
## margin

treeCount <- c(10, 30, 100, 300)  
trainR2 <- testR2 <- oobR2 <- trainMSE <- testMSE <- oobMSE <- matrix(NA, nrow = length(treeCount), ncol = k)  
  
for (nTrees in treeCount) {  
 for (i in 1:k) {  
   
 testIndices <- folds[[i]]  
 trainIndices <- setdiff(1:nrow(df), testIndices)  
   
 trainData <- df[trainIndices, ]  
 testData <- df[testIndices, ]  
   
 rfModel <- randomForest(V8 ~ ., data = trainData, ntree = nTrees)  
   
 # Train preds  
 yTrainPred <- predict(rfModel, newdata = trainData)  
 trainR2[nTrees == treeCount, i] <- R2(trainData$V8, yTrainPred)  
 trainMSE[nTrees == treeCount, i] <- mse(trainData$V8, yTrainPred)  
   
 # OOB  
 oobR2[nTrees == treeCount, i] <- rfModel$rsq[length(rfModel$rsq)]   
 oobMSE[nTrees == treeCount, i] <- mean((rfModel$y - rfModel$predicted)^2)   
   
 # test preds  
 yTestPred <- predict(rfModel, newdata = testData)  
 testR2[nTrees == treeCount, i] <- R2(testData$V8, yTestPred)  
 testMSE[nTrees == treeCount, i] <- mse(testData$V8, yTestPred)  
 }  
}  
  
# avg and std dev  
trainR2avg <- apply(trainR2, 1, mean)  
testR2avg <- apply(testR2, 1, mean)  
oobR2avg <- apply(oobR2, 1, mean)  
  
trainMSEavg <- apply(trainMSE, 1, mean)  
testMSEavg <- apply(testMSE, 1, mean)  
oobMSEavg <- apply(oobMSE, 1, mean)  
  
trainR2sd <- apply(trainR2, 1, sd)  
testR2sd <- apply(testR2, 1, sd)  
oobR2sd <- apply(oobR2, 1, sd)  
  
trainMSEsd <- apply(trainMSE, 1, sd)  
testMSEsd <- apply(testMSE, 1, sd)  
oobMSEsd <- apply(oobMSE, 1, sd)  
  
results <- data.frame(  
 Trees = treeCount,  
 TrainR2avg = trainR2avg,  
 OOBR2avg = oobR2avg,  
 TestR2avg = testR2avg,  
 TrainMSEavg = trainMSEavg,  
 OOBMSEavg = oobMSEavg,  
 TestMSEavg = testMSEavg,  
 TrainR2sd = trainR2sd,  
 OOBR2sd = oobR2sd,  
 TestR2sd = testR2sd,  
 TrainMSEsd = trainMSEsd,  
 OOBMSEsd = oobMSEsd,  
 TestMSEsd = testMSEsd  
)  
  
print(results)

## Trees TrainR2avg OOBR2avg TestR2avg TrainMSEavg OOBMSEavg TestMSEavg  
## 1 10 0.8865525 0.4072991 0.5156062 1.286288 NA 5.052605  
## 2 30 0.9094320 0.5160888 0.5452158 1.101971 5.028956 4.731017  
## 3 100 0.9182881 0.5424960 0.5519620 1.033360 4.754497 4.663469  
## 4 300 0.9203430 0.5502045 0.5552729 1.017506 4.674341 4.626219  
## TrainR2sd OOBR2sd TestR2sd TrainMSEsd OOBMSEsd TestMSEsd  
## 1 0.0028843811 0.011475763 0.02301231 0.03691528 NA 0.3970279  
## 2 0.0012358099 0.004527119 0.02394146 0.01343241 0.06515333 0.3484426  
## 3 0.0011129689 0.004065406 0.01747700 0.01256756 0.05775123 0.3859143  
## 4 0.0005341447 0.002480689 0.02029529 0.01098546 0.04103449 0.3608691

plot(treeCount, trainR2avg, type = "b", col = "blue", ylim = c(0, 1), pch = 16,  
 xlab = "Number of Trees", ylab = "Average R2", main = "R2 vs Number of Trees")  
lines(treeCount, oobR2avg, type = "b", col = "green", pch = 16)  
lines(treeCount, testR2avg, type = "b", col = "red", pch = 16)  
legend("bottomright", legend = c("Train R2", "OOB R2", "Test R2"), col = c("blue", "green", "red"), lty = 1, pch = 16)

![](data:image/png;base64,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)

ymin <- min(c(trainMSEavg, oobMSEavg, testMSEavg), na.rm = TRUE)  
ymax <- max(c(trainMSEavg, oobMSEavg, testMSEavg), na.rm = TRUE)  
  
plot(treeCount, trainMSEavg, type = "b", col = "blue", pch = 16,  
 xlab = "Number of Trees", ylab = "Average MSE", main = "MSE vs Number of Trees",  
 ylim = c(ymin, ymax))   
lines(treeCount, oobMSEavg, type = "b", col = "green", pch = 16)  
lines(treeCount, testMSEavg, type = "b", col = "red", pch = 16)  
legend("center", legend = c("Train MSE", "OOB MSE", "Test MSE"), col = c("blue", "green", "red"), lty = 1, pch = 16)
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