Assignment 2

Due: 11:59PM 09/15

# Using Encoder Data

Calculate the Pulses per inch of travel given the following information, show your work:

1. A 40 tick single channel encoder attached to a 6 in wheel
2. A 500 tick single channel encoder attached to a motor with 5:1 gearbox and a 1.5 in wheel.
3. A 250 tick quadrature encoder on a 3 inch wheel.
4. A Quadrature encoder with a 1000 tick disk attached to a motor followed by a 32.2:1 Gearbox attached to a 2.5 in Diameter Shaft.
5. During a routine car repair, you replace the tires on your car. The original tires are 22 inches in diameter, but the store only has 25 inch tires; you purchase and install them anyways. While driving on the highway with your cruise control set to the speed limit you get pulled over by the police. The police officer writes you a ticket which you can trace back to the previous car repair. What is the ticket for, and why?

# System Design

Pick one of the following robots to perform a brief analysis of the system design. Describe some problem(s) it is trying to solve, and how it attempts to address them. Describe a problem the robot does not address that you either think it should, or is well suited to solve. Include some idea of how and why it might solve it, and some ideas about how the robot could be tested to validate its new performance.

1. Atrias
2. Big Dog
3. Asimo
4. Roomba
5. ABB IRB 6640

# First steps in Programming

For this part, you will be working on the demo code which was presented in class, and is available through the Scholar site. You will need to make several modifications and extensions to this code. Remember, in order to submit programming assignments, you must have a GitHub account, and send your username to [jpz@vt.edu](mailto:jpz@vt.edu) along with your name to get a repository set up for you. This repository is where code will be submitted - whatever version of code is listed on GitHub’s servers by the submission deadline in the master branch will be graded. Please note you will need to make commits and push them to the repository - making local commits isn’t sufficient.

1. One big issue that commonly occurs in programming deals with making sure that inputs are valid. For the two harmonic series functions, insert additional code which checks the input argument for several troublesome states:
   1. Protect against the input being 0 or negative. If this occurs, the function should return 0
   2. Protect against the input being a floating point value (e.g. not an integer.) If given a floating point value, safely convert the value to an integer and continue execution
2. The user input interface lacks a few important features, which you should add to the program.
   1. Make sure that the user chooses a valid function to use. If the user enters a number which isn’t 1 or 2, print out an error message chastising the user.
   2. Make the user input sequence loop, so that it keeps asking the user to select a method and number of iterations repeatedly. Make sure to introduce some value which the user can input to end the loop and quit the program, and update the printed instructions to include this command.
3. You can approximate π through the use of the infinite summation below. Write a function which returns the estimated value of π after some number of iterations. Add this command to the user interface.![](data:image/png;base64,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)
4. Modify the demo file to work as a Python module. This means that if python is executed in the correct location, someone could execute “import first\_demo” and be able to access the functions defined inside, without executing the body of code below. This requires more searching online and reading than coding, but is useful for testing code and understanding how Python works.

# Quadrature Decoding Task

For this part, you are going to write a Python module which can be given a sequence of updates to the two lines of a quadrature encoder, and estimates a position and velocity based on the results. The basic framework is available from Scholar. Implement the update function with the following assumptions:

1. a\_state and b\_state are boolean values indicating if that channel is high (true) or low (false). Note that these values may be repeated between calls - you might see update(true, true, 1.) and then update(true, true, 2.0).
2. time is some floating point value which represents when the update occurred. This value will represent some number of seconds since execution.

After each call to update(), the position and velocity values should contain the latest estimate of each quantity. It is fine to do a naive estimate of the velocity - that is to say, you can consider the velocity estimate to only cover the time from the previous call to update() to the current call.

In order to test your work, create a ROS node which subscribes to a topic containing the values given to update(), and publishes a message of type [JointState](http://docs.ros.org/indigo/api/sensor_msgs/html/msg/JointState.html) with the position and velocity set. Subscribe to the incoming topic as “/encoder\_in”, and publish on topic “/joint\_out”.