## Functions and tools

### Structures

#### Main structures

The main structures have been defined in kernel/definitions:

* The class structure **class\_t** of each dynamic library is defined in class.h

typedef struct \_class {

classid\_t id;

char \*name;

implem\_t implem;

model\_t \*model;

methods\_t \*methods;

array\_t nodearchs;

array\_t mediums;

array\_t environments;

int (\*init) (call\_t \*to, void \*params);

int (\*destroy) (call\_t \*to);

int (\*bootstrap) (call\_t \*to);

int (\*bind) (call\_t \*to, void \*params);

int (\*unbind) (call\_t \*to);

int (\*ioctl) (call\_t \*to, int option, void \*in, void \*\*out);

#ifdef \_\_cplusplus

void \*\*private\_values;

#else //\_\_cplusplus

void \*\*private;

#endif //\_\_cplusplus

} class\_t;

* The node architecture attributes **nodearch\_t** defined in nodearch.h. A node architecture is composed of:

typedef struct \_nodearch {

nodearchid\_t id;

char \*name;

char \*birth;

node\_type\_array\_t types;

array\_t classes;

array\_t transceivers;// One or several transceiver models

array\_t macs; //One or several MAC models

array\_t routings; //One or several routing models

array\_t applications; //One or several application models

array\_t interfaces; //One or several interface models

array\_t phys;

array\_t errors;

array\_t codings;

array\_t interferences;

array\_t signal\_trackers;

array\_t modulators;

array\_t \*up;

array\_t \*down;

array\_t sensors; //One or several sensors models

array\_t monitors; //One or several monitors models

classid\_t energy; //One energy model

classid\_t mobility; //One mobility model

} nodearch\_t;

* Each node in the simulation is managed through the structure **node\_t** defined in node.h

typedef struct \_node {

nodeid\_t id;

nodearchid\_t nodearch;

uint64\_t birth;

int state;

position\_t position;

#ifdef \_\_cplusplus

void \*\*private\_vars;

#else //\_\_cplusplus

void \*\*private;

#endif //\_\_cplusplus void \*noises;

node\_type\_array\_t types;

array\_t groups;

} node\_t;

* The medium structure **medium\_t** of the simulation is defined in medium.h

typedef struct \_medium {

mediumid\_t id;

char \*name;

double propagation\_range;

double speed\_of\_light; // The speed of light in meters per nanoseconds

array\_t classes;

classid\_t spectrum;

classid\_t pathloss; //One pathloss model

classid\_t shadowing; //One shadowing model

classid\_t fading; //One fading model

classid\_t interferences; //One interferences model

classid\_t intermodulation; //One intermodulation model

classid\_t noise; //One noise model

array\_t links;

array\_t modulations;

array\_t monitors;

#ifdef \_\_cplusplus

void \*\*private\_vars;

#else //\_\_cplusplus

void \*\*private;

#endif //\_\_cplusplus

} medium\_t;

* The physical environment structure **environment\_t** of the simulation is defined in environment.h

typedef struct \_environment {

environmentid\_t id;

char \*name;

array\_t classes;

classid\_t map;

array\_t physicals;

array\_t monitors;

#ifdef \_\_cplusplus

void \*\*private\_vars;

#else //\_\_cplusplus

void \*\*private;

#endif //\_\_cplusplus

} environment\_t;

#### Data structures

Several useful types have been defined in kernel/definitions/types.h file:

* **Array\_t**: An array of integers containing its size

typedef struct \_array {

int size; /\*\*< array size \*\*/

int \*elts; /\*\*< array elements \*\*/

} array\_t;

* **call\_t**: A parameter that identifies who we are calling or who has called us

#ifdef \_\_cplusplus

// The var name "class" cannot exist on the c++ world.

typedef struct \_call {

classid\_t classid; /\*\*< the called class id \*\*/

objectid\_t object; /\*\*< the called object id (node, medium, or environment) \*\*/

} call\_t;

#else //\_\_cplusplus

typedef struct \_call {

classid\_t class; /\*\*< the called class id \*\*/

objectid\_t object; /\*\*< the called object id (node, medium, or environment) \*\*/

} call\_t;

#endif //\_\_cplusplus;

* **position\_t :** A position in the 3D space

typedef struct \_position {

double x; /\*\*< x position \*\*/

double y; /\*\*< y position \*\*/

double z; /\*\*< z position \*\*/

} position\_t;

* **angle\_t:** An angle in the 3D space

typedef struct \_angle {

double xy; /\*\*< angle on the xy plane \*\*/

double z; /\*\*< angle between the xy plane and the z axis\*\*/

} angle\_t;

* **destination\_t:** A packet destination. May be a node address or a geographical position

typedef struct \_destination {

nodeid\_t id; /\*\*< the destination node id \*\*/

position\_t position; /\*\*< the destination position \*\*/

} destination\_t;

* **param\_t:** A parameter for the "init" and "bind" class functions.

typedef struct \_param {

char \*key; /\*\*< the parameter key \*\*/

char \*value; /\*\*< the parameter value \*\*/

} param\_t;

* **IntervalTree:** It is a class that represents an interval tree, i.e. it contains intervals and allows users to insert intervals, delete intervals and find all intervals that intersect a given interval. The current implementation of the IntervalTree is done with a modified RedBlackTree.

/\*\* \brief The Abstract Base Class : IntervalTree Class

\*

\* \fn Delete - deletes an interval from the tree

\* \fn Insert - inserts an interval in the tree

\* \fn GetSize - return the current size of the interval tree

\* \fn FindAllIntersections - return the intervals that intersect the given interval

\*\*/

class IntervalTree {

public:

IntervalTree(){ size\_ = 0;};

virtual ~IntervalTree(){};

void Delete(std::weak\_ptr<Interval> interval) {DeleteImpl(interval);};

void Insert(std::weak\_ptr<Interval> interval) {InsertImpl(interval);};

uint GetSize() {return size\_;};

std::list<std::weak\_ptr<Interval>> FindAllIntersections(std::weak\_ptr<Interval> interval) {return FindAllIntersectionsImpl(interval);} ;

private:

virtual void DeleteImpl(std::weak\_ptr<Interval>) = 0;

virtual void InsertImpl(std::weak\_ptr<Interval>) = 0;

virtual std::list<std::weak\_ptr<Interval>> FindAllIntersectionsImpl(std::weak\_ptr<Interval>) = 0;

protected:

uint size\_;

};

* **circular\_array:** aka [circular buffer](https://en.wikipedia.org/wiki/Circular_buffer), it offers the implementation of a circular array and its functions. For the moment it can only handle int and double types. Its usage is not recommended.

typedef struct \_circ\_array{

int length;

int count;

int start;

void \*data;

}circ\_array\_t;

* **hashtable:** it offers the implementation of a hashtable and its functions. Its usage is not recommended and you should prefer the use of std::unordered\_map of the C++ STL.

typedef struct \_hashtable\_elt\_t {

void \*key;

void \*value;

struct \_hashtable\_elt\_t \*previous;

struct \_hashtable\_elt\_t \*next;

} hashtable\_elt\_t;

typedef struct \_deprecated\_hashtable\_t {

int size;

hash\_function\_t hash;

equal\_function\_t equal;

clean\_function\_t clean;

clone\_function\_t clone;

hashtable\_elt\_t\* elements[HASHTABLE\_SIZE];

} hashtable\_t;

* **heap:** it offers the implementation of a heap and its functions. Its usage is not recommended and you should prefer the use of std::priority\_queue of the C++ STL.

typedef struct \_heap\_elt {

void \*key;

void \*data;

} heap\_elt\_t;

typedef struct \_heap {

int m\_capacity;

int capacity;

int size;

heap\_compare\_t compare;

heap\_elt\_t \*elts;

} heap\_t;

* **list:** it offers the implementation of a list and its functions. Its usage is not recommended and you should prefer the use of std::list of the C++ STL.

typedef struct \_list\_elt\_t {

void \*data;

struct \_list\_elt\_t \*next;

struct \_list\_elt\_t \*previous;

} list\_elt\_t;

typedef struct \_list\_t {

int size;

list\_elt\_t \*trav;

list\_elt\_t \*elements;

list\_elt\_t \*elements\_end;

} list\_t;

* **mem\_fs:** it offers the implementation of a fixed size memory management module and its functions. Its usage is not recommended and you should prefer the use of smart pointer of the C++ STL and/or malloc of C.
* **s**liding\_window : it offers the implementation of a sliding window and its functions. Its usage is not recommended as it had one specific case scenario in mind.

typedef struct \_sliding\_window{

int max\_size;

list\_t \*elts;

int data\_type;

} sliding\_window\_t;

### Types

This folder and the files inside it are used to define a set of fundamental types and classes that are used and exchanged throughout the simulations. The figure below gives a glimpse on the relationship of the different classes defined in types.
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#### Packets

A radio packet follow this structure

typedef struct \_packet {

packetid\_t id; /\*\*< the packet id \*\*/

int size; /\*\*< size of the packet data \*\*/

int real\_size; /\*\*< real size of the packet data \*\*/

int type; /\*\*< type of the packet (for multistandard nodes) \*\*/

uint64\_t clock0; /\*\*< packet rx start \*\*/

uint64\_t clock1; /\*\*< packet rx end \*\*/

uint64\_t duration; /\*\*< packet tx/rx duration \*\*/

nodeid\_t node; /\*\*< node that has created the packet \*\*/

classid\_t interface; /\*\*< interface that has emitted the packet \*\*/

double txdBm; /\*\*< tx power in dBm \*\*/

int channel;

classid\_t modulation; /\*\*< modulation class \*\*/

uint64\_t Tb; /\*\*< radio bandwidth: time to send a bit \*\*/

destination\_t destination; /\*\*< destination for encapsulation in lower layer \*\*/

int frame\_type; /\*\*<\* type of access that is desired by layer (0 - S-CSMA, 1 - GTS, 2 - S-ALOHA)\*/

int frame\_control\_type; /\*\*<\* type of frame shared between NTW and MAC layers (0 Normal, 1 control without ACK) \*/

double PER; /\*\*< packet error rate \*\*/

double rxdBm; /\*\*< rx power in dBm \*\*/

double rxmW; /\*\*< rx power in mW \*\*/

double \*noise\_mW; /\*\*< packet noise in mW \*\*/

double \*ber; /\*\*< packet ber \*\*/

double RSSI; /\*\*< RSSI indicator in dBm \*\*/

double LQI; /\*\*<\* LQI indicator (value between 0(Bad Link quality) and 1(Good Link Quality)) \*/

double SINR; /\* Define the wideband SINR Value of the packet in linear \*/

hashtable\_t \*fields; /\*\*< packet data \*\*/

void \*signal; // pointer to the signal that contain the packet (temporary for backward compatibility)

} packet\_t;

#### Signals

The Signal is an abstract base class used to define a signal that will generated by a node and transmitted to others via the spectrum. It contains its beginning and end, the SNR and SINR values, along with source and destination nodes, and also the call\_t structures to and from of the interfaces, respectively transmitting and receiving.

/\*\* \brief The Abstract Base Class : Signal Class

\*

\* \fn GetBegin() return the time on which the signal begin

\* \fn GetEnd() return the time on which the signal ends

\* \fn SetDestination() set the nodeid\_t of the destination of the signal

\* \fn GetDestination() return the nodeid\_t of the destination of the signal

\* \fn GetSource() return the nodeid\_t of the source of the signal

\* \fn Clone() return a deep copy of the signal

\*\*/

class Signal {

public:

Signal (nodeid\_t source);

Signal (call\_t \*to,call\_t \*from\_interface);

Signal (call\_t \*to,call\_t \*from\_interface, Time T\_begin, Time T\_end);

virtual ~Signal();

void Print() const;

SignallUid GetUID() const;

std::shared\_ptr<Signal> Clone();

Time GetBegin() const;

Time GetEnd() const ;

double GetSINR() const;

double GetSNR() const;

void SetSINR(double SINR);

void SetSNR(double SNR);

call\_t GetTo\_Deprecated() const;

call\_t GetFrom\_Deprecated() const;

void SetTo\_Deprecated(call\_t to);

void SetFrom\_Deprecated(call\_t to);

void SetDestination(std::shared\_ptr<RegisteredRxNode> node\_id);

nodeid\_t GetSource() const;

void SetBegin(Time T\_begin);

void SetEnd(Time T\_end);

std::shared\_ptr<RegisteredRxNode> GetDestination() const;

void PrintSignal() const;

private:

virtual std::shared\_ptr<Signal> CloneImpl() = 0;

virtual void PrintSignalImpl() const = 0;

static SignallUid uid\_counter\_;

SignallUid uid\_;

protected:

call\_t to\_interface\_;

call\_t from\_interface\_;

Time begin\_;

Time end\_;

nodeid\_t source\_;

double SINR\_;

double SNR\_;

std::shared\_ptr<RegisteredRxNode> destination\_;

};

##### RFSignal

It describes a radio frequency signal with a waveform and a packet. It is a general RFSignal and can be used as it is or specialized as we will see below.

/\*\* \brief The Abstract Base Class : RFSignal Class

\*

\* \fn GetBegin() return the time on which the signal begin

\* \fn GetEnd() return the time on which the signal ends

\* \fn SetDestination() set the nodeid\_t of the destination of the signal

\* \fn GetDestination() return the nodeid\_t of the destination of the signal

\* \fn GetSource() return the nodeid\_t of the source of the signal

\* \fn Clone() return a deep copy of the signal

\*\*/

class RFSignal : public Signal{

public:

RFSignal(nodeid\_t source, packet\_t\* packet);

RFSignal (call\_t \*to,call\_t \*from\_interface, packet\_t\* packet);

RFSignal(nodeid\_t source, std::shared\_ptr<Waveform> waveform);

RFSignal (call\_t \*to,call\_t \*from\_interface, packet\_t\* packet, Time T\_begin, Time T\_end);

virtual ~RFSignal();

std::weak\_ptr<Waveform> GetWaveform() const;

Frequency GetBandwidth() const;

packet\_t \*GetPacket\_Deprecated();

void SetWaveform(std::shared\_ptr<Waveform> waveform);

private:

Frequency GetBandwidthImpl() const;

std::weak\_ptr<Waveform> GetWaveformImpl() const;

void SetWaveformImpl(std::shared\_ptr<Waveform>);

std::shared\_ptr<Signal> CloneImpl();

packet\_t \*GetPacket\_DeprecatedImpl();

void PrintSignalImpl() const;

protected:

std::shared\_ptr<Waveform> waveform\_;

packet\_t \*packet\_;

};

###### LoRaSignal

It is a specific RFSignal that describes a LoRa signal with its bandwidth, frequency center, spreading factor and all that is inherited.

/\*\* \brief The Concrete Derived Class : LoRa Class

\*

\* Besides the waveform, Lora Signals have the spreading factor of the signal

\*

\* \fn GetWaveformImpl() return the waveform of the lora signal

\* \fn SetWaveformImpl() sets the waveform of the lora signal

\* \fn CloneImpl() return a deep copy of the lora signal

\* \fn GetSpreadingFactor() return the spreading factor;

\* \fn SetSpreadingFactor() set the spreading factor;

\*\*/

class LoRaSignal : public RFSignal, public std::enable\_shared\_from\_this<LoRaSignal>{

public:

LoRaSignal(nodeid\_t source) : RFSignal(source, nullptr) {};

~LoRaSignal(){};

LoRaSignal(call\_t \*to, call\_t \*from\_interface, SpreadingFactor sf,Frequency freq\_center,

Frequency bandwidth, packet\_t \*packet) : RFSignal(to,from\_interface,packet) , sf\_(sf), freq\_center\_(freq\_center), bandwidth\_(bandwidth){};

LoRaSignal(nodeid\_t source, SpreadingFactor sf, Frequency freq\_center,

Frequency bandwidth, packet\_t \*packet) : RFSignal(source,packet) , sf\_(sf), freq\_center\_(freq\_center), bandwidth\_(bandwidth){};

void SetSpreadingFactor(SpreadingFactor sf){

sf\_=sf;

};

SpreadingFactor GetSpreadingFactor() const {return sf\_;};

Frequency GetFrequencyCenter() const {return freq\_center\_;} ;

private:

std::weak\_ptr<Waveform> GetWaveformImpl() const{ return waveform\_;};

std::shared\_ptr<Signal> CloneImpl(){

auto new\_signal = std::make\_shared<LoRaSignal>(source\_,sf\_, freq\_center\_, bandwidth\_,packet\_clone(packet\_));

new\_signal->SetWaveform(waveform\_->Clone());

waveform\_->SetSignal(new\_signal);

return new\_signal;

};

packet\_t \*GetPacket\_DeprecatedImpl() {return packet\_;};

void SetWaveformImpl(std::shared\_ptr<Waveform> waveform) {waveform\_ = waveform;};

void PrintSignalImpl() const {

std::cout<<"This is a LoRa Signal with SF = "<< sf\_ << std::endl;

waveform\_->Print();

};

Frequency GetBandwidthImpl() const{return bandwidth\_;}

SpreadingFactor sf\_ = 0;

Frequency freq\_center\_ = 0;

Frequency bandwidth\_ = 0;

};

###### JammingSignal

It is a specific RFSignal that describes a Jamming signal with all that is inherited. Jamming RF Signals do not need a packet as they only generate noisy waveforms.

/\*\* \brief The Concrete Derived Class : JammingRFSignal Class

\*

\* Jamming RF Signals do not need a packet as they only generate noisy waveforms

\*

\* \fn GetWaveformImpl() return the waveform of the jamming signal

\* \fn SetWaveformImpl() sets the waveform of the jamming signal

\* \fn CloneImpl() return a deep copy of the jamming signal

\*\*/

class JammingRFSignal : public RFSignal{

public:

JammingRFSignal(nodeid\_t source) : RFSignal(source, nullptr){};

~JammingRFSignal(){};

private:

std::weak\_ptr<Waveform> GetWaveformImpl(){ return waveform\_;};

void PrintSignalImpl() const {

std::cout<<"This is a Jamming Signal "<<std::endl;

waveform\_->Print();

};

std::shared\_ptr<Signal> CloneImpl(){

auto new\_signal = std::make\_shared<JammingRFSignal>(source\_);

new\_signal->SetWaveform(waveform\_->Clone());

waveform\_->SetSignal(new\_signal);

return new\_signal;

};

packet\_t \*GetPacket\_DeprecatedImpl() {return nullptr;};

void SetWaveformImpl(std::shared\_ptr<Waveform> waveform) {waveform\_ = waveform;};

};

#### Interval

The interval is an abstract class used to define an interval with low and high boundaries, which define the beginning and end of the interval.

/\*\* \brief The Abstract Base Class : Interval Class

\* This means that no instance of the Interval class can exist.

\* Only classes which inherit from the Interval class can exist.

\*

\* \fn GetLowPoint return the lowest point of the interval

\* \fn GetHighPoint return the highest point of the interval

\* \fn GetUID return the UID of the interval

\*\*/

class Interval {

public:

Interval();

virtual ~Interval() {};

IntervalBoundary GetLowPoint() const;

IntervalBoundary GetHighPoint() const;

void Print() const;

IntervalUid GetUID();

private:

virtual IntervalBoundary GetLowPointImpl() const = 0;

virtual IntervalBoundary GetHighPointImpl() const = 0;

virtual void PrintImpl() const;

static IntervalUid uid\_counter\_;

IntervalUid uid\_;

};

##### FrequencyInterval

It describes a frequency interval, with a low, high boundaries and center point. It is used whenever you need to define a frequency interval.

/\*\* \brief The Concrete Base Class : FrequencyInterval Class

\*

\* \fn GetLowPoint return the low value of the frequency interval

\* \fn GetHighPoint return the high value of the frequency interval

\* \fn GetCenter return the frequency center

\* \fn Clone return a cloned frequency interval

\*\*/

class FrequencyInterval : public Interval {

public:

FrequencyInterval(const Frequency low,const Frequency high);

FrequencyInterval(const Frequency low,const Frequency high,const Frequency center);

Frequency GetCenter() const;

std::shared\_ptr<FrequencyInterval> Clone();

private:

virtual std::shared\_ptr<FrequencyInterval> CloneImpl();

void PrintImpl() const;

protected:

Frequency GetLowPointImpl() const;

Frequency GetHighPointImpl() const;

Frequency low\_;

Frequency high\_;

Frequency center\_;

};

##### FrequencyIntervalWaveform

It describes a frequency interval used in a waveform, with a low, high boundaries, center point(inherited), the PSD value of this specific frequency interval and a link to the waveform it belongs to. It is used whenever you need to define a waveform with its several frequency intervals.

/\*\* \brief The Concrete Derived Class : FrequencyIntervalWaveform Class

\* It is a specialization of the FrequencyInterval Class that

\* is used to create an waveform. In fact, one of its member function

\* is a weak\_ptr to the waveform it belongs.

\*

\* \fn GetLowPoint return the low value of the frequency interval

\* \fn GetHighPoint return the high value of the frequency interval

\* \fn GetCenter return the frequency center

\* \fn GetPSDValue return the PSD value of the frequency interval

\* \fn SetPSDValue changes the PSD value of the frequency interval

\* \fn CloneImpl return a copy of the frequency interval

\*\*/

class FrequencyIntervalWaveform : public FrequencyInterval {

public:

FrequencyIntervalWaveform(const Frequency low,const Frequency high,const Frequency center,

const PSDValue psd\_value, std::weak\_ptr<Waveform> waveform );

FrequencyIntervalWaveform(const Frequency low,const Frequency high,const Frequency center,

const PSDValue psd\_value );

void AddToWaveform(std::weak\_ptr<Waveform> waveform);

std::weak\_ptr<Waveform> GetWaveform();

PSDValue GetPSDValue() const;

void SetPSDValue(PSDValue psd\_value);

private:

std::shared\_ptr<FrequencyInterval> CloneImpl();

void PrintImpl() const;

std::weak\_ptr<Waveform> waveform\_ptr\_;

PSDValue psd\_value\_;

};

##### FrequencyIntervalRegisteredRxNode

It describes a frequency interval used by a registered node, with a low, high boundaries, center point (inherited), and a link to the RegisteredRxNode it belongs to. It is used whenever you need to define a RegisteredRxNode with its several frequency intervals.

class FrequencyIntervalRegisteredRxNode : public FrequencyInterval {

public:

FrequencyIntervalRegisteredRxNode(const Frequency low,const Frequency high,const Frequency center,std::weak\_ptr<RegisteredRxNode> rx\_node\_filter );

FrequencyIntervalRegisteredRxNode(const Frequency low,const Frequency high, const Frequency center);

void AddToRxNode(std::weak\_ptr<RegisteredRxNode> RxNode);

std::weak\_ptr<RegisteredRxNode> GetRxNode() const;

private:

std::shared\_ptr<FrequencyInterval> CloneImpl();

void PrintImpl() const;

std::weak\_ptr<RegisteredRxNode> registered\_rx\_node\_ptr\_;

};

##### TimeInterval

It describes a time interval, with a low and a high boundaries. It is used whenever you need to define a time interval.

/\*\* \brief The Concrete Base Class : TimeInterval Class

\*

\* \fn GetLowPoint return the low value of the time interval

\* \fn GetHighPoint return the high value of the time interval

\* \fn Clone return a cloned time interval

\*\*/

class TimeInterval : public Interval {

public:

TimeInterval(const Time low,const Time high);

std::shared\_ptr<TimeInterval> Clone();

private:

virtual std::shared\_ptr<TimeInterval> CloneImpl();

void PrintImpl() const;

protected:

Time GetLowPointImpl() const;

Time GetHighPointImpl() const;

Time low\_;

Time high\_;

};

##### RegisteredRxNode

It describes a node registered on the spectrum, with a set of frequencies it is listening as well as the PHY model it is connected.

class RegisteredRxNode{

public:

RegisteredRxNode(SetOfFrequencyIntervalRegisteredRxNode freqs,nodeid\_t node\_id, PhyModel\* phy\_model);

RegisteredRxNode(SetOfFrequencyIntervalRegisteredRxNode freqs ,nodeid\_t node\_id);

~RegisteredRxNode();

nodeid\_t GetNodeID() const;

void AddFrequencyInterval(std::shared\_ptr<FrequencyIntervalRegisteredRxNode> freq);

PhyModel\* GetPhyModel() const;

SetOfFrequencyIntervalRegisteredRxNode GetAllFrequencyInterval() const;

private:

SetOfFrequencyIntervalRegisteredRxNode frequency\_bands\_;

nodeid\_t node\_id\_;

PhyModel\* phy\_model\_ptr\_;

};

#### Waveform

It basically describes a waveform with a set of frequency intervals that gives shape to the waveform along with a weak pointer to the signal it belongs.

/\*\* \brief The Base Class : Waveform Class

\* Although it is not necessary, this class can be inherited to

\* create another specific waveform class.

\*

\* \fn AddFrequencyInterval - inserts a frequency interval in the waveform

\* \fn GetAllFrequencyInterval - return all the frequencies intervals that describe the waveform

\* \fn GetUID - return the UID of the waveform

\* \fn Clone return a cloned waveform

\*\*/

class Waveform : public std::enable\_shared\_from\_this<Waveform>{

public:

Waveform(SetOfFrequencyIntervalWaveform frequency\_bands);

Waveform();

~Waveform();

void AddFrequencyInterval(std::shared\_ptr<FrequencyIntervalWaveform> freq);

SetOfFrequencyIntervalWaveform GetAllFrequencyInterval();

std::shared\_ptr<Waveform> Clone();

WaveformUid GetUID() const;

std::weak\_ptr<Signal> GetSignal();

void SetSignal(std::weak\_ptr<Signal>);

void Print() const;

private:

WaveformUid uid\_; // maybe we do not need uid counter, we can check the memory of each object and this will be the UID;

static WaveformUid uid\_counter\_;

SetOfFrequencyIntervalWaveform frequency\_interval\_; // the set of frequency intervals that describes the waveform

std::weak\_ptr<Signal> signal\_; // pointer to the signal of which it belongs

};

### Functions

#### Simulation

Several functions have been defined for simulation purpose:

* **get\_time**: It’s a function to return the current simulation time. Defined in kernel/definitions/scheduler.c&h files

uint64\_t get\_time ( void );

* **scheduler\_get\_end**: This function returns the date of the end of the simulation. Defined in kernel/definitions/scheduler.c&h files

uint64\_t scheduler\_get\_end(void);

* **get\_node\_count**: This function returns the number of simulated nodes. Defined in kernel/definitions/node.c&h files

int get\_node\_count ( void );

* **get\_topology\_area**: This function returns the size of the network area. Defined in kernel/model\_handlers/topology.c&h files

position\_t \* get\_topology\_area ( void );

#### Class

Several functions have been defined in kernel/definitions/class.c&h files:

* **get\_class\_private\_data**: This function gets the private (global) memory of the class and returns its void pointer. This memory is shared by all nodes using the same class.

void \*get\_class\_private\_data(call\_t \*to);

* **set\_class\_private\_data**: This function sets the private (global) memory of the class.

void set\_class\_private\_data(call\_t \*to, void \*data);

* **get\_class\_bindings\_up**: This function returns the classes that are up “to->class” in “to->object”

array\_t \*get\_class\_bindings\_up(call\_t \*to);

* **get\_class\_bindings\_down**: This function returns the classes that are down “to->class” in “to->object”

array\_t \*get\_class\_bindings\_down(call\_t \*to);

For example, from call\_t “to” composed of {class\_id, object\_id} with a classid MAC, we can access to its transceiver down classid using get\_class\_bindings\_down.

array\_t \*down = get\_class\_bindings\_down(to);

call\_t to0 = {down->elts[i], to->object};

If there is several down class, the first one will be down->elts[0], the second one down->elts[1]… The order is the same that in the XML configuration file.

#### Node

Several functions have been defined in kernel/definitions/node.c&h files:

* **get\_node\_position**: This function uses the node id as parameter and returns the node position. This function is used for read only.

position\_t \*get\_node\_position(nodeid\_t node);

* **get\_node\_by\_id**: This function is used to return the address of a node from its id.

node\_t \*get\_node\_by\_id(nodeid\_t id);

* **get\_node\_private\_data**: This function gets the private (local) memory of the node and returns its void pointer.

void \*get\_node\_private\_data(call\_t \*to);

* **set\_node\_private\_data**: This function sets the private (local) memory of the node.

void set\_node\_private\_data(call\_t \*to, void \*data);

* **node\_kill**: This function kills a node during the simulation.

void node\_kill(nodeid\_t id);

* **is\_node\_alive**: This function is used to check whether a node is alive. 1 if the node is alive and 0 otherwise.

int is\_node\_alive(nodeid\_t id);

#### Shared Data

A shared data mechanism has been implemented for a cross-layer approach. As modules are implemented separately and do not share information, this shared memory makes available some information for all the layers. An example how to access to this memory is provides hereafter.

nodedata->shared\_data = (shared\_data\_t \*) (get\_class\_by\_name("shared"))->methods->shared.get\_shared\_data(to->object);

#### Packet

Several functions have been defined in kernel/definitions/packet.c&h files in order to manipulate packet structure:

* **packet\_create**: This function allocates a packet with real size argument and returns the newly allocated packet

packet\_t \*packet\_create(call\_t \*to, int size, int real\_size);

* **packet\_dealloc:** This function deallocates a packet

void packet\_dealloc(packet\_t \*packet);

* **packet\_clone**: This function duplicates a packet. Data and other information are copied. This function takes in parameter the packet to clone and returns the cloned packet.

packet\_t \*packet\_clone(packet\_t \*packet);

* **packet\_add\_field**: This function adds a new field into a packet and attributes a name to this field.

void packet\_add\_field(packet\_t \*packet, char \*name, field\_t \*field);

* **packet\_retrieve\_field**: This function extracts a field from a packet according to its name.

field\_t \*packet\_retrieve\_field(packet\_t \*packet, char \*name);

* **packet\_retrieve\_field\_value\_ptr**: This function returns the pointer of a field contained in a packet according to its name.

void \*packet\_retrieve\_field\_value\_ptr(packet\_t \*packet, char\* name);

Hereafter we provide an example how to create a packet in the application layer:

* Create a structure for the application header

struct data\_packet\_header {

int source; /\*!< Specificies the ID of the source of the generated data packet. \*/

int sequence; /\*!< Specificies the sequence number of the generated data packet. \*/

double field\_n; /\*!< any kind of field can be defined \*/

};

* Create a packet

packet\_t \*packet = packet\_create(to, 0, 0);

* Allocate the memory of the header and create a new field

int data\_packet\_header\_size = sizeof(struct data\_packet\_header);

struct data\_packet\_header \*header = malloc(data\_packet\_header\_size);

field\_t \*field\_data\_packet\_header = field\_create(INT, data\_packet\_header\_size, header);

* Fill the header with the appropriate information

header->source = to->object;

header->sequence = nodedata->sequence++;

…

* Update the size of the packet

data\_packet\_header\_size = 9;

packet->size += data\_packet\_header\_size;

packet->real\_size += data\_packet\_header\_size\*8;

* insert the new field containing the header into the packet and provide it a FIELD\_NAME

packet\_add\_field(packet, "FIELD\_NAME", field\_data\_packet\_header);

At the reception, the field of the packet can be extracted:

struct data\_packet\_header \*header = (struct data\_packet\_header \*) packet\_retrieve\_field\_value\_ptr(packet, " FIELD\_NAME ");

or using :

field\_t \*field\_header = packet\_retrieve\_field(packet, "FIELD\_NAME ");

struct data\_packet\_header \*header;

header = (struct data\_packet\_header \*) field\_getValue(field\_header);

#### Signal

In this section, we describe an example how to create a signal and how to use it.

You can generate and a simple frequency interval:

auto freq\_min = freq\_center - bandwidth/2;

auto freq\_max = freq\_center + bandwidth/2;

auto psd = dBm2mW(power\_dBm) / bandwidth;

auto frequency\_intervals\_tx\_ = std::make\_shared<FrequencyIntervalWaveform>(freq\_min, freq\_max, freq\_center, psd);

Create the waveform and the new signal that contains that frequency interval:

auto waveform = WaveformFactory::CreateWaveform(freq\_intervals);

auto new\_signal = RFSignalFactory::CreateSignal(to, from\_interface,waveform,packet);

You can also update the signal whenever needed (usually after applying pathloss, etc):

for (auto freq\_interval : rf\_signal->GetWaveform().lock()->GetAllFrequencyInterval()){

auto psd = rf\_signal->GetPacket\_Deprecated()->rxmW / (freq\_interval->GetHighPoint() - freq\_interval->GetLowPoint());

freq\_interval->SetPSDValue(psd);

At the reception, we receive a signal from which we can get some informations

signal->GetUID()

signal->GetEnd()

signal->GetBegin()

At the reception of a signal, we can start to check if the received object has the expected type

auto rf\_signal = std::dynamic\_pointer\_cast<RFSignal>(signal);

if (rf\_signal){

We can get some informations from the rf\_signal

rf\_signal->GetBandwidth()

Recuperate the packet of the signal

packet\_t \*packet = rf\_signal->GetPacket\_Deprecated();

or update the packet information

rf\_signal->GetPacket\_Deprecated()->rxmW;

Recuperate the to and from of the signal

call\_t to = {rf\_signal->GetTo\_Deprecated().classid, rf\_signal->GetTo\_Deprecated().object};

call\_t from = {rf\_signal->GetFrom\_Deprecated().classid, rf\_signal->GetFrom\_Deprecated().object};

Update the information of the signal

rf\_signal->SetSNR(packet->rxmW/noise\_mW);

rf\_signal->SetSINR(packet->rxmW/noise\_mW);

#### Scheduler 3.1

The scheduler is event-oriented. An event is used to call a callback function of to manage a packet with the following structure:

typedef struct \_event {

uint64\_t clock; /\* event time \*/

int priority; /\* event priority \*/

int id; /\* event id \*/

union {

struct {

call\_t to;

call\_t from;

callback\_t callback;

void \*arg;

} cb;

struct {

packet\_t \*packet;

call\_t to;

call\_t from;

} rx;

nodeid\_t nodeid;

} u;

} event\_t;

The RX begin, RX end and TX end events are directly bring to the scheduler by media\_rxtx kernel function.

void scheduler\_add\_rx\_begin(uint64\_t clock, call\_t \*to, call\_t \*from, packet\_t \*packet);

void scheduler\_add\_rx\_end(uint64\_t clock, call\_t \*to, call\_t \*from, packet\_t \*packet);

void scheduler\_add\_tx\_end(uint64\_t clock, call\_t \*to, call\_t \*from, packet\_t \*packet);

Each mobility model must manage its update event using scheduler\_add\_mobility function. This function adds a mobility event to the scheduler with a mobility date. When this event happens, the kernel calls update\_position method of the mobility model.

void scheduler\_add\_mobility(uint64\_t clock);

The function scheduler\_add\_callback schedules the callback of a function at a given time. The parameters are the time of the callback, the calls to and from, the callback function and the parameter of this callback.

event\_t \*scheduler\_add\_callback(uint64\_t clock, call\_t \*to, call\_t \*from, callback\_t callback, void \*arg);

During a simulation, it could be necessary to unschedule some scheduled events. Then the function scheduler\_delete\_callback can delete an event from the scheduler.

void scheduler\_delete\_callback(event\_t \*event);

As an example, we can schedule a new callback function with the following code.

scheduler\_add\_callback(get\_time()+Duration, to, from, callback\_function, NULL);

#### Scheduler 4.0

The new version of the scheduler has a base class Scheduler that needs to be implemented. The kernel call the public methods of the Scheduler class.

/\*\* \brief Scheduler: The Scheduler abstract base class

\*

\* \fn AddBirth() add a birth event

\* \fn AddQuit() add a quit event (end of simulation)

\* \fn AddMobility() add a mobility event

\* \fn AddMilestone() add a milestone event

\* \fn AddTxEnd() add a tx\_end event

\* \fn AddRxBegin() add a rx\_begin event

\* \fn AddRxEnd() add a rx\_end event

\* \fn AddCallback() add a rx\_end event

\* \fn AddRxEnd() add a callback event

\* \fn DeleteCallback() delete a callback event

\* \fn NextEvent() return the next event to be executed

\* \fn CountEvents() return the number of events to be executed

\* \fn CountEventsExecuted() return the number of events already executed

\* \fn AddEventImpl() add an event - to be implemented

\* \fn DeleteEventImpl() delete an event - to be implemented

\* \fn NextEventImpl() return the next event to be executed - to be implemented

\* \fn CountEventsImpl() return the number of events to be executed - to be implemented

\*\*/

class Scheduler{

**public**:

Scheduler();

Scheduler(Time end);

virtual ~Scheduler(){};

void SimulationRun();

void SimulationEnd();

Time SimulationTimeGet();

Time SimulationTimeGetEnd();

void SimulationTimeSetEnd(Time end);

void SimulationTimeAdvanceClock(Time clock);

event\_t AddBirth(Time clock, nodeid\_t id);

event\_t AddQuit(Time clock);

event\_t AddMobility(Time clock);

event\_t AddMilestone(Time clock);

event\_t AddTxEnd(Time clock, call\_t to, call\_t from, packet\_t \*packet);

event\_t AddRxBegin(Time clock, call\_t to, call\_t from, packet\_t \*packet);

event\_t AddRxEnd(Time clock, call\_t to, call\_t from, packet\_t \*packet);

event\_t AddTxEnd(Time clock, SpectrumModel \*spectrum, std::shared\_ptr<Signal> signal);

event\_t AddRxBegin(Time clock, SpectrumModel \*spectrum, std::shared\_ptr<Signal> signal);

event\_t AddRxEnd(Time clock, SpectrumModel \*spectrum, std::shared\_ptr<Signal> signal);

event\_t AddCallback(Time clock, call\_t to, call\_t from, callback\_t callback, void \*arg);

void DeleteCallback(event\_t event\_info);

int CountEvents();

int CountEventsExecuted();

**protected**:

bool running\_;

Time clock\_;

Time end\_;

int nbr\_events\_executed\_;

**private**:

void ExecuteEvent(std::unique\_ptr<Event> e);

event\_t AddEvent(std::unique\_ptr<Event> e);

void DeleteEvent(uid\_t uid);

std::unique\_ptr<Event> NextEvent();

virtual int CountEventsImpl() = 0;

virtual void AddEventImpl(std::unique\_ptr<Event> e) = 0;

virtual void DeleteEventImpl(uid\_t uid) = 0;

virtual std::unique\_ptr<Event> NextEventImpl(void) = 0;

};

For backward compatibility, we kept the interfaces of the version 3.1 described above. This means that whenever a call for scheduler\_add\_callback is done, we will actually redirect it to the AddCallback method of the Scheduler class.

##### Events

The scheduler is still event-oriented. An event is used to call a callback function of to manage a packet with the following structure:

typedef struct \_event {

uid\_t uid\_; // event id

uint64\_t clock\_; // event time

} event\_t;

Un C++ Implementation, the structure event is the following:

struct Event{

Time clock\_; // event time

event\_priority\_t priority\_; // event priority

EventUid uid\_; // event id

static EventUid uid\_counter\_;

Event();

Event(Time clock, event\_priority\_t priority) ;

bool operator >(const Event &rhs);

bool operator <(const Event &rhs) ;

bool operator ==(const Event &rhs) ;

};

4 events are derived:

* EventBirth is the event for node birth
* EventCallback is the event managing the callback
* EventRxTx is the event for RX\_begin, RX\_end, TX\_begin and TX\_end.
* EventRxTxSignal is the event for RX\_signal\_begin, RX\_ signal\_end, TX\_ signal\_begin and TX\_ signal\_end.

struct EventBirth : public Event{

nodeid\_t nodeid\_;

EventBirth(Time clock, event\_priority\_t priority, nodeid\_t nodeid);

};

struct EventCallback : public Event{

call\_t to\_;

call\_t from\_;

callback\_t callback\_;

void \*arg\_;

EventCallback(Time clock, event\_priority\_t priority, call\_t to, call\_t from, callback\_t callback, void \*arg);

};

struct EventRxTx : public Event{

call\_t to\_;

call\_t from\_;

packet\_t \*packet\_;

EventRxTx(Time clock, event\_priority\_t priority, call\_t to, call\_t from, packet\_t \*packet);

};

struct EventRxTxSignal : public Event{

std::shared\_ptr<Signal> signal\_;

SpectrumModel \*spectrum\_;

EventRxTxSignal(Time clock, event\_priority\_t priority, SpectrumModel \*spectrum, std::shared\_ptr<Signal> signal) ;

};

Note that it is possible to link C and C++ events thanks to UID

##### Scheduler using STD containers

Furthermore, we provided an implementation of the scheduler using C++ standard containers. In such implementation we use use a priority queue for all events along with an unordered set used to store the uid of deleted\_callbacks. Thus, whenever a callback event is the next, we check whether it has been deleted or not by looking for its uid inside the unordered set. (O(1) complexity - considering our hash won't have collisions).

Notice that we could also use only a priority queue, but this would imply that while deleting a callback we would need to either:

* pop elements until you find and then insert them again
* inherit the std::priority\_queue and find the element on the protected container, delete it, and make a heap with the remaining elements.

Both solutions would have a higher time complexity (O(nlogn) at least). The extra memory needed is low compared to time gains, once we are only storing the uid's of the events that have been deleted and after their time expiration, we clear them from the unordered set.

The definition of the class can be found below.

/\*\* \brief SchedulerStandardContainers: The Scheduler implementation using C++'s STD containers

\*

\* \fn AddEventImpl() add an event in the priority queue

\* \fn DeleteEventImpl() delete an event (mark an event as deleted on the unordered set)

\* \fn NextEventImpl() return the next event to be executed

\* \fn CountEventsImpl() return the number of events on the queue

\*\*/

class SchedulerStandardContainers : public Scheduler {

**public:**

SchedulerStandardContainers();

SchedulerStandardContainers(Time end);

~SchedulerStandardContainers();

**private:**

void AddEventImpl(std::unique\_ptr<Event> e\_);

void DeleteEventImpl(uid\_t uid);

std::unique\_ptr<Event> NextEventImpl();

int CountEventsImpl();

std::priority\_queue<std::unique\_ptr<Event>, std::vector<std::unique\_ptr<Event>>, CompareEventGreater> events\_queue\_;

std::unordered\_set<uid\_t> deleted\_events\_;

};

#### Timer

In librairies/timer, some functions are implemented to model timer behaviors.

The timer structure is the following :

typedef struct qtimer\_s {

void \*trigger\_parameters; //parameters for next\_trigger functions (eg: period for periodic timer)

int (\*conditional\_end)(call\_t \*to, void \*timer\_id); //pointer to a function that returns 1 if the timer must be destroyed and 0 otherwise

void (\*callback\_function)(call\_t \*to, void \*timer\_id); // function to callback when the timer triggers.

uint64\_t (\*next\_trigger)(call\_t \*to, void \*timer\_id);

call\_t \*to;

}qtimer\_t;

The common timer next trigger functions are:

* a constant value given as parameter.

uint64\_t periodic\_trigger(call\_t \*to, void \*timer\_id);

* an exponential sequence of form initial\_value\*ration^rank - offset

uint64\_t exponential\_trigger(call\_t \*to, void \*timer\_id);

* a random time chosen in the given interval.

uint64\_t uniform\_random\_trigger(call\_t \*to, void \*timer\_id);

The common conditional end function is:

int never\_stop(call\_t \*to, void \*timer\_id);

The main functions are:

* create a new timer

void \*create\_timer(call\_t \*to, void \*callback\_function, void \*conditional\_end, void \*next\_trigger, void \*trigger\_parameters);

* start a newly created timer

void \*start\_timer(void \*timer\_id, uint64\_t delay);

* destroy a timer

void destroy\_timer(void \*timer\_id);

* change the timer parameter value

void change\_parameter(void \*timer\_id, void \*new\_parameters);

* fetch a timer

qtimer\_t \*fetch\_timer(void \*timer\_id);

As an example, we can manage the timer with the following code.

void \*timer\_id;

uint64\_t start = get\_time();

we create a periodic timer for the function callback\_function

timer\_id = create\_timer(to, callback\_function, never\_stop, periodic\_trigger, period);

we start the timer

start\_timer(timer\_id, start);

At the end, we destroy the timer

destroy\_timer(nodedata->timer\_id);

#### Model handler functions

In kernel/model\_handlers, methods of several models are linked.

##### Energy

In kernel/model\_handlers/energy, some declarations are used to link energy methods:

typedef struct \_energy\_methods {

void (\*recharge) (call\_t \*to, double energy);

void (\*consume) (call\_t \*to, double current, uint64\_t duration);

double (\*energy\_consumed) (call\_t \*to);

double (\*energy\_recharged) (call\_t \*to);

double (\*energy\_remaining) (call\_t \*to);

double (\*energy\_status) (call\_t \*to);

double (\*get\_supply\_voltage) (call\_t \*to);

} energy\_methods\_t;

These declarations have been defined to ease the usage of methods whatever the energy model then to keep the modularity of the implementation.

The declaration usable by any models are the following:

* **energy\_recharge** is called to calculate the amount of energy to be recharged. The parameter is the amount of energy to be recharged (in J).

void energy\_recharge(call\_t \*to, double energy\_J);

* **energy\_consume** is the generic function called to add the energy consumption associated to an operation. The parameters are the current used for the operation and the duration of the operation in ns.

void energy\_consume(call\_t \*to, double current\_mA, uint64\_t duration\_ns);

* **energy\_check\_energy\_consumed** returns the total amount of consumed energy.

double energy\_check\_energy\_consumed(call\_t \*to);

* **energy\_check\_energy\_recharged** returns the total amount of recharged energy.

double energy\_check\_energy\_recharged(call\_t \*to);

* **energy\_check\_energy\_remaining** is used to verify how much energy is still remaining. It returns the remaining energy in Joule.

double energy\_check\_energy\_remaining(call\_t \*to);

* **energy\_status** is used to verify the status of the battery in percentage. It returns the percentage of energy charge.

double energy\_check\_energy\_status(call\_t \*to);

* **energy\_get\_supply\_voltage** is used to get the supplied voltage. It returns the voltage in Volt.

double energy\_get\_supply\_voltage(call\_t \*to);

##### Interface

In kernel/model\_handlers/interface, some declarations are used to link interface/antenna methods:

typedef struct \_interface\_methods {

void (\*rx) (call\_t \*to, call\_t \*from, packet\_t \*packet);

void (\*cs) (call\_t \*to, call\_t \*from, packet\_t \*packet);

double (\*get\_loss) (call\_t \*to, call\_t \*from);

angle\_t \* (\*get\_angle) (call\_t \*to, call\_t \*from);

void (\*set\_angle) (call\_t \*to, call\_t \*from, angle\_t \*angle);

double (\*gain\_tx) (call\_t \*to, call\_t \*from, position\_t \*pos);

double (\*gain\_rx) (call\_t \*to, call\_t \*from, position\_t \*pos);

mediumid\_t (\*get\_medium)(call\_t \*to, call\_t \*from);

int (\*get\_type) (call\_t \*to);

} interface\_methods\_t;

These declarations have been defined to ease the usage of methods whatever the antenna model used in order to keep the modularity of the implementation.

The declaration usable by any models are the following:

* **interface\_get\_loss** returns the signal loss induced by an interface circuit in dB

double interface\_get\_loss(call\_t \*to, call\_t \*from);

* **interface\_get\_angle** returns the interface orientation

angle\_t \*interface\_get\_angle(call\_t \*to, call\_t \*from);

* **interface\_set\_angle** sets the interface orientation

void interface\_set\_angle(call\_t \*to, call\_t \*from, angle\_t \*angle);

* **interface\_rx** forwards a received packet to the interface

void interface\_rx(call\_t \*to, call\_t \*from, packet\_t \*packet);

* **interface\_cs** launch the detection of a packet (carrier sensing and capture effect)

void interface\_cs(call\_t \*to, call\_t \*from, packet\_t \*packet);

* **interface\_gain\_tx** returns the tx interface gain towards the destination direction

double interface\_gain\_tx(call\_t \*to, call\_t \*from, position\_t \*position);

* **interface\_gain\_rx** returns the rx interface gain towards the destination direction

double interface\_gain\_rx(call\_t \*to, call\_t \*from, position\_t \*position);

* **interface\_get\_medium** returns the medium matching the node interface. This function is often used to know on which medium the antenna is connected.

mediumid\_t interface\_get\_medium(call\_t \*to, call\_t \*from);

These functions are mainly used in media\_rxtx file calculating the different loss of the antenna on the budget link.

##### Link

In kernel/model\_handlers/link, some declarations are used to link methods:

typedef struct \_link\_methods {

link\_condition\_t (\*get\_link\_condition) (call\_t \*to\_link, call\_t \*to\_interface, call\_t \*from\_interface);

link\_type\_t (\*get\_link\_type) (call\_t \*to\_link, call\_t \*to\_interface, call\_t \*from\_interface);

link\_communication\_type\_t (\*get\_communication\_type) (call\_t \*to\_link, call\_t \*to\_interface, call\_t \*from\_interface);

double (\*get\_mutual\_orientation) (call\_t \*to\_link, call\_t \*to\_interface, call\_t \*from\_interface);

int (\*get\_complementary\_link\_condition) (call\_t \*to\_link, call\_t \*to\_interface, call\_t \*from\_interface);

} link\_methods\_t;

These declarations have been defined to ease the usage of methods whatever the link model used in order to keep the modularity of the implementation.

The declaration usable by any models are the following:

* **link\_get\_link\_condition** returns the condition of the link (whether is in LOS, NLOS, etc)

link\_condition\_t link\_get\_link\_condition(call\_t \*to\_link, call\_t \*to\_interface, call\_t \*from\_interface);

* **link\_get\_communication\_type** returns the communication type that this link is describing (whether is in WiFi, 802.15.4, etc)

link\_communication\_type\_t link\_get\_communication\_type(call\_t \*to\_link, call\_t \*to\_interface, call\_t \*from\_interface);

* **link\_get\_mutual\_orientation** returns the mutual orientation of two nodes, according to their position and antenna positionnig

double link\_get\_mutual\_orientation(call\_t \*to\_link, call\_t \*to\_interface, call\_t \*from\_interface);

* **link\_get\_complementary\_link\_condition** returns the any complementary condition or information the link may have.

int link\_get\_complementary\_link\_condition(call\_t \*to\_link, call\_t \*to\_interface, call\_t \*from\_interface);

These functions are mainly used by pathloss, fading and shadowing for calculating the different propagation loss according to the specificity of the link.

##### Modulation

In kernel/model\_handlers/modulations, some declarations are used to link modulation methods:

typedef struct \_modulation\_methods {

double (\* modulate) (call\_t \*to, call\_t \*from, double snr);

int (\* bit\_per\_symbol) (call\_t \*to, call\_t \*from);

int (\*get\_modulation\_type) (call\_t \*to, call\_t \*from);

void (\*set\_modulation\_type) (call\_t \*to, call\_t \*from, int modulation\_type);

} modulation\_methods\_t;

The declaration usable by any models are the following:

* **Modulation\_bit\_per\_symbol** returns the number of bit per symbol for a given modulation scheme

int modulation\_bit\_per\_symbol(classid\_t modulation);

* **do\_modulate** returns the bit error rate for a given modulation scheme. The parameters are the modulation, the received power and the noise power.

double do\_modulate(classid\_t modulation, double rxmW, double noise);

##### Transceiver

In kernel/model\_handlers/transceiver, some declarations are used to link transceiver methods:

typedef struct \_transceiver\_methods {

void (\*rx) (call\_t \*to, call\_t \*from, packet\_t \*packet);

void (\*tx) (call\_t \*to, call\_t \*from, packet\_t \*packet);

int (\*set\_header) (call\_t \*to, call\_t \*from, packet\_t \*packet, destination\_t \*dst);

int (\*get\_header\_size) (call\_t \*to, call\_t \*from);

int (\*get\_header\_real\_size) (call\_t \*to, call\_t \*from);

void (\*tx\_end) (call\_t \*to, call\_t \*from, packet\_t \*packet);

void (\*cs) (call\_t \*to, call\_t \*from, packet\_t \*packet);

double (\*get\_noise) (call\_t \*to, call\_t \*from);

double (\*get\_cs) (call\_t \*to, call\_t \*from);

double (\*get\_power) (call\_t \*to, call\_t \*from);

void (\*set\_power) (call\_t \*to, call\_t \*from, double power);

int (\*get\_channel) (call\_t \*to, call\_t \*from);

void (\*set\_channel) (call\_t \*to, call\_t \*from, int channel);

classid\_t (\*get\_modulation) (call\_t \*to, call\_t \*from);

void (\*set\_modulation) (call\_t \*to, call\_t \*from, classid\_t modulation);

uint64\_t (\*get\_Tb) (call\_t \*to, call\_t \*from);

uint64\_t (\*get\_Ts) (call\_t \*to, call\_t \*from);

void (\*set\_Ts) (call\_t \*to, call\_t \*from, uint64\_t Ts);

double (\*get\_sensibility) (call\_t \*to, call\_t \*from);

void (\*set\_sensibility) (call\_t \*to, call\_t \*from, double sensibility);

void (\*sleep) (call\_t \*to, call\_t \*from);

void (\*wakeup) (call\_t \*to, call\_t \*from);

void (\*switch\_rx) (call\_t \*to, call\_t \*from);

void (\*switch\_idle) (call\_t \*to, call\_t \*from);

int (\*get\_modulation\_bit\_per\_symbol) (call\_t \*to, call\_t \*from);

int (\*get\_modulation\_type) (call\_t \*to, call\_t \*from);

void (\*set\_modulation\_type) (call\_t \*to, call\_t \*from, int modulation\_type);

} transceiver\_methods\_t;

The declaration usable by any models are the following:

* **transceiver\_get\_cs** is used to perform the carrier sense mechanism. It returns the signal strength of the currently received signal or MIN\_DBM if no current signal

double transceiver\_get\_cs(call\_t \*to, call\_t \*from);

* **transceiver\_get\_noise** is used to perform the clear channel assessment mechanism. It returns the noise strength on the transceiver interface or MIN\_DBM if no current signal

double transceiver\_get\_noise(call\_t \*to, call\_t \*from);

* **transceiver\_get\_power** is used to get the transceiver tx power. It returns the current transmission power in dBm.

double transceiver\_set\_power(call\_t \*to, call\_t \*from);

* **transceiver\_set\_power** is used to set the transceiver tx power. Its parameter is the new transmission power in dBm.

void transceiver\_set\_power(call\_t \*to, call\_t \*from, double power);

* **transceiver\_get\_channel** is used to get the transceiver channel. It returns the current transceiver channel.

int transceiver\_get\_channel(call\_t \*to, call\_t \*from);

* **transceiver\_set\_channel** is used to set the transceiver channel. Its parameter is the new transceiver channel.

void transceiver\_set\_channel(call\_t \*to, call\_t \*from, int channel);

* **transceiver\_get\_modulation** is used to get the transceiver modulation. It returns the current transceiver modulation.

classid\_t transceiver\_get\_modulation(call\_t \*to, call\_t \*from);

* **transceiver\_set\_modulation** is used to set the transceiver modulation. Its parameter is the new transceiver modulation.

void transceiver\_set\_modulation(call\_t \*to, call\_t \*from, classid\_t modulation);

* **transceiver\_get\_Tb** is used to get the transceiver bandwidth. It returns the time to transmit a bit in ns.

uint64\_t transceiver\_set\_Tb(call\_t \*to, call\_t \*from);

* **transceiver\_set\_Ts** is used to set the transceiver bandwidth. Its parameter is the new duration of one symbol in ns.

uint64\_t transceiver\_set\_Ts(call\_t \*to, call\_t \*from, uint64\_t Ts);

* **transceiver\_get\_Ts** is used to get the transceiver bandwidth. It returns the time to transmit a symbol in ns.

uint64\_t transceiver\_get\_Ts(call\_t \*to, call\_t \*from);

* **transceiver\_get\_modulation\_bit\_per\_symbol** is used to get the number of bit per symbol for modulation associated. It returns the current number of bit per symbol.

int transceiver\_get\_modulation\_bit\_per\_symbol(call\_t \*to, call\_t \*from);

* **transceiver\_get\_sensitivity** is used to get the transceiver sensibility. It returns the current transceiver sensibility in dBm.

double transceiver\_get\_sensibility(call\_t \*to, call\_t \*from);

* **transceiver\_set\_sensitivity** is used to set the transceiver sensibility. Its parameter is the new transceiver sensibility in dBm.

void transceiver\_set\_sensibility(call\_t \*to, call\_t \*from, double sensibility);

* **transceiver\_cs** is used to notify the transceiver with a new signal. Its parameter is the new packet.

void transceiver\_cs(call\_t \*to, call\_t \*from, packet\_t \*packet);

* **transceiver\_sleep** is used to set the transceiver in sleep mode.

void transceiver\_sleep(call\_t \*to, call\_t \*from);

* **transceiver\_wakeup** is used to set the transceiver in active mode.

void transceiver\_wakeup(call\_t \*to, call\_t \*from);

* **transceiver\_switch\_rx** is used to set the transceiver in RX mode.

void transceiver\_switch\_rx(call\_t \*to, call\_t \*from);

* **transceiver\_switch\_idle** is used to set the transceiver in IDLE mode.

void transceiver\_switch\_idle(call\_ t \*to, call\_t \*from);

These functions are mainly used by MAC layer controlling the radio transceiver.

As an example, we can manage the transceiver at the MAC layer with the following code.

In the MAC bootstrap

call\_t to0 = {get\_class\_bindings\_down(to)->elts[0], to->object};

call\_t from0 = {to->class, to->object};

//wake up the transceiver

transceiver\_wakeup(&to0, &from0);

//start to listen the channel

transceiver\_switch\_rx(&to0, &from0);

The channel is busy if transceiver\_get\_noise(&to0, &from0) >= nodedata->EDThreshold or transceiver\_get\_cs(&to0, &from0) >= nodedata->EDThreshold)

transceiver\_switch\_rx(&to0, &from0) or transceiver\_sleep(&to0, &from0) could be used after a reception or a transmission.

##### Node Mobility

In kernel/model\_handlers/node\_mobility, some declarations are used to link mobility methods:

typedef struct \_mobility\_methods {

void (\*update\_position) (call\_t \*to, call\_t \*from);

double (\*get\_speed) (call\_t \*to);

angle\_t (\*get\_angle) (call\_t \*to);

} mobility\_methods\_t;

The declaration usable by any models are the following:

* **mobility\_get\_angle** is used to get the current angle/direction of the node. It returns a 3D angle.

angle\_t mobility\_get\_angle(call\_t \*to);

* **mobility\_get\_speed** is used to get the current speed of the node.

double mobility\_get\_speed(call\_t \*to);

* **mobility\_get\_mutual\_orientation** is used to get the mutual orientation between two nodes.

double mobility\_get\_mutual\_orientation(call\_t \*mobility\_src, call\_t \*mobility\_dst);

There is two ways to update the position of the node. The first one is to directly add the mobility event in the callback update\_position with the following function:

scheduler\_add\_mobility(get\_time()+MOBILITY\_UPDATE);

With this approach we need to initiate the first event in bind or bootstrap of the mobility model

The second approach is to use mobility\_update(uint64\_t clock) function to update the position

##### CXX\_model\_handlers

Any new C++ model should include this file (kernel/include/model\_handlers/ cxx\_model\_handlers.h) and **implement at least** the **create\_object** and **destroy\_object** functions detailed below. Developers can use the defined macros TO\_C and TO\_CPP to help them to toggle the access of C++ objects between C and C++.

// Use this define to cast the pointer to the object (obj) of type (class) cla.

#define TO\_CPP(obj,cla) (reinterpret\_cast<cla\*>(obj))

// Use this define get the pointer from a C++ object(obj)

#define TO\_C(obj) (reinterpret\_cast<void\*>(obj))

/\*\*

\* \brief The create-object interface, responsible for creating an object of the class and is called by WSNET simulation core during simulation configurations

\* \fn void \*create\_object(call\_t \*to, void \*params)

\* \param to is a pointer to the called class for the given node

\* \param params is a pointer to the parameters read from the XML configuration file

\* \return pointer to the newly created object

\*\*/

void \*create\_object(call\_t \*to, void \*params);

/\*\*

\* \brief The destroy-object interface, responsible for destroying an object and is called by WSNET simulation core at the end of the simulation (cleaning period)

\* \fn void destroy\_object(void \*object)

\* \param object is the pointer to the object to be destroyed

\*\*/

void destroy\_object(void \*object);

/\*\* \brief The bootstrap input-interface which is automatically called by the WSNet simulation core at the beginning of the simulation.

\* \fn int bootstrap(call\_t \*to)

\* \param to is a pointer to the called class for the given node

\* \return SUCCESSFUL if success, UNSUCCESSFUL otherwise

\*\*/

int bootstrap(call\_t \*to);

#### Models definitions

In kernel/definitions/models folder, we define abstract base classes of WNET 4.0 medium. This includes a PHY (to Medium) model for each device (including PHY, Coding, Error, Signal Tracker and Interference) and a spectrum model.

##### PHY

In kernel/definitions/models/phy, the abstract base class of PHY model have been defined and linked to Implemented function.

The PHY model API can be defined as follows.
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***Figure 41:******PHY Model API.***

The abstract base class of PHY model is:

/\*\* \brief The Abstract Base Class : PhyModel Class

\* This means that no instance of the PhyModel class can exist.

\* Only classes which inherit from the PhyModel class can exist.

\* This model is used to connect nodes to the spectrum

\* The relation with spectrums are:

\* Spectrum has 1..N PhyModels connected to it

\* PhyModel has only 1 Spectrum on which it is connected

\*

\* \fn ReceiveSignalFromSpectrum is used to receive a signal from the spectrum

\* \fn SendSignalToSpectrum is used to send a signal to the spectrum

\* \fn RegisterRxNode is used to register a node on the Rx list of the spectrum

\* \fn UnregisterRxNode is used to remove a node of the Rx list of the spectrum

\* \fn ReceiveSignalFromSpectrumImpl implements the reception of a signal from the spectrum

\* \fn SendSignalToSpectrum implements the transmission of a signal to the spectrum

\* \fn RegisterRxNode implements how to register the node on the Rx list of the spectrum

\* \fn UnregisterRxNode implements how to remove the node of the Rx list of the spectrum

\* \fn ReceivedSignalFromSpectrumRxEnd is to be called on Rx End of the signal

\*\*/

class PhyModel : public std::enable\_shared\_from\_this<PhyModel>{

**public**:

PhyModel();

virtual ~PhyModel();

void **ReceiveSignalFromSpectrum**(std::shared\_ptr<Signal> signal);

void **ReceivePacketFromUp\_Deprecated**(call\_t \*to, call\_t \*from,packet\_t \*packet);

void **SendPacketToUp\_Deprecated**(std::shared\_ptr<Signal> signal);

void **SendSignalToSpectrum**(std::shared\_ptr<Signal> signal);

void **RegisterRxNode**(SetOfFrequencyIntervals freq\_intervals);

void **UnregisterRxNode**();

void **ReceivedSignalFromSpectrumRxEnd**(std::shared\_ptr<Signal> signal);

void **SetInterferenceModel**(InterferenceModel \*);

void **SetModulatorModel**(ModulatorModel \*);

void **SetErrorModel**(ErrorModel \*);

void **SetCodingModel**(CodingModel \*);

void **SetSignalTrackerModel**(SignalTrackerModel \*);

void **SetSpectrum**(SpectrumModel \*);

void Print() const;

PhyModellUid GetUID() const;

**private**:

virtual void ReceiveSignalFromSpectrumImpl(std::shared\_ptr<Signal>)= 0;

virtual void ReceivePacketFromUp\_DeprecatedImpl(call\_t \*to, call\_t \*from,packet\_t \*) = 0;

virtual void SendPacketToUp\_DeprecatedImpl(std::shared\_ptr<Signal>) = 0;

virtual void SendSignalToSpectrumImpl(std::shared\_ptr<Signal>)= 0;

virtual void RegisterRxNodeImpl(SetOfFrequencyIntervals) = 0;

virtual void UnregisterRxNodeRxNodeImpl() = 0;

virtual void ReceivedSignalFromSpectrumRxEndImpl(std::shared\_ptr<Signal> )=0;

virtual void PrintImpl() const;

static PhyModellUid uid\_counter\_;

PhyModellUid uid\_;

**protected**:

InterferenceModel \* interference\_model\_;

ModulatorModel \* modulator\_model\_;

ErrorModel \* error\_model\_;

CodingModel \* coding\_model\_;

SignalTrackerModel \* signal\_tracker\_model\_; // signal tracker is here temporarily. It should be on radio. Radio does not receive signals yet.

MapOfSignals received\_signals\_; // a map containing all received signal being treated at the moment

SpectrumModel \* spectrum\_; // The spectrum on which it is connected

std::shared\_ptr<RegisteredRxNode> registered\_rx\_node\_;

};

In the current version of WSNet 4.0, there is no model handler between the transceiver and the PHY model. Thus, in this first version, we have defined some primitives between the transceiver and the PHY model.

One example is for the RX register functionalities.

In Transceiver side, we have temporarily defined a dummy packet with a primitive as follows:

// This is temporarily being done with dummy packets for now.

// There should be a proper interface between radio and phy to provide

// the exchange of primitives

void register\_on\_spectrum(call\_t \*to){

array\_t \*down = get\_class\_bindings\_down(to);

int i = down->size;

while (i--) {

packet\_t \*packet\_primitive = packet\_create(to,-1,-1);

set\_primitive((char\*) "PHY-SET-REGISTER-RX.request", packet\_primitive);

call\_t from0 = {down->elts[i], to->object};

TX(&from0, to, packet\_primitive);

}

}

In PHY side, when the dummy packet with the primitive is received by ReceivePacketFromUp\_Deprecated, the PHY model can call the associated function (we have temporarily defined a dummy packet with a primitive as follows:

// This is temporarily being done here.

// There should be a proper interface between radio and phy to provide

// the exchange of primitives

if (primitive\_is\_set((char\*)"PHY-SET-REGISTER-RX.request",packet)){

// register rx

RegisterRxNode(frequency\_intervals\_rx\_);

packet\_dealloc(packet);

return;

}

##### Spectrum

In kernel/definitions/models/Spectrum, the abstract base class of Spectrum model have been defined and linked to Implemented function.

The Spectrum model API can be defined as follows.
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***Figure 42:******Spectrum Model API.***

The abstract base class of spectrum model is:

/\*\* \brief The Abstract Base Class : SpectrumModel Class

This means that no instance of the SpectrumModel class can exist. Only classes which inherit from the SpectrumModel class can exist

The relation with PHY models are: Spectrum has 1..N PhyModels connected to it whereas PhyModel has only 1 Spectrum on which it is connected.

\* \fn UnregisterRXNode is used to unregister a node on the spectrum

\* \fn AddSignalTx is used to notify the spectrum a signal will be transmitted

\* \fn SignalRxBegin is called by the scheduler when a given signal will start to be received

\* \fn SignalRxEnd is called by the scheduler when the reception of a given signal is at the end

\* \fn SignalTxEnd is called by the scheduler when the transmittion of a given signal is at the end

\*\*/

class SpectrumModel{

**public**:

SpectrumModel();

virtual ~SpectrumModel();

std::vector<std::shared\_ptr<Signal>> **RegisterRXNode**(std::weak\_ptr<RegisteredRxNode> rx\_node);

void **UnregisterRXNode**(std::weak\_ptr<RegisteredRxNode> rx\_node);

void **AddSignalTx**(std::shared\_ptr<Signal> signal);

void **SignalRxBegin**(std::shared\_ptr<Signal> signal);

void **SignalTxEnd**(std::weak\_ptr<Signal> signal);

void **SignalRxEnd**(std::shared\_ptr<Signal> signal);

SpectrumUid GetUID() const;

**private**:

//virtual RxNodeFilter GetRegisteredNodeByIdImpl(nodeid\_t) = 0;

virtual std::vector<std::shared\_ptr<Signal>> RegisterRxNodeImpl(std::weak\_ptr<RegisteredRxNode>)=0;

virtual void UnregisterRxNodeImpl(std::weak\_ptr<RegisteredRxNode>)=0;

virtual void SignalAddTxImpl(std::shared\_ptr<Signal>) = 0;

virtual void SignalRxBeginImpl(std::shared\_ptr<Signal>) = 0;

virtual void SignalTxEndImpl(std::weak\_ptr<Signal> signal) = 0;

virtual void SearchRxNodesForSignalImpl(std::weak\_ptr<Signal>) = 0;

virtual std::vector<std::shared\_ptr<Signal>> SearchSignalsForRxNodeImpl(std::weak\_ptr<RegisteredRxNode>) = 0;

virtual void SignalRxEndImpl(std::shared\_ptr<Signal>) = 0;

**protected:**

void SearchRxNodesForSignal(std::weak\_ptr<Signal> signal);

std::vector<std::shared\_ptr<Signal>> SearchSignalsForRxNode(std::weak\_ptr<RegisteredRxNode> rx\_node);

static SpectrumUid uid\_counter\_;

SpectrumUid uid\_;

};

##### Signal Tracker

In kernel/definitions/models/Signal Tracker, the abstract base class of Signal Tracker model have been defined and linked to Implemented function. The signal tracker model is responsible for the capture effect of the transceiver i.e. on which signal the transceiver decide to start the decoding.

The Signal Tracker model API can be defined as follows.

![](data:image/png;base64,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)

***Figure 43:******Signal Tracker Model API.***

The abstract base class of Signal Tracker model is:

/\*\* \brief The Abstract Base Class : SignalTrackerModel Class

\* This means that no instance of the Interval class can exist.

\* Only classes which inherit from the Interval class can exist.

\*

\* \fn GetSelectedSignal() return the selected signal

\* \fn ResetSelectedSignal() resets the selected signal

\* \fn VerifySignalIsSelected() checks if the signal is selected or not

\* \fn ReceiveSignal() receive a new signal

\* \fn Print() prints information about the SignalTrackerModel

\* \fn GetUID() return the UID of the SignalTrackerModel

\* \fn VerifySignalIsSelectedImpl() implements the method that checks if the signal is selected or not (to be implemented by derived class)

\* \fn GetSelectedSignalImpl() implements the function that get the selected the signal that will be received (to be implemented by derived class)

\* \fn ResetSelectedSignalImpl() implements the function that resets the selected the signal (to be implemented by derived class)

\* \fn ReceiveSignalImpl() implements the function that selects the signal that will be received (to be implemented by derived class)

\* \fn PrintImpl() implemetns the Print function (to be implemented by derived class)

\*\*/

class SignalTrackerModel {

public:

SignalTrackerModel();

virtual ~SignalTrackerModel();

std::shared\_ptr<Signal> **GetSelectedSignal**();

bool **VerifySignalIsSelected**(std::shared\_ptr<Signal> signal);

bool **ReceiveSignal**(std::shared\_ptr<Signal> signal);

void **ResetSelectedSignal**();

void Print() const;

SignalTrackerModelUid GetUID() const;

private:

virtual std::shared\_ptr<Signal> GetSelectedSignalImpl() =0 ;

virtual void ResetSelectedSignalImpl() = 0;

virtual void PrintImpl() const;

virtual bool ReceiveSignalImpl(std::shared\_ptr<Signal>) = 0;

virtual bool VerifySignalIsSelectedImpl(std::shared\_ptr<Signal>) = 0;

static SignalTrackerModelUid uid\_counter\_;

SignalTrackerModelUid uid\_;

};

##### Interference

In kernel/definitions/models/Interference, the abstract base class of Interference model have been defined and linked to Implemented function. The Interference model is the interference model for signals.

The Interference model API can be defined as follows.
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***Figure 44:******Interference Model API.***

The abstract base class of Interference model is:

/\*\* \brief The Abstract Base Class : InterferenceModel Class

\* This means that no instance of the InterferenceModel class can exist.

\* Only classes which inherit from the InterferenceModel class can exist.

\*

\* \fn ApplyInterference() apply the interferences of interferers on the tracked signall

\* \fn Print() prints information about the InterferenceModel

\* \fn GetUID() return the UID of the InterferenceModel

\* \fn ApplyInterferenceImpl() implements the application of interferences on the tracked signal

\* \fn PrintImpl() implements the Print function

\*\*/

class InterferenceModel {

public:

InterferenceModel();

virtual ~InterferenceModel();

void **ApplyInterference**(std::shared\_ptr<Signal> tracked\_signal, MapOfSignals interferers);

void Print() const;

InterferenceModelUid GetUID() const;

private:

virtual void ApplyInterferenceImpl(std::shared\_ptr<Signal> , MapOfSignals) =0 ;

virtual void PrintImpl() const;

static InterferenceModelUid uid\_counter\_;

InterferenceModelUid uid\_;

};

##### Coding and Error

In kernel/definitions/models/coding and kernel/definitions/models/error, the abstract base class of coding and error models have been defined and linked to Implemented function. These models are not used yet.

The abstract base class of coding model is:

/\*\* \brief The Abstract Base Class : CodingModel Class

\* This means that no instance of the CodingModel class can exist.

\* Only classes which inherit from the CodingModel class can exist.

\*

\* \fn ApplyCoding() apply the coding on the signal

\* \fn Print() prints information about the InterferenceModel

\* \fn GetUID() return the UID of the InterferenceModel

\* \fn ApplyCodingImpl() implements the application of coding on the signal

\* \fn PrintImpl() implemetns the Print function

\*\*/

class CodingModel {

public:

CodingModel();

virtual ~CodingModel();

void **ApplyCoding**(std::shared\_ptr<Signal> signal);

void Print() const;

CodingModelUid GetUID() const;

private:

virtual void ApplyCodingImpl(std::shared\_ptr<Signal>) =0 ;

virtual void PrintImpl() const;

static CodingModelUid uid\_counter\_;

CodingModelUid uid\_;

};

The abstract base class of error model is:

/\*\* \brief The Abstract Base Class : ErrorModel Class

\* This means that no instance of the ErrorModel class can exist.

\* Only classes which inherit from the ErrorModel class can exist.

\*

\* \fn ApplyErrors() apply the errors on the signal

\* \fn Print() prints information about the ErrorModel

\* \fn GetUID() return the UID of the ErrorModel

\* \fn ApplyErrorsImpl() implements the application of errors in the signal (to be implemented by derived class)

\* \fn PrintImpl() implemetns the Print function (to be implemented by derived class)

\*\*/

class ErrorModel {

public:

ErrorModel();

virtual ~ErrorModel();

void **ApplyErrors**(std::weak\_ptr<Signal> signal);

void Print() const;

ErrorModelUid GetUID() const;

private:

virtual void ApplyErrorsImpl(std::weak\_ptr<Signal>) =0 ;

virtual void PrintImpl() const;

static ErrorModelUid uid\_counter\_;

ErrorModelUid uid\_;

};

#### Other functions

In kernel/math\_toolbox/rng.h&c, some random generators are defined:

* **get\_random\_distance** returns a random distance

double get\_random\_distance(void);

* **get\_random\_x\_position/ get\_random\_y\_position / get\_random\_z\_position** return a random position on the x/y/z dimension

double get\_random\_x\_position(void);

double get\_random\_y\_position(void);

double get\_random\_z\_position(void);

* **get\_random\_double** returns a random double value in [0,1]

double get\_random\_double(void);

* **get\_random\_double\_range** returns a random double value in [min,max]

double get\_random\_double\_range(double min, double max);

* **get\_random\_integer** returns a random integer value

int get\_random\_integer(void);

* **get\_random\_integer\_range** returns a random integer value in [min,max]

int get\_random\_integer\_range(int min, int max);

* **get\_random\_time** returns a random time in [0, simulation\_end]

uint64\_t get\_random\_time(void);

* **get\_random\_time\_range** returns a random time in [min,max]

uint64\_t get\_random\_time\_range(uint64\_t min, uint64\_t max);