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# OBJECTIVES OF CHAIN

The CHAIn (Combining Heterogeneous Agencies’ Information) system dynamically re-writes queries to databases when mismatches led to query failure.

In general, queries to databases only succeed if they are correctly writing according to the schema of that database, which is only possible if the schema of the database is known in advance. During an emergency response (and, indeed, many other situations), this is plausible in some situations, but emergencies are characterised by their unpredictability and such foresight is not always possible. If one wishes to broadcast a query to all relevant agencies, or to a new agency, or to a previous collaborator who has updated their data sources, for example, a query may fail even if there is relevant data in the data source.

CHAIn sits locally within an agency. When a query to the data sources of that agency fails, CHAIn will use various matching techniques to determine on-the-fly whether there is mismatch between the schema of the query and the schema of the database and, if so, whether there is anything in the database that matches, or approximately matches the query. If so, CHAIn rewrites the query according to the schema of the database and sends back an appropriate response (or responses), together with a score indicating how good the match is and information about the assumptions and approximations made in the match.

# SETTING UP CHAIN

## **GETTING STARTED**

Begin by cloning the repository by running the following in your terminal:

$ git clone https://github.com/lewis785/CHAINJava

$ cd CHAINJava

Note: [Maven](https://maven.apache.org/install.html) must be installed for the project to build. If you're a Mac user with [Homebrew](https://brew.sh/) installed, you can use the brew install maven command.

## **GRADLE**

The project uses Gradle as its build tool and for dependency management.

**Dependencies**

While most dependencies are available on a public repository, SPSM is not. A gradle task will execute a script to retrieve them and build them from github sources.

The following task will do this (though it will be automatically done if the project is built and it is not yet installed):

$ ./gradlew getSPSM

**Testing**

The tests can be executed using gradle. There are two test sets: test and fastTest. The fastTest set only runs a few tests and is completed much faster than the full test set.

The tests can be run using:

$ ./gradlew test

$ ./gradlew fastTest

A test report will be available at /build/reports/(test/fastTest)/index/html

**Building**

The project can be built from gradle. This is done using:

$ ./gradlew build

This will build everything and run the tests. The tests can be ignored by appending -x test and/or -x fastTest. All of the built items will available in the build directory (the jar file will be in build/libs).

**Running**

Gradle can be used to run the main program. This can be done by running

$ ./gradlew run

## **IMPORTING INTO ECLIPSE**

To import into eclipse:

* From the file menu, chooseimport.
* Select Gradle then Gradle Project.
* Press Next, choose the location of the project, then press Finish.

The project will now be imported, but will show errors if the getSPSM task has not been run. To fix this in eclipse:

* From the Gradle Tasks pane, run build→getSPSM and wait of the task to finish.
* In the folder pane, right click on the build.gradle file and select gradle then refresh gradle project - this will cause eclipse to refresh the project, this time finding the SPSM dependencies.

## **IMPORTING INTO INTELLIJ**

To import into intellij

* Close the current project and select import
* Find the location of the project and select the build.gradle file

The project should now be imported. Hover over the icon in the bottom left of the screen and select Gradle to view the Gradle pane. If there are errors in the project it will be because SPSM has not been installed yet.

To fix this, run the getSPSM task by clicking Tasks → build → getSPSM in the Gradle pane.

# RUNNING FILES IN CHAIN

1. Select the file that you want to run by double clicking on the file in the *Package Explorer* panel on the left.
2. To run, click on the green start button on the top panel of Eclipse and there should be appropriate messages printed to the console to let you know what is happening.

**Note:** There are some files that will not do anything when you try to run them. You can check what should happen when you run a specific file by looking up that file in this document.

# FILE STRUCTURE
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# Testing Result Documents

Files that have names ending Test\_Cases.java are tests files and can be found in the tests package. The files write results to a text file in the outputs/testing folder. Most are now structured as JUnit tests with success and failure conditions although some still produce output which needs to be hand checked.

Canonical versions of the test output files are in outputs/testing/copy\_of\_test\_outputs/

## Breakdown of Testing Documents

**Running all the tests** – *CHAINTests.java*

**Task 1 testing documents** – *Task1\_Test\_suite.java*

This task is responsible for testing the core interface with SPSM, i.e. sending a query schema and a set of target schemas to SPSM and returning the list of matches plus its score. Matches are then ranked and filtered by the similarity threshold and any other restrictions.

**Task 2 testing documents** – *Task\_2\_Test\_suite.java*

This task creates repaired schemas and SPARQL queries from the list of matches created from task 1. It runs the SPARQL queries over the target dataset. The following files make up the functionality for this task:

* *Repair\_Schema\_Test\_Cases.java* (which produces *Schema\_Repair\_Tests.txt*)
* *Create\_Query\_Test\_Cases.java* (which produces *Create\_Queries\_Tests.txt*)
* *Run\_Query\_Test\_Cases.java* (which produces *Run\_Queries\_tests.txt*)

**Task 4 testing documents**

* *Schema\_From\_Query\_Test\_Cases.java* (which produces *Schema\_From\_Query\_Tests.txt*)

**Overall CHAIn Functionality**

The overall CHAIn functionality involves passing in a SPARQL query which is then processed and attempted to run over the target dataset. If this query does not successfully run (returning no data) then we will extract a schema from this query. The schema extracted will then be passed into SPSM along with a set of target schemas in order to attain match information which can then be used to create new queries that may be successful. The following file makes up the functionality for this task:

* *Run\_CHAIN.java* runs the complete workflow
* *Run\_CHAIn\_Test\_Cases.java* (which produces *Run\_CHAIn\_Test.txt*)

**Experimental tests**

Work in progress exploring query repair on examples from the Schema Agnostic Query (SAQ 2015) set.

* *SAQ\_Create\_Query\_Tests.java*

CHAIN Implementations

# SPARQL AND SQL

The original version of CHAIn supported SPARQL queries for RDF data. A re-implementation of this version was carried out during the summer of 2017, and is detailed in the section entitled “CHAIn Re-Implementation Specification”.

In 2018, CHAIn was expanded by a group of MEng Software Engineering students to work with simple SQL queries as well as SPARQL. Despite the re-implementation of the SPARQL version, there were still issues with CHAIn which made it tricky to expand. The SPARQL impementation was tightly coupled with the data source and so expanding the code to also work with SQL would have further increased the coupling and would have made the code very messy and even more difficult to expand in the future.

A decision therefore needed to be made as to the immediate focus of the project: whether it was more useful to refactor the current code to reduce coupling and make CHAIn more expandable for any future data-sources; or whether to create a new implementation for SQL data which was separate from the original implementation.

It was decided that the SQL expansion would be most useful at this stage. This would allow a new interface to be created which would layout the structure to be used for any future data formats which would be added, while also providing an uncoupled implementation which would work for very simple SQL queries. The SPARQL code could then be refactored to use this new interface at a later date.

Details of the SQL implementation can be found in the section entitled “SQL Implementation”.

CHAIN Re-IMPLEMENTATION SPECIFICATION

# CHAIN Re-Implementation Specification

The CHAIN Re-Implementation was divided into four main phases corresponding to four different parts of the CHAIN workflow.

# 1. SPSM Core functionality

Given a query schema and a set of dataset schemas, run SPSM and create a Java data structure which holds the results of the SPSM matches.

## Process

* Write the query schema to source.txt
* For each dataset schema
  + Write a dataset schema to target.txt
  + Call spsm
  + Read the result from result.txt
  + If there is a match
    - Add the result to the data structure. The result contains
      * The score for the match
      * The components of the match
* Results are filtered according to a minimum score or number of results required, and sorted by score
* Write the data structure out to two text files
  + in a Prolog–readable format (to maintain backwards compatibility)
  + in a human-readable form (easier to read than Prolog)

## Input and output Data structures

The schemas are a set of nested terms (see query and dataset examples below). The current format is a series of camel-case phrases, starting with a lowercase letter. The query and dataset schemas should allow nesting even though the current version of CHAIn doesn’t need this.

## Example query schemas

1. water(timePeriod,geo,measure,resource)
2. auto(brand,name, color)
3. measurement(reporter,node,level,date)

## Example datasource schemas

1. car(year,brand, colour)
2. car(year,brand,colour,price(currency,value))
3. reading(reporter,node,date,water\_level)
4. measurement(area,wind\_speed,direction)
5. waterBodyPressures(activity,activityCode,affectsGroundwater,assessmentCategory,assessmentParameter,atGepCurClassYear,atGepCurrentPeriod,atGepNextPeriod,atGepPeriodAfterNext,atGepSysdate,comments,dataSource,eiAfterConfidence,eiCurrentConfidence,eiCurrentFailReason,eiNextConfidence,eiNextFailReason,envImprovementAfterNext,envImprovementCurrent,envImprovementNext,hawbDesignationInd,identifiedDate,industrySector,industrySectorCode,isPrimary,locationCode,pressureId,pressureType,protectedAreaId,purpose,purposeCode,swAsset,swmiSector,waterBodyId)

## Code and tests

*Match\_struc.java*

*Node.java*

*Call\_spsm.java*

*Best\_match\_results.java*

*SPSM\_Test\_Cases.java (which produces Call\_SPSM\_Tests.txt)*

*Match\_Results\_Test\_Cases.java (which produces Filter\_Limit\_Tests.txt)*

*SPSM\_Filter\_Results\_Test\_Cases.java (which produces Task\_1\_Tests.txt)*

*Task1\_Test\_Suite.java (which runs the testing files for task 1)*

# 2. Create and Execute a SpARQL query from a schema

Take a schema which may be the result of an SPSM match and use it to create a query and call Jena ARQ

Queries are created using the Jena SPARQL API library *https://jena.apache.org/documentation/query/app\_api.html*

## Parameters to be set

* Whether to use a FROM statement or a TYPE statement for the predicate
* The location of the dataset(s)
* Which ontology mapping file to use
* Maximum number of results to return (or return all results)

## Data structures

* Input Query schema represented as Java string
* Input Dataset schema represented as a Java string
* The result of a match from SPSM
* The repaired query (as a tree)
* A data structure which describes the original query and gives mappings from the input query schema to the ontologies used, and mappings from the schema elements to the query data objects
* An ontology mapping file which maps the schema atoms onto full International Resource Identifiers
* Output: result from Jena ARQ
  + Did the query run successfully?
    - If it failed, why?
      * E.g. No dataset found, error in the Sparql …
  + If the query ran, were any results produced?
  + An output file or data structure which contains the results

## Process

* Create a repaired schema (or schemas) from the SPSM match result
  + This should be an internal structure, but also printed out as a string for tracing / debugging
* Create a Sparql query
  + This might just be a set of parameters for the Jena API
  + Ideally this should be printed out as a string for tracing / debugging
* Call the Jena API with the Sparql query
* Return the results

## Code and tests

*Match\_struc.java*

*Node.java*

*Repair\_Schema.java*

*Create\_Query.java*

*Run\_Query.java*

*Query\_Data.java*

*Repair\_Schema\_Test\_Cases.java (which produces Schema\_Repair\_Tests.txt)*

*Create\_Query\_Test\_Cases.txt (which produces Create\_Queries\_Tests.txt)*

*Run\_Query\_Test\_Cases (which produces Run\_Queries\_Test.txt)*

*Task2\_Test\_Suite.java*

# 3. Data Repair

The objective is to take a query which has been generated from a repaired schema but has failed to return any results, and to change the data matching part of the query so as to improve the matching. At present this consists of replacing all object data in the query with variables.

## Parameters to be set

* Whether to use a FROM statement or a TYPE statement for the predicate
* The location of the dataset(s)
* Which ontology mapping file to use
* Maximum number of results to return (or return all results)

## Data Structures

* Input Query schema represented as Java string
* Input Dataset schema represented as a Java string
* The result of a match from SPSM
* The repaired query (as a tree)
* A data structure which describes the original query and gives mappings from the input query schema to the ontologies used, and mappings from the schema elements to the query data objects
* An ontology mapping file which maps the schema atoms onto full International Resource Identifiers

## Process

This is the original process for creating a query from the earlier Java versions of the system. The process was extended to include data.

After a SPARQL query has been generated from a schema and run and does not return any data, a version of the query is generated from the same schema with all object fields replaced by variables.

## Code and tests

The repair process is called by *Run\_CHAIn.java* and implemented by *Create\_Query.java*

*Run\_CHAIn.java*

*Match\_struc.java*

*Node.java*

*Repair\_Schema.java*

*Create\_Query.java*

*Run\_Query.java*

*Query\_Data.java*

*Run\_CHAIN.java*

*Run\_CHAIN\_Test\_Cases – Test 8.0.6* is an explicit test of this process*.*

Nb there are no tests with data repair in *Run\_Query\_Test\_Cases.java* or *Create\_Query\_Test\_Cases.java*

# 4. Create a CHAIN Schema from a SPARQL query

## Background

The objective is to consider the incoming failed query and extract from it the structure which can be used for matching and repair. This was not part of the original CHAIN system. In principal we could try to extract a schema from any Sparql query by ignoring irrelevant material and picking out the components that are useful for schema matching. But SPARQL is a powerful and expressive language, more expressive than the CHAIn schema language. This leads to two issues

1. Ambiguity – different Sparql queries could lead to the same schema
2. Ambiguity- there is more than one reasonable way to create a schema from a given Sparql query or a dataset, and so different possible schemas could be created depending on how the query is structured. There may not be a consistent (rather than *ad hoc*) way to extract a schema which is effective in all contexts.

For this implementation we have initially specified a subset of Sparql queries from which we expect to extract a consistent and meaningful CHAIn schema. Outside this subset there are other queries from which it is not possible to extract a meaningful schema. To manage the ambiguity issues

1. It is acceptable that different Sparql queries might lead to the same schema if details of the original query can be reconstructed when the repaired query is reconstructed.
2. Parameters can be used to indicate how best to extract the schema from the Sparql query. As exemplars two different styles of query are used for which we expect to create schemas (SEPA style and DBpedia style) and therefore there are two different extraction methods. Other styles may be possible in future.

Initially CHAIn extracts schemas from queries about the properties of a single entity. For example, suppose we want to answer a query about a city where a flood disaster has occurred. We want to know about rivers in the city and the city population.

|  |
| --- |
| Sparql Query |
| PREFIX rdf: <http://www.w3.org/1999/02/22-rdf-syntax-ns#>  PREFIX ont: <http://data.ont.org.uk/example/ont/ />  PREFIX data: <http://data.ont.org.uk/example/data/ /  SELECT \* WHERE  { ?city rdf:type ont:City ;  ont:hasDisaster data:flood ;  ont:hasRiver ?river ;  ont:hasPopulation ?pop .  } |
| Schema  City(hasDisaster, hasRiver, hasPopulation) |

The next example queries information about cities of more than 10M people where there has been a flood. The FILTER is ignored and only the central part of the is represented in the schema.

|  |
| --- |
| Sparql Query |
| PREFIX rdf: <http://www.w3.org/1999/02/22-rdf-syntax-ns#>  PREFIX ont: <http://data.ont.org.uk/example/ont/ />  PREFIX data: <http://data.ont.org.uk/example/data/ /  SELECT \* WHERE  { ?city rdf:type ont:City ;  ont:hasDisaster data:flood ;  ont:hasRiver ?river ;  ont:hasPopulation ?pop .  } FILTER ?pop > 10 |
| Schema  City(hasDisaster, hasRiver, hasPopulation) |

One example from which we cannot extract a schema is query over multiple linked entities (in database terms this is a JOIN) An example of information about cities which have had floods and also to query the depth of all the rivers. Cities and Rivers are each represented in a separate entity.

|  |  |
| --- | --- |
| Sparql Query |  |
| PREFIX rdf: <http://www.w3.org/1999/02/22-rdf-syntax-ns#>  PREFIX ont: <http://data.ont.org.uk/example/ont/ />  PREFIX data: <http://data.ont.org.uk/example/data/ /  SELECT \* WHERE  { ?city rdf:type ont:City ;  ont:hasDisaster data:flood ;  ont:hasRiver ?river ;  ont:hasPopulation ?pop .  ?river rdf:type ont:River ;  ont:hasDept ?depth  } | |
| Not clear what schema structure we need! Two separate schemas?  City(hasDisaster, hasRiver, hasPopulation)  River(hasDepth) | |

## Process

For the set of meaningful queries:

* Create schemas for SELECT queries, i.e. queries which return a table of results (not for ASK, CONSTRUCT or DESCRIBE)
* Depending on the query style, the query must contain a FROM or no schema is created
  + For query style 1 (Sepa) the FROM term is used to create the schema predicate
  + For other styles FROM is ignored
* Do not include named graphs
* Only work with simple conjunctive queries about a single entity.So for each RDF triple of <subject, property, object> :
  + The property is never a variable
  + The subject is either a constant (the same constant for the whole query) or else a variable (also the same variable for the query)
  + The object may either be a variable or a constant
  + NB Later extension: A query about more than one subject might need to create more than one schema, or it might use nested schemas.
  + We do not deal with UNION (disjunction)
* Depending on the schema style, the query must contain an rdf:type or no schema is created
  + For query style 2 (DBpedia style) rdf:type forms the CHAIN schema predicate
  + Without rdf:type it is not clear how to form a CHAIN schema predicate
  + For other query styles the type is treated as just another parameter
* Strip off solution modifiers:
  + Projection (i.e. only keeping specific variables), OFFSET/LIMIT, ORDER BY, DISTINCT
  + Strip off value constraints (FILTER)
  + Strip of COUNT
  + Luckily a lot of these modifiers can simply be ignored

## Detailed examples – Queries over the SEPA dataset

These queries have a single subject but they don’t have a type.

|  |  |
| --- | --- |
| Query | Sparql Query |
| 17 | PREFIX geo: <http://www.w3.org/2003/01/geo/wgs84\_pos#>  PREFIX sepaw: <http://data.sepa.org.uk/ont/Water#>  PREFIX sepaidloc: <http://data.sepa.org.uk/id/Location/>  PREFIX rdf: <http://www.w3.org/1999/02/22-rdf-syntax-ns#>  PREFIX sepaidw: <http://data.sepa.org.uk/id/Water/>  SELECT \*  FROM <file:///home/dsb5/CHAIN/chain-may-2017/chain/code/daisy-spsm/queryRespond/datasets/sepa/waterBodyPressures.n3>  WHERE  { ?id sepaw:dataSource ?dataSource .  ?id sepaw:identifiedDate ?identifiedDate .  ?id sepaw:affectsGroundwater ?affectsGroundwater .  ?id sepaw:waterBodyId ?waterBodyId  } |
| The schema predicate is extracted from dataset name, in the **FROM** part of the query.  All the parts of the query should refer to the same **rdf subject**  The schema parameters are extracted from the **rdf property** part of the triple (possibly referred to as the predicate)  The **rdf object** part of the triple (?dataSource , ?identifiedDate, ?affectsGroundwater, ?waterBodyId are ignored. | |
| waterBodyPressures(dataSource, identifiedDate, affectsGroundwater, waterBodyId) | |

## Detailed Examples - DBpedia queries

These are example Sparql queries that we expect to handle, with a single rdf subject, and a type. The type is used as the schema predicate.

|  |  |
| --- | --- |
| Example  Queries | Sparql  CHAIn Schema |
|  |  |
| 01 | PREFIX dbo: <http://dbpedia.org/ontology/>  PREFIX res: <http://dbpedia.org/resource/>  PREFIX rdf: <http://www.w3.org/1999/02/22-rdf-syntax-ns#>  SELECT DISTINCT ?uri  WHERE  { ?uri rdf:type dbo:City .  ?uri dbo:isPartOf res:New\_Jersey .  ?uri dbo:populationTotal ?inhabitants  FILTER ( ?inhabitants > 100000 )  } |
| The FILTER is ignored  All the parts of the query should refer to the same **rdf subject**  The schema predicate is extracted from the rdf **object** part of the **rdf:type** triple  The schema parameters are extracted from the **rdf property** part of the triple (possibly referred to as the predicate)  The other **rdf object** parts of the triple (res:New\_Jersey, ?inhabitants) are ignored. | |
| City(isPartOf, populationTotal) | |
|  | |
| 02 | PREFIX yago: <http://dbpedia.org/class/yago/>  PREFIX res: <http://dbpedia.org/resource/>  PREFIX dbp: <http://dbpedia.org/property/>  PREFIX rdf: <http://www.w3.org/1999/02/22-rdf-syntax-ns#>  SELECT DISTINCT ?uri  WHERE  { ?uri rdf:type yago:WikicatStatesOfTheUnitedStates .  ?uri dbp:timezone ?x  FILTER ( ?uri != res:Utah )  } |
| The FILTER is ignored  All the parts of the query should refer to the same **rdf subject**  The schema predicate is extracted from the rdf **object** part of the **rdf:type** triple  The schema parameters are extracted from the **rdf property** part of the triple (possibly referred to as the predicate)  The other **rdf object** parts of the triple (?x) are ignored. | |
| WikicatStatesOfTheUnitedStates(timezone) | |
|  | |
| 09 | PREFIX dbo: <http://dbpedia.org/ontology/>  PREFIX rdf: <http://www.w3.org/1999/02/22-rdf-syntax-ns#>  SELECT DISTINCT ?uri  WHERE  { ?uri rdf:type dbo:ChessPlayer .  ?uri dbo:birthPlace ?x .  ?uri dbo:deathPlace ?y  FILTER ( ?x = ?y )  } |
| The FILTER is ignored  All the parts of the query should refer to the same **rdf subject**  The schema predicate is extracted from the rdf **object** part of the **rdf:type** triple  The schema parameters are extracted from the **rdf property** part of the triple (possibly referred to as the predicate)  The other **rdf object** parts of the triple (?x, ?y) are ignored. | |

## Code and Tests

*Create\_query.Java*

*Run\_query\_test\_cases.java*

*Create\_Query\_Test\_Cases.txt* (which produces *Create\_Queries\_Tests.txt*)

description of implementation files

# MATCH\_STRUC.JAVA

Match\_struc is the data structure that holds all the information about a source schema. It was originally orginrally intended to hold match information for a source schema but it holds other information such as the repaired query

## BASIC FUNCTIONALITY

Data structure that has been created to store the results that are returned after calling SPSM. The structure allows for easy interaction to find out information about the match details with a certain target schema.

## DESIGN

This java file represents a class that is responsible for creating an object that is used to store details about a schema/query to allow repairs to take place to successfully query a dataset.

## PRIVATE VARIABLES/FIELDS

***similarity***

This is the variable that stores the similarity value between the source and this current target schema. (double)

***dataset***

This variable holds the name of the target schema that this structure is representing the results for. (String)

***matches***

List of arrays containing the match concepts between the source and this current target schema. (ArrayList of String arrays

***repairedSchemaTree***

Tree structure that represents the repaired schema in a tree form. (Node)

***For example:*** If the schema is *document(title,author)* then the tree will look like the following where *document* is the root node with two child nodes with the values *author* and *title*,

![](data:image/png;base64,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)

***repairedSchema***

This variable holds the repaired schema in a format that can easily be read. (String)

***numMatches***

Stores the total number matches which is calculated by the number of elements in the matches ArrayList. (int)

***query***

Stores the query that has been produced using the repaired schema (*String*)

## METHODS

***public Match\_Struc (double sim, String targetSchema)***

Constructor that is responsible for initialising the Match\_Struc variable with the similarity value and the name of the target schema.

***public void setSimilarity (double sim)***

Sets the similarity of this match to be the value passed in as the parameter, *sim.*

***public void setDatasetSchema (String targetSchema)***

Sets the target schema to be the String that is passed in as the parameter, *targetSchema*.

***public void addMatch (String[] match)***

Responsible for adding another match concept to the list of matches stored in the ArrayList<String[]> called *matches.*

***public int getNumMatches ()***

Returns the total number of matches based on the number of elements inside *matches*.

***public double getSimValue ()***

Returns the similarity value for that target schema.

***public String getDatasetSchema ()***

Returns the name of the target schema.

***public ArrayList<String[]> getMatches ()***

Returns the ArrayList of arrays containing the match concept details.

***public String[] getMatchAtIndex (int index)***

Returns the specific match concept detail at the specified index passed as a parameter, *index*.

***public void setRepairedSchemaTree (Node schemaTree)***

Sets the repaired schema tree from the parameter, *schemaTree*.

***public void setRepairedSchema (String stringSchema)***

Sets the String version of the repaired schema from the parameter, *stringSchema*.

***public String getRepairedSchema ()***

Returns the String version of the repaired schema.

***public Node getRepairedSchemaTree ()***

Returns the repaired schema as a tree structure.

***public void setQuery(String matchQuery)***

Sets the query for this match structure.

***public String getQuery()***

Returns the query for this structure.

## ASSOCIATED TEST FILES

*SPSM\_Test\_Cases.java* (which produces *Call\_SPSM\_Tests.txt*)

*Match\_Results\_Test\_Cases.java (*which produces *Filter\_Limit\_Test.txt)*

*SPSM\_Filter\_Results\_Test\_Cases.java* (which produces *Task\_1\_Tests.txt)*

*Task1\_Test\_Suite.java* (which runs the testing files for task 1)

## USES

Node.java

## Used By

Call\_spsm.java

Best\_match\_results.java

Repair\_Schema.java

Create\_query.java

Run\_query.java

Schema\_from\_query

## RUNNING THIS FILE

-

# NODE.JAVA

Simple tree data structure used as part of Match\_Struct to store schemas in a tree fornal

## BASIC FUNCTIONALITY

Structure that is being used to store the repaired schema tree that consists of a node that has a value and a list of children nodes.

## DESIGN

This java file represents a class that is responsible for creating a tree object that is used to store the breakdown of a schema.

## PRIVATE VARIABLES/FIELDS

***value***

Holds the value of the node such as the predicate or parameter name (*String*)

***children***

The list of nodes that are the children of the current node (*List<Node>*)

## METHODS

***public Node(String val)***

The constructor that creates the node structure and sets the value of that node.

***public void addChild(Node child)***

Adds the node, *child*, to the list of children nodes.

***public String getValue()***

Returns the value of the current node as a String.

***public List<Node> getChildren()***

Returns the list of children nodes.

***public ArrayList<String> getChildrenValues()***

Returns a list containing the values of all the children nodes.

***public Boolean hasChildren()***

Returns whether or not the node has any children nodes.

***public int getNumChildren()***

Returns the total number of children nodes.

***public String printTree()***

Prints out the tree as a repaired schema.

***public String printChildren(List<Node> childrenList)***

Prints out the children in the tree to create the repaired schema as a *String*.

***public void addToTree(String[] paramParts)***

Modifies the tree to add a list of parameters correctly into the current tree.

## ASSOCIATED TESTING DOCUMENTS

*Repair\_Schema\_Test\_Cases.java* (which produces *Schema\_Repair\_Tests.txt)*

## RUNNING THIS FILE

-

## USES

.

## USED BY

Match\_struc

# ONTOLOGY\_STRUC.JAVA

Holds the ontology information for building SPARQL queries from schemas (and vice versa)

## BASIC FUNCTIONALITY

Structure that is used to store the ontology structure being used to create the queries.

## DESIGN

This java file represents a class that is responsible for storing the details of an ontology file to allow for other methods to access whilst creating queries.

## PRIVATE VARIABLES/FIELDS

***name***

The name of the ontology structure (*String*) The abbreviated name for the prefix

***link***

The ontology prefix in full (*String*)

***properties***

The list of properties associated with the ontology prefix (*String[]*) These are the RDF suffix for each property

## METHODS

***public Ontology\_Struc(String ontName, String ontLink, String[] ontProperties)***

Constructor for creating an ontology structure.

***public void setName(String ontName)***

Sets the name of the structure.

***public String getName()***

Returns the name of the structure.

***public void setLink(String ontLink)***

Sets the link for the structure.

***public String getLink()***

Returns the link of the structure.

***public void setProperties(String[] ontProperties)***

Sets the properties or key words associated with the structure.

***public String[] getProperties()***

Returns the list of key words or properties associated with the structure.

## ASSOCIATED TESTING DOCUMENTS

*Create\_Query\_Test\_Cases.java* (which produces *Create\_Queries\_Tests.txt*)

## RUNNING THIS FILE

-

## USES

.

## USED by

Create\_query.java

Schema\_from\_query.java?

# CALL\_SPSM.JAVA

Calls SPSM on source and target schemas

## BASIC FUNCTIONALITY

This class is responsible for takes in a target and a set of source schemas and calls SPSM with these schemas. Computes It will then store the results as an ArrayList of Match\_Struc objects, with a similarity score for each match.

## DESIGN

**Inputs**

* ArrayList of type Match\_Struc objects where you want the results to be stored
* String version of source schema
* String version of target schema

**Process**

* Calls SPSM with the source and target schema, then picks out the returned results and stores as Match\_Struc objects into the ArrayList that was passed in as an input

**Outputs**

* ArrayList of type Match\_Struc objects containing the results from calling SPSM ***OR*** null if there has been a problem with calling SPSM

## PRIVATE VARIABLES/FIELDS

***targetList***

Used temporarily for splitting the target schema String if there are more than one target schema within the String. This allows the application to then call SPSM for each individual target schema. (*String[]*)

## METHODS

***public ArrayList<Match\_Struc> callSPSM (ArrayList<Match\_Struc> results, String sourceSchema, String targetSchemas)***

Retrieve the schemas from the user, either through the console or as a parameter which gets written to their respective files. Then calls SPSM with the scoruce schema, repeatedly for each target schema.

***public ArrayList<Match\_Struc> callSPSMOnce (ArrayList<Match\_Struc results, String targetSchema)***

Makes the call to SPSM using a bash file called *call-spsm.sh.* This should allow for SPSM to run and then write the results out as a serialised object to *serialised-results.ser*. It will then call the appropriate method to read this file and store the results in a Match\_Struc object.

***public ArrayList<Match\_Struc> readSerialisedResults (ArrayList<Match\_Struc> results, String targetSchema)***

Responsible for reading the serialised object from *serialised-results.ser* and calls the appropriate method to parse the results and stores what is required for CHAIn.

***public ArrayList<Match\_Struc> parseMatchObject (ArrayList<Match\_Struc> results, String targetSchema, IContextMapping<INode> mapping)***

Reads the information stored in the object read in (from SPSM) and picks out the data that is required for use by CHAIn.

***public String getNodePathString (INode node)***

Responsible for taking in a *INode* object (from SPSM) and turns it into something readable so that we can store the match concepts in a convenient way.

## ASSOCIATED TESTING DOCUMENTS

*SPSM\_Test\_Cases.java* (which produces *Call\_SPSM\_Tests.txt*)

*SPSM\_Filter\_Results\_Test\_Cases.java* (which produces *Task\_1\_Tests.txt)*

*Task1\_Test\_Suite.java* (which runs the testing files for task 1)

## RUNNING THIS FILE

Running this file will call SPSM with the source and target schemas that have been declared in the *main* method and will then print out the results that have been returned from SPSM by printing out the target schema, it’s similarity to the source schema and the match concepts.

## Uses

Match\_struc.java

## Used By

Run\_CHAIN.java

# BEST\_MATCH\_RESULTS.JAVA

Sorts and filters the schema match results from SPSM. Sorts by similarity score. Filters by similarity score threshold and/or by number of matches required.

## BASIC FUNCTIONALITY

Responsible for taking results after calling SPSM and then filtering to ensure each result is over the determined threshold, cut the number of results to the desired *n* and sort them so that the match with the highest similarity is at the top of the list.

## DESIGN

**Inputs**

* ArrayList of type Match\_Struc containing a list of matches returned from calling SPSM
* The threshold that you want the similarity value of the results to have as a minimum (where passing in 0 will not filter/limit the results)
* The maximum number of results you want returned (where passing in 0 will not filter/limit the results)

**Process**

* After taking in the list of results after calling SPSM, we remove any elements in the list that are not equal to or greater than the threshold value and then sort the list so that elements are in descending order based on their similarity value. Finally, the list is restricted in size based on the maximum number of elements that were requested

**Outputs**

* ArrayList of Match\_Struc objects that have been filtered based on the threshold value and limit that has been passed in

## PRIVATE VARIABLES/FIELDS

-

## METHODS

***public ArrayList<Match\_Struc> getThresholdAndFilter (ArrayList<Match\_Struc> results, Double threshVal, int limNum)***

Start off by taking in the results, threshold value and the number of results wanted but if these values haven’t been passed in through parameters, then ask the user to enter them through the console. It will then strip off any matches that are lower than the threshold value that has been entered.

***public ArrayList<Match\_Struc> sortResultingMatches (ArrayList<Match\_Struc> filteredRes, int limitNo)***

This method will sort the resulting matches after they have been filtered to ensure that only those greater than or equal to the threshold value are left. These matches are sorted so that the matches with the highest similarity value is at the top of the list.

***public void displayResults (ArrayList<Match\_Struc> res)***

This method is used to print out the results after they have been filtered and sorted.

## ASSOCIATED TEST FILES

*Match\_Results\_Test\_Cases.java* (which produces *Filter\_Limit\_Tests.txt)*

*SPSM\_Filter\_Results\_Test\_Cases.java* (which produces *Task\_1\_Tests.txt)*

*Task1\_Test\_Suite.java* (which runs the testing files for task 1)

## RUNNING THIS FILE

Running this file will use the Match\_Struc variables in the list of results and filter the list to ensure that anything in the list if over a specified threshold and that there are n number of entries if specified by the user. The *main* method will then print out each element in the list after filtering and sorting the list.

## Uses

Match\_struc.java

# REPAIR\_SCHEMA.JAVA

Create repaired schemas from the (filtered) results of SPSM

## BASIC FUNCTIONALITY

Responsible for taking in an ArrayList of Match\_Struc objects and going through each one and creating a repaired schema based on the relation between the original source and target schemas.

## DESIGN

**Inputs**

* ArrayList of Match\_Struc objects

**Process**

* For each of the elements in the list passed in, create a repaired schema based on the details from comparing the source and target schemas after calling SPSM

**Outputs**

* ArrayList of Match\_Struc objects where each element now has a repaired schema attribute/field

## PRIVATE VARIABLES/FIELDS

-

## METHODS

***public ArrayList<Match\_Struc> prepare (ArrayList<Match\_Struc> matchRes)***

Takes in the ArrayList of objects and starts processing them in turn to create a repaired schema.

***public Match\_Struc repairSchema(Match\_Struc matchStructure)***

Creates a tree structure of the schema and adds that as a field to the Match\_Struc object based on the relation between the source and target schemas. It also adds a String version of the repaired schema as a field to the Match\_Struc object.

***public Node modifyRepairedTree(Node root, String concept)***

Using the relation concept data, the tree is modified to ensure that there are only links to parts of the schema that we think there is a match with. This tree is then returned.

## ASSOCIATED TEST FILEs

*Repair\_Schema\_Test\_Cases.java* (which produces *Schema\_Repair\_Tests.txt*)

*Create\_Query\_Test\_Cases.java* (which produces *Create\_Queries\_Tests.txt*)

## RUNNING THIS FILE

Running this file will go take in the source and target schemas, call SPSM and then create the repaired schema based on the match details between these two original schemas. The results will be printed to the console.

## USES

Match\_struc.java

## Used by

Run\_Chain.java

# CREATE\_QUERY.JAVA

Create a SPARQL query from a (repaired) CHAIN schema

## BASIC FUNCTIONALITY

Responsible for using the repaired schema to create either a sepa or dbpedia query, this query is then added as a field onto the Match\_Struc object structure.

## DESIGN

**Inputs**

* ArrayList of Match\_Struc objects with elements containing repaired schemas that you want to create queries for
* The query type as a string (either sepa or dbpedia)
* The directory of the dataset if local as a string otherwise null
* The maximum number of results you want returned

**Process**

* For each of the elements in the list of Match\_Struc objects, we create either a sepa or dbpedia query based on the repaired schema that is stored as a field of a Match\_Struc element. This query is then stored as an attribute/field

**Outputs**

* ArrayList of Match\_Struc with elements now containing a query as a string

## PRIVATE VARIABLES/FIELDS

-

## METHODS

***public ArrayList<Match\_Struc> createQueries(ArrayList<Match\_Struc> matchRes, String queryType, String additionalInfo)***

Creates the ontology structure and then creates a query for each of the repaired schemas in the list of Match\_Struc objects.

***public String createQuery(Type, Match\_Struc matchDetails, String datafileDir, int noResults)***

Creates one query for one repaired schema, of either sepa or dbpedia type.

***public String createSepaQuery(Match\_Struc matchDetails, String datafileDir, int noResults)***

Creates one local sepa query from the match structure.

***public String createDbpediaQuery(Match\_Struc matchDetails, int noResults)***

Creates one remote dbpedia query from the match structure.

***public ArrayList<Ontology\_Struc> setupPrefixes(JSONArray jsonArr, ArrayList<Ontology\_Struc> ontologies)***

Reads ontology file and processes it into Ontology\_Struc objects.

***public String writePrefix(ArrayList<Ontology\_Struc> ontologies)***

Writes prefixes for query through reading the Ontology\_Struc objects.

***public String dataMatching(List<Node> children, ArrayList<Ontology\_Struc> ontologies)***

Finds what ontology file a specific key word or property is from or relates to.

## ASSOCIATED Test files

*Create\_Query\_Test\_Cases.txt* (which produces *Create\_Queries\_Tests.txt*)

## RUNNING THIS FILE

Running this file will setup a sepa or dbpedia query based on the repaired schema produced from calling SPSM on the target and source schemas. These details are specified in the *main* method. It also prints out the repaired schema and the query string created.

## USES

Match\_struc.java

Ontology\_struc.java

## USED BY

Run\_CHAIN.java

# RUN\_QUERY.JAVA

Run a SPARQL query locally or remotely using JENA

## BASIC FUNCTIONALITY

Responsible for running either a sepa or dbpedia query.

## DESIGN

**Inputs**

* Match\_Struc object containing the query as a string that you want to run
* The type of query as a string (either sepa or dbpedia)
* The directory of the dataset as a string if local otherwise null

**Process**

* The query stored as a field on the Match\_Struc object that has been passed in gets extracted and then the query gets setup and run with the details of this dependent on whether it is a sepa or dbpedia query

**Outputs**

* Results from running the query or error messages if the query was unable to run are printed to the console

## PRIVATE VARIABLES/FIELDS

-

## METHODS

**public boolean runQuery(Match\_Struc current, String queryType, String datasetDir)**

Responsible for selecting the correct method for running either a sepa or dbpedia query based on the *queryType* parameter that has been passed in.

**public boolean runSepaQuery(String query, String datasetToUseDir, Match\_Struc currMatchStruc)**

Responsible for running the sepa query that has been passed into this method.

**public boolean runDbpediaQuery(String query, Match\_Struc currMatchStruc)**

Responsible for running the dbpedia query that has been passed into this method.

## ASSOCIATED TESTING DOCUMENTS

*Run\_Query\_Test\_Cases* (which produces *Run\_Queries\_Test.txt*)

## RUNNING THIS FILE

Running this file will run either a sepa or dbpedia query depending on the setup in the *main method.* It also prints out the query that it is trying to run followed by the results if the query has run successfully with data returned.

## USES

Match\_struc.java

## USED by

Run\_CHAIN.java

# SCHEMA\_FROM\_QUERY.JAVA

Extract a CHAIN schema from a SPARQL query

## BASIC FUNCTIONALITY

Responsible for taking in either a sepa or dbpedia query that is valid and creating a CHAIn schema for that specific query.

## DESIGN

**Inputs**

* Query as a string
* The type of the query as a string (either sepa or dbpedia)

**Process**

* Parts of the query are extracted to create a schema represented as a tree which is then stored in a Match\_Struc object

**Outputs**

* Match\_Struc containing the details of the schema created from the query that was originally passed in

## PRIVATE VARIABLES/FIELDS

-

## METHODS

**public Match\_Struc getSchemaFromQuery(String query, String queryType)**

Initial method that gets passed in the query as a string and the type of query it is (either sepa or dbpedia). This information is then used to determine whether we need to parse a sepa or dbpedia query and calls methods accordingly to get this information. Also responsible for returning the result as a Match\_Struc object with the schema stored as the repaired schema string and also represented as a tree.

**public Match\_Struc schemaFromSepaQuery(String query, Match\_Struc res)**

Responsible for taking in the sepa query and using parts of this query in order to create a schema specific for it. This schema is then added to the *res* parameter as a string and represented as a tree before returning it.

**public Match\_Struc schemeFromDbpediaQuery(String query, Match\_Struc res)**

Responsible for taking in the dbpedia and using parts of this query in order to create a schema specific for it. This schema is then added to the *res* parameter as a string and represented as a tree before returning it.

**public Node createTreeFromSchemaString(String schemaStr)**

Takes in the schema represented as a string and parses this string to create the tree representation of the schema which then gets returned.

## ASSOCIATED TESTING DOCUMENTS

*Schema\_From\_Query\_Test\_Cases.java* (which produces *Schema\_From\_Query\_Tests.txt*)

## RUNNING THIS FILE

Running this file will create a schema for either a sepa or dbpedia query depending on the setup in the *main method.* It then prints out the schema that has been created.

## USES

Match\_struc.java

Ontology\_stru.javac ?

## USED by

Run\_CHAIN.java

# RUN\_CHAIN.JAVA

Run the complete CHAIN workflow as implemented so far.

## BASIC FUNCTIONALITY

Responsible for running the overall CHAIn functionality when passed in a query, target schema, the number of results you want returned from the query, the similarity value threshold and the maximum number of queries you want produced.

Tries the input SPARQL query; if the query fails, extract a schema from the query; run SPSM on the query schema and target schemas; sort and filter the results; create repaired schemas and SPARQL queries and run them.

## DESIGN

**Inputs**

* The query as a string
* The type of query as a string (either sepa or dbpedia)
* The target schema(s) as a string with each schema being separated by a ‘;’
* The maximum number of results you want printed after running the new queries
* The threshold of the similarity value that you want matches from SPSM to meet the condition of (where passing in 0 will not limit/filter the results)
* The maximum number of matches from SPSM that you want to create queries from (where passing in 0 will not limit/filter the results)
* A PrintWriter that you want the results to be printed out to ***OR*** null

**Process**

* Start off by trying to run the initial query that has been passed in and if this query does not successfully run with no results returned then it will call SPSM with the schema from this query along with the target schemas to create new queries from this information that will then be run

**Outputs**

* There are no data structures returned from this, however, there will be messages printed to the console and if you choose to pass in a PrintWriter then a file will be produced with commentary of what happened during runtime. This file can be found in *outputs/testing/Run\_CHAIn\_Tests.txt*.

## PRIVATE VARIABLES/FIELDS

***getSchema***

The instance of the class Schema\_From\_Query.java that extracts a schema from a query (*Schema\_From\_Query*)

***spsm***

The instance of the class Call\_SPSM.java that calls SPSM with two schemas and works out the similarity between the two (*Call\_SPSM*)

***filterRes***

The instance of the class Best\_Match\_Results.java that filters the results after calling SPSM (*Best\_Match\_Results*)

***repairSchema***

The instance of the class Repair\_Schema.java that uses the match concept information returned from SPSM in order to create a schema (*Repair\_Schema*)

***createQuery***

The instance of the class Create\_Query.java that creates either a sepa or dbpedia query depending on the schema that has been created (*Create\_Query*)

***runQuery***

The instance of the class Run\_Query.java that runs either a sepa or dbpedia query (*Run\_Query*)

## METHODS

**public void startCHAIn (String query, String queryType, String targetSchemas, int queryLim, double simThresholdVal, int resLimit, PrintWriter fOut)**

This method starts off by trying to run the query that has been passed in and if it runs successfully then returns. If we have an invalid query that cannot be run then we also return. Otherwise we start to repair and once that has been completed we try to run the new queries that have been produced.

**public ArrayList<Match\_Struc> startRepair(Match\_Struc current, String targetSchemas, String queryType, String dataset, int queryLim, double simThresholdVal, int resLimit)**

Starts off by calling SPSM with the schema extracted from the initial query along with the target schemas that have been passed in by the user. If SPSM returns no results then we return null otherwise we filter the results, create a repaired schema and then create the associated query for that schema. This information is stored as a list of Match\_Struc objects which is then returned as an ArrayList.

**public Boolean runRepairedQueries(Match\_Struc res, String queryType, String dataset)**

This method tries to run the query that is attached to the Match\_Struc object that has been passed in where if the query does not successfully run and return results then we return false otherwise return true.

## ASSOCIATED TESTING DOCUMENTS

*Run\_CHAIn\_Test\_Cases.java* (which produces *Run\_CHAIn\_Tests.txt*)

## RUNNING THIS FILE

Running this file will carry out the overall CHAIn functionality that has been described whilst printing messages to the console. If the user chooses to pass in a PrintWriter then extra detail about what CHAIn has done will be printed out to the file that can be found in *outputs/testing/Run\_CHAIn\_Tests.txt*.

## USES

Match\_struc

Ontology\_Struc

Call\_spsm.java

Best\_Match\_Results.java

Repair\_Schema.java

Create\_Query.java

Run\_Query.java

Schema\_From\_Query.java

# JWI\_Caller.java

## Basic functionality

Calls the MIT Java WordNet Interface (JWI)

## Private Variables / fields

## Methods

**public static IDictionary openDictionary ()**

Opens the WordNet dictionary.

**public static Set<String> getRelatedWords ( IDictionary dict, String wordStr, Set<String> associatedWords )**

Given an open WordNet dictionary, and a single word, returns a set of words that are associated with the original word.

An existing (possibly empty) set of associated is also passed in, so that we can build up associations for collections of words as well as individual words.

Gets all lexically related words, synonyms and synset-related words except for ANTONYMs.

## Associated testing documents

*JWI\_Caller\_Test\_Cases.java* – runs as Junit tests, does not write any test output file

## Running this file

Running this file will take some examples of CHAIN predicates and print all the words associated with each one and the number of associated words found.

## Uses

Requires the JWI library JAR; and a WordNet database in CHAINJava/Wordnet/wn3.1.dict/dict/

The main program requires String\_Parser.

## Used By

Narrow\_Down.java

# String\_Parser.java

## Basic functionality

Parses the strings used in CHAIN into separate words. Mainly used for CHAIN predicates.

## Private Variables / fields

## Methods

**public static ArrayList <String> splitCamelCase(String camelCase)**

Split a TitleCase or camelCase string into separate words.

**public static ArrayList <String> splitCamelCaseLC(String camelCase)**

Split a TitleCase or camelCase string into separate words and return all words in lower case.

**public static ArrayList <String> splitSeparators(String separatedWords)**

Split a string of words where each word is separated by (one or more) non-alphanumeric characters.

## Associated testing documents

## Running this file

Running this file will take some examples of strings and split each one.

## Used By

Narrow\_Down.java

Main program in JWI\_Caller

# Narrow\_Down.java

## Basic functionality

Filter the target schemas so as to return only those which are related to the query schema

## Private Variables / fields

## Methods

**public static String narrowDown(String queryHead, String targetSchemas)**

Given the head (or predicate) from the query, and one or more target schemas, return only the related target schemas.

## Associated testing documents

## Running this file

Does not run independently.

## Uses

Requires the JWI library JAR

String\_Parser

JWI\_Caller

## Used By

Run\_CHAIn.java

# Query\_Data.java

## Basic Functionality

Stores the data from the input query that is needed to reconstruct the data matching parts of the query after schema repair. It stores ontologies and prefixes from the query, and maps from schema headings to data values, i.e. from Sparql properties to Sparql objects. Data values are not part of the schema repair process.

## variables / fields

ArrayList<String> uriObjectValues – a list of data object values which are URIs

ArrayList<Node> literalObjectValues – a list of data object values which are literals (e.g. integers, strings, dates, doubles etc)

HashMap<String, String> prefixToURIMaps – maps a prefix used in query to a full URI

HashMap<String, String> localNameToPrefixMaps – maps a local name in a query to its prefix

HashMap<String, Node> localPropertyNameToLiteralObjectMaps – maps a property name (in the source schema) to its data, if the data is a literal. The Node is a Jena Node which allows literal data to contain modifiers such as the language for a string, or whether the datatype is date / integer / double.

HashMap<String, String> localPropertyNameToURIObjectMaps - maps a property name (in the source schema) to its data, if the data is a URI.

HashMap<String, String> resolvedURItoPrefixAndLocalNameMaps – enables a quick lookup of a fully resolved URI to its component name and prefix

String originalQuery – the input query in a standard format generated by Jena

## Methods

Query\_Data(String query) – parses the query and stores the data as listed above

toString() – prints out the data as created, for tracing and debugging

## Associated Testing Documents

Not independently tested – possibly it should be.

Used in Run\_CHAIn\_Test\_Cases.java; Create\_Query\_Test\_Cases.java; Run\_Query\_Test\_Cases.java

## Running this file

Does not exist independently

## Uses

Uses JENA libraries to parse the query

## Used by

Create\_Query.java

Run\_Query.java

Run\_CHAIn.java

SQL IMPLEMENTATION

# SQL IMPLEMENTATION

The SQL Implementation essentially provides the same functionality as the SPARQL implementation detailed above, only using queries on an SQL database instead of RDF data. Currently, the SQL implementation is only capable of repairing table and column names of queries, but due to the new code structure, this should be fairly straightforward to expand in the future.

It should also be a lot easier than it was previously to expand the CHAIn system to repair queries for other data sources such as XML files or spreadsheets. Using the SQL implementation as a guide, it should be possible to create a similar set of classes which implement the same interface in order to include another data source type. It should also be possible to refactor the current SPARQL implementation to use the new interface and structure.

The following class diagram shows the structure of the SQL implementation:

description of TESTING files

# TESTING RESULT DOCUMENTS

Any file that has a name ending in *Test\_Cases.java* is consider a testing file and can be found in the main *src* package in the *tests* folder. These tests will write their results to a text file that can be found in the *outputs/testing* folder. These files have been structured to give details about each individual test including what schemas CHAIn is being run with, what the expected result is and what the actual result is that is returned.

**Note:** When running the testing files for the first time you might need to select the option to run the file using *JUnit*.

## BREAKDOWN OF TESTING DOCUMENTS

**Task 1 Testing Documents**

This task is responsible for sending a query schema and a set of target schemas to SPSM, which will return the list of matches plus its score and information. This list of matches will then be ranked ensuring that each match in the list meets the similarity value threshold and any other restrictions placed on it. The following files make up the functionality for this task:

* *SPSM\_Test\_Cases.java* (which produces *Call\_SPSM\_Tests.txt)*
* *Match\_Results\_Test\_Cases.java* (which produces *Filter\_Limit\_Tests.txt)*
* *SPSM\_Filter\_Results\_Test\_Cases.java* (which produces *Task\_1\_Tests.txt)*

These files can be run at once by running *Task1\_Test\_Suite.java*

**Task 2 Testing Documents**

This task is responsible for creating repaired schemas and SPARQL queries from the list of matches created from task 1. It also provides the implementation for running each of these SPARQL queries over the target dataset. The following files make up the functionality for this task:

* *Repair\_Schema\_Test\_Cases.java* (which produces *Schema\_Repair\_Tests.txt)*
* *Create\_Query\_Test\_Cases.java* (which produces *Create\_Queries\_Tests.txt)*
* *Run\_Query\_Test\_Cases.java* (which produces *Run\_Queries\_Tests.txt*)

These files can be run at once by running *Task2\_Test\_Suite.java*

**Task 4 Testing Documents**

This task involves extracting the schema from a SPARQL query, the following file makes up the functionality for this task:

* *Schema\_From\_Query\_Test\_Cases.java* (which produces *Schema\_From\_Query\_Tests.txt*)

# SPSM\_TEST\_CASES.JAVA

## BASIC FUNCTIONALITY

Responsible for testing the output results from *Call\_SPSM.java* which takes in source and target schemas and then calls SPSM before reading in results as a serialised object.

After running this test, the results will have been documented in *outputs/testing/Call\_SPSM\_Test.txt* where you will be able to see the test number, the target and source schemas that SPSM has been called with, the expected result and the actual result. This test should be hand checked.

***Note:*** These tests will be named with a prefix of 1. For example, test 1.1.1, refers to test 1.1 of SPSM\_Test\_Cases.java.

## EXPECTED RESULTS

### TEST 1.1.1

This test calls SPSM with empty source and target schemas, therefore, the size of the results returned is 0.

### TEST 1.2.1

This test calls SPSM with a source schema but no target schema, therefore, the size of the results returned is 0.

### TEST 1.2.2

This test calls SPSM with a target schema but no source schema, therefore, the size of the results returned is 0.

### TEST 1.2.3

This test calls SPSM with the same source and target schema, *author(name)*. Therefore, the similarity value returned should be 1.0 with 2 individual matches.

### TEST 1.2.4

This test calls SPSM with a single source schema and three target schemas, where only two of these target schemas have a level of similarity with the source schema. Where *author(name ,document)* has a similarity of 1.0 and 2 individual matches and *reviewAuthor(firstname, lastname ,review)* has a similarity of 0.75 and 2 individual matches.

### TEST 1.3.1

This test calls SPSM with a single source schema and two target schemas, however, there are no matches between the source and target schemas. Therefore, the size of the results returned is 0.

### TEST 1.3.2

This test calls SPSM with a single source schema and two target schemas where only one of these target schemas matches with the source. So only one of the targets has match data. This target is *author(name)* that has a similarity of 1.0 and 2 individual matches.

### TEST 1.3.3

This test calls SPSM with a single source schema and four target schemas where only three of these target schemas matches with the source. Therefore, we have three matches in our list of results. Where *author(name)* has a similarity of 1.0 and 2 individual matches, *paperWriter(firstname, surname, paper)* has a similarity of 0.5 and 2 individual matches and *reviewAuthor(firstname, lastname, review)* has a similarity of 0.75 and 2 individual matches.

### TEST 1.4.1

This test calls SPSM with a single source and target schema that has a similarity value of 1.0 and 1 individual match.

### TEST 1.4.2

This test calls SPSM with a single source and target schema that do not have any similarity, therefore, the size of the results returned is 0.

### TEST 1.4.3

This test calls SPSM with a single source and target schema that do not have any similarity, therefore, the size of the results returned is 0.

### TEST 1.4.4

This test calls SPSM with a single source and target schema that have a similarity value of 0.5 and 2 individual matches.

### TEST 1.4.5

This test calls SPSM with a single source and target schema, however, this is an example that causes SPSM to crash. Therefore, returning no data to CHAIn so we have null results.

### TEST 1.5.1

This test calls SPSM with a single source and target schema where it was expected that there would be a similarity of 1.0 returned, however, a similarity of 0.5 was returned with the expected 5 individual matches.

### TEST 1.5.2

This test calls SPSM with a single source and target schema that returns a similarity of 0.6 and 5 individual matches.

### TEST 1.5.3

This test calls SPSM with a single source and target schema that do not have a similarity, therefore, the size of the results is 0.

### TEST 1.5.4

This test calls SPSM with a single source and target schema, however, this is an example that causes SPSM to crash. Therefore, returning no data to CHAIn so we have null results.

### TEST 1.5.5

This test calls SPSM with a single source and target schema, however, this is an example that causes SPSM to crash. Therefore, returning no data to CHAIn so we have null results.

### TEST 1.5.6

This test calls SPSM with a single source and target schema where the similarity between the two is 0.625 and 12 individual matches.

### TEST 1.5.7

This test calls SPSM with a single source and target schema, however, this is an example that causes SPSM to crash. Therefore, returning no data to CHAIn so we have null results.

### TEST 1.5.8

This test calls SPSM with a single source and target schema where there are no similarities between the two, therefore, the size of the results returned is 0.

### TEST 1.6.1

This test calls SPSM with a single source and target schema where there is a similarity value of 0.5 and 2 individual matches.

### TEST 1.6.2

This test calls SPSM with a single source and target schema where there is a similarity value of 0.5 and 2 individual matches.

### TEST 1.6.3

This test calls SPSM with a single source and target schema where there is a similarity value of 0.5 and 2 individual matches.

### TEST 1.6.4

This test calls SPSM with a single source and target schema where there is a similarity value of 0.5 and 2 individual matches.

### TEST 1.6.5

This test calls SPSM with a single source and target schema where there is a similarity value of 0.5 and 2 individual matches.

### TEST 1.6.6

This test calls SPSM with a single source and target schema where there is a similarity value of 0.5 and 2 individual matches.

### TEST 1.6.7

This test calls SPSM with a single source and target schema, *~~however, this is an example that causes SPSM to crash. Therefore, returning no data to CHAIn so we have null results.~~* This example now runs correctly with 3 individual matches.

# MATCH\_RESULTS\_TEST\_CASES.JAVA

## BASIC FUNCTIONALITY

Responsible for testing *Best\_Match\_Results.java* file to make sure that when we pass in the results that we have received from SPSM, we get returned only results that have similarity values over the threshold value that are sorted and that we only have n number of results as requested.

After running this test, the results will have been documented in *outputs/testing/Filter\_Limit\_Test.txt* where you will be able to see the test number, what the threshold value and limit values are that *Best\_Match\_Results.java* got called with, the expected result and the actual result. This test should be hand checked.

***Note:*** These tests will be named with a prefix of 2. For example, test 2.1, refers to test 1 of Match\_Results\_Test\_Cases.java.

## EXPECTED RESULTS

### TEST 2.1 – FAIL WITH LIMIT

This test calls *Best\_Match\_Results.java* with a threshold value of 1.0 and a limit of 5, therefore, the size of the results is 0 because there are no entries matching this criteria.

### TEST 2.2 – MULTIPLE SUCCESSES MATCH

This test calls *Best\_Match\_Results.java* with a threshold value of 0.6 and a limit of 0 meaning that there is no restriction on the number of results returned. This causes the size of the results to be 2 afterwards meaning that there are 2 entries with a threshold greater than or equal to 0.6.

### TEST 2.3 – MULTIPLE SUCCESSES MATCH

This test calls *Best\_Match\_Results.java* with a threshold value of 0.2 and a limit of 0 meaning that there is no restriction on the number of results returned. This causes the size of the results to be 4 afterwards meaning that there are 4 entries with a threshold greater than or equal to 0.2.

### TEST 2.4 – SUCCESS WITH LARGE LIMIT

This test calls *Best\_Match\_Results.java* with a threshold value of 0.2 and a limit of 5 which causes the size of the results to be 4 afterwards meaning that there are 4 entries with a threshold values greater than or equal to 0.2.

### TEST 2.5 – SINGLE FAIL MATCH

This test calls *Best\_Match\_Results.java* with a threshold value of 0.5 and a limit of 0 meaning that there is no restriction on the number of results returned. This causes the size of the results to be 0 afterwards meaning that there are 0 entries with a threshold greater than or equal to 0.5.

### TEST 2.6 – EMPTY MATCHES

This test calls *Best\_Match\_Results.java* with a threshold value of 0.2 and a limit of 0 meaning that there is no restriction on the number of results returned. This causes the size of the results to be 0 afterwards meaning that there are 0 entries with a threshold greater than or equal to 0.5.

### TEST 2.7 – SUCCESS WITH LIMIT

This test calls *Best\_Match\_Results.java* with a threshold value of 0.2 and a limit of 3 which causes the size of the results to be 3 afterwards meaning that there are at least 3 entries with a threshold value greater than or equal to 0.2.

### TEST 2.8 – MULTIPLE FAIL MATCHES

This test calls *Best\_Match\_Results.java* with a threshold value of 1.0 and a limit of 0 meaning that there is no restriction on the number of results returned. This causes the size of the results to be 0 afterwards meaning that there are 0 entries with a threshold greater than or equal to 1.0.

### TEST 2.9 – SINGLE SUCCESS MATCH

This test calls *Best\_Match\_Results.java* with a threshold value of 0.1 and a limit of 0 meaning that there is no restriction on the number of results returned. This causes the size of the results to be 1 afterwards meaning that there was 1 entry with a threshold value greater than or equal to 0.1.

# SPSM\_FILTER\_RESULTS\_TEST\_CASES.JAVA

## BASIC FUNCTIONALITY

Responsible for testing *Call\_SPSM.java* and *Best\_Match\_Results.java* to make sure that after calling SPSM and filtering the results based on the restrictions entered, we receive the appropriate results afterwards.

After running this test, the results will have been documented in *outputs/testing/Task\_1\_Tests.txt* where you will be able to see the test number, the source and target schemas that SPSM was called with, what the threshold value and limit values are that *Best\_Match\_Results.java* got called with, the expected result and the actual result. This test should be hand checked.

***Note:*** These tests will be named with a prefix of 3. For example, test 3.1, refers to test 1 of SPSM\_Filter\_Results\_Test\_Cases.java.

## EXPECTED RESULTS

### TEST 3.1 – SUCCESS SINGLE CALL

This test calls SPSM with a single source and target schema that are the same and filters the results with a threshold value of 0.6 and a limit of 0 (meaning that there are no restrictions on the number of results returned). This causes the size of the results to be 1 meaning that there is only 1 result returned from SPSM that matches the filtering criteria.

### TEST 3.2 – FAIL WITH LIMIT

This test calls SPSM with a single source and target schema and filters the results with a threshold of 0.0 and a limit of 2. This causes the size of the results to be 0 meaning that there are no results returned from SPSM that matches the filtering criteria.

### TEST 3.3 – SUCCESS MULTI CALL

This test calls SPSM with a single source and 4 target schemas and then filters the results with a threshold value of 0.6 and a limit of 0 (meaning that there are no restrictions on the number of results returned). This causes the size of the results to be 2 meaning that there are 2 results that have been returned from SPSM that matches the filtering criteria.

### TEST 3.4 – FAIL SINGLE CALL

This test calls SPSM with a single source and target schema and then filters the results with a threshold value of 0.0 and a limit of 0 (meaning that there are no restrictions on the number of results returned). This causes the size of the results to be 0 meaning that there are 0 results that have been returned from SPSM that matches the filtering criteria.

### TEST 3.5 – SUCCESS WITH LIMIT

This test calls SPSM with a single source and 4 target schemas and then filters the results with a threshold value of 0.0 and a limit of 2. This causes the size of the results to be 2 meaning that there are 2 results that have been returned from SPSM that matches the filtering criteria.

# REPAIR\_SCHEMA\_TEST\_CASES.JAVA

## BASIC FUNCTIONALITY

Responsible for testing the element of CHAIn that after calling SPSM and filtering the results will try to create a repaired schema based on the match data between the source and target schemas.

After running this test, the results will have been documented in *outputs/testing/Schema\_Repair\_Tests.txt* where you will be able to see the test number, the source and target schemas that SPSM was called with, the expected result and the actual result. This test should be hand checked.

***Note:*** These tests will be named with a prefix of 4. For example, test 4.1.1, refers to test 1.1 of Repair\_Schema\_Test\_Cases.java.

## EXPECTED RESULTS

### TEST 4.1.1

This test calls SPSM with a single source and target schema with the expected repaired schema to be *car(colour, brand)*. However, this is an example that causes SPSM to crash causing no data to be returned to CHAIn so we have null results.

### TEST 4.5.6

This test calls SPSM with a single source and target schema with the expected repaired schema to be *conference(paper(title, document(date(day, month, year), writer(name(first, second))))).* The actual repaired schema that gets generated does match this, however, it should be noted that the parameters are in a slightly different order but still have the same meaning.

### TEST 4.5.7

This test calls SPSM with a signle source and target schema with the expected repaired schema to be *conference(paper(title, document(writer(name(first, second))))).* However, this is an example that causes SPSM to crash causing no data to be returned to CHAIn so we have null results.

# CREATE\_QUERY\_TEST\_CASES.JAVA

## BASIC FUNCTIONALITY

Responsible for testing *Create\_Query.java* to ensure that after calling SPSM and repairing the target schema we can create the appropriate sepa or dbpedia query.

After running this test, the results will have been documented in *outputs/testing/Create\_Queries\_Tests.txt* where you will be able to see the test number, the schema that the query is being created based on, the expected result and the actual result.

***Note:*** These tests will be named with a prefix of 5. For example, test 5.1.1, refers to test 1.1 of Create\_Query\_Test\_Cases.java.

## EXPECTED RESULTS

### TEST 5.1.1 – SEPA QUERY

This test creates a sepa query based on the schema,

*waterBodyPressures(dataSource, identifiedDate, affectsGroundwater, waterBodyId)*

This creates the appropriate query based on this schema although it should be noted that the parameters are in a slightly different order in the query that is created in comparison to the expected query.

### TEST 5.1.2 – SEPA QUERY

This test creates a sepa query based on the schema,

*water(timePeriod, geo, measure, resource)*

This creates the appropriate query based on this schema although it should be noted that the parameters are in a slightly different order in the query that is created in comparison to the expected query.

### TEST 5.1.3 – SEPA QUERY

This test creates a sepa query based on the schema,

*waterBodyMeasures(timePeriod, geo, measure, resource)*

This creates the appropriate query based on this schema although it should be noted that the parameters are in a slightly different order in the query that is created in comparison to the expected query.

### TEST 5.1.4 – SEPA QUERY

This test creates a sepa query based on the schema,

*waterBodyPressures(identifiedDate, waterBodyId, assessmentCategory, source)*

This creates the appropriate query based on this schema although it should be noted that the parameters are in a slightly different order in the query that is created in comparison to the expected query.

### TEST 5.1.5 – SEPA QUERY

This test creates a sepa query based on the schema,

*waterBodyMeasures(waterBodyId, secondaryMeasure, dataSource)*

This creates the appropriate query based on this schema although it should be noted that the parameters are in a slightly different order in the query that is created in comparison to the expected query.

### TEST 5.1.6 – SEPA QUERY

This test creates a sepa query based on the schema,

*surfaceWaterBodies(riverName, associatedGroundwaterId)*

This creates the appropriate query based on this schema although it should be noted that the parameters are in a slightly different order in the query that is created in comparison to the expected query.

### TEST 5.1.7 – SEPA QUERY

This test creates a sepa query based on the schema,

*bathingWaters(catchment, localAuthority, lat, long)*

This creates the appropriate query based on this schema although it should be noted that the parameters are in a slightly different order in the query that is created in comparison to the expected query.

### TEST 5.1.8 – SEPA QUERY

This test creates a sepa query based on the schema,

*surfaceWaterBodies(subBasinDistrict, riverName, altitudeTypology, associatedGroundwaterId)*

This creates the appropriate query based on this schema although it should be noted that the parameters are in a slightly different order in the query that is created in comparison to the expected query.

### TEST 5.1.9 – SEPA QUERY

This test creates a sepa query based on the schema,

*bathingWaters(bathingWaterId)*

This creates the appropriate query based on this schema although it should be noted that the parameters are in a slightly different order in the query that is created in comparison to the expected query.

### TEST 5.2.1 – DBPEDIA QUERY

This test creates a dbpedia query based on the schema,

*City(country, populationTotal)*

This creates the appropriate query based on this schema although it should be noted that the parameters are in a slightly different order in the query that is created in comparison to the expected query.

### TEST 5.2.2 – DBPEDIA QUERY

This test creates a dbpedia query based on the schema,

*Country*

This creates the appropriate query based on this schema.

### TEST 5.2.3 – DBPEDIA QUERY

This test creates a dbpedia query based on the schema,

*Astronaut(nationality)*

This creates the appropriate query based on this schema.

### TEST 5.2.4 – DBPEDIA QUERY

This test creates a dbpedia query based on the schema,

*Mountain(elevation)*

This creates the appropriate query based on this schema.

### TEST 5.2.5 – DBPEDIA QUERY

This test creates a dbpedia query based on the schema,

*Person(occupation, birthPlace)*

This creates the appropriate query based on this schema.

### TEST 5.2.6 – DBPEDIA QUERY

This test creates a dbpedia query based on the schema,

*Person(occupation, instrument)*

This creates the appropriate query based on this schema although it should be noted that the parameters are in a slightly different order in the query that is created in comparison to the expected query.

### TEST 5.2.7 – DBPEDIA QUERY

This test creates a dbpedia query based on the schema,

*Cave(location)*

This creates the appropriate query based on this schema.

### TEST 5.2.8 – DBPEDIA QUERY

This test creates a dbpedia query based on the schema,

*FormulaOneRacer(races)*

This creates the appropriate query based on this schema.

### TEST 5.2.9 – DBPEDIA QUERY

This test creates a dbpedia query based on the schema,

*River(length)*

This creates the appropriate query based on this schema.

### TEST 5.2.10 – DBPEDIA QUERY

This test creates a dbpedia query based on the schema,

*Royalty(parent)*

This creates the appropriate query based on this schema although it should be noted that the parameters are in a slightly different order in the query that is created in comparison to the expected query.

### TEST 5.2.11 – DBPEDIA QUERY

This test creates a dbpedia query based on the schema,

*river(length)*

This creates the appropriate query based on this schema which is an empty string because we cannot make a query from this schema.

### TEST 5.2.12 – DBPEDIA QUERY

This test creates a dbpedia query based on the schema,

*Stream(length)*

This creates the appropriate query based on this schema which is an empty string because we cannot make a query from this schema.

### TEST 5.2.13 – DBPEDIA QUERY

This test creates a dbpedia query based on the schema,

*River(Mountain(elevation))*

This creates the appropriate query based on this schema.

# RUN\_QUERY\_TEST\_CASES.JAVA

## BASIC FUNCTIONALITY

Responsible for testing *Run\_Query.java* to ensure that after creating a query, we can run it without any errors.

After running this test, the results will have been documented in *outputs/testing/Run\_Queries\_Tests.txt* where you will be able to see the test number, the query that is being run and whether the query has run successfully. If the query has not run successfully then there will be an error message printed.

***Note:*** These tests will be named with a prefix of 6. For example, test 6.1.1, refers to test 1.1 of Run\_Query\_Test\_Cases.java.

## EXPECTED RESULTS

### TEST 6.1.1 – SEPA QUERY

This test successfully runs a sepa query that queries the *waterBodyPressures* data file.

### TEST 6.1.2 – SEPA QUERY

This test does not successfully run the query. This is because the application fails to find the dataset being defined in the query, *water.n3*, which is not in the sepa data files so this is expected.

### TEST 6.1.3 – SEPA QUERY

This test successfully runs a sepa query that queries the *waterBodyMeasures* data file.

### TEST 6.1.4 – SEPA QUERY

This test successfully runs a sepa query that queries the *waterBodyPressures* data file.

### TEST 6.1.5 – SEPA QUERY

This test successfully runs a sepa query that queries the *waterBodyMeasures* data file.

### TEST 6.1.6 – SEPA QUERY

This test successfully runs a sepa query that queries the *surfaceWaterBodies* data file.

### TEST 6.1.7 – SEPA QUERY

This test successfully runs a sepa query that queries the *bathingWaters* data file.

### TEST 6.1.8 – SEPA QUERY

This test successfully runs a sepa query that queries the *surfaceWaterBodies* data file.

### TEST 6.1.9 – SEPA QUERY

This test successfully runs a sepa query that queries the *bathingWaters* data file.

### TEST 6.1.10 – SEPA QUERY

This test does not successfully run the query. This is because the application fails to find the dataset being defined in the query, *waterBodyTemperatures.n3*, which is not in the sepa data files so this is expected.

### TEST 6.2.1 – DBPEDIA QUERY

This test successfully runs a remote dbpedia query.

### TEST 6.2.2 – DBPEDIA QUERY

This test successfully runs a remote dbpedia query.

### TEST 6.2.3 – DBPEDIA QUERY

This test successfully runs a remote dbpedia query.

### TEST 6.2.4 – DBPEDIA QUERY

This test successfully runs a remote dbpedia query.

### TEST 6.2.5 – DBPEDIA QUERY

This test successfully runs a remote dbpedia query.

### TEST 6.2.6 – DBPEDIA QUERY

This test successfully runs a remote dbpedia query.

### TEST 6.2.7 – DBPEDIA QUERY

This test successfully runs a remote dbpedia query.

### TEST 6.2.8 – DBPEDIA QUERY

This test successfully runs a remote dbpedia query.

### TEST 6.2.9 – DBPEDIA QUERY

This test successfully runs a remote dbpedia query.

### TEST 6.2.10 – DBPEDIA QUERY

This test successfully runs a remote dbpedia query.

### TEST 6.2.11 – DBPEDIA QUERY

This test does not successfully run the query. This is because the query is an empty string, therefore, an error occurs as soon as the query gets parsed.

### TEST 6.2.12 – DBPEDIA QUERY

This test does not successfully run the query. This is because the query is an empty string, therefore, an error occurs as soon as the query gets parsed.

### TEST 6.2.13 – DBPEDIA QUERY

This test successfully runs a remote dbpedia query.

### TEST 6.2.14 – DBPEDIA QUERY

This test does not successfully run the query. This is because the query is an empty string, therefore, an error occurs as soon as the query gets parsed.

### TEST 6.2.15 – DBPEDIA QUERY

This test successfully runs a remote dbpedia query.

# SCHEMA\_FROM\_QUERY\_TEST\_CASES.JAVA

## BASIC FUNCTIONALITY

Responsible for testing *Schema\_From\_Query.java* to ensure that we can create a valid schema from either a sepa or dbpedia query.

After running this test, the results will have been documented in *outputs/testing/Schema\_From\_Query\_Test.txt* where you will be able to see the test number, the query that is getting a schema extracted from, the expected schema and the actual schema extracted from the query.

***Note:*** These tests will be named with a prefix of 7. For example, test 7.1.1, refers to test 1.1 of Schema\_From\_Query\_Test\_Cases.java.

## EXPECTED RESULTS

### TEST 7.1.1

This test creates a schema from a valid sepa query and returns the correct schema.

### TEST 7.1.2

This test creates a schema from a valid sepa query and returns the correct schema.

### TEST 7.1.3

This test creates a schema from a valid sepa query and returns the correct schema.

### TEST 7.1.4

This test creates a schema from a valid sepa query and returns the correct schema.

### TEST 7.1.5

This test creates a schema from a valid sepa query and returns the correct schema.

### TEST 7.1.6

This test creates a schema from a valid sepa query and returns the correct schema.

### TEST 7.1.7

This test creates a schema from a valid sepa query and returns the correct schema.

### TEST 7.1.8

This test creates a schema from a valid sepa query and returns the correct schema.

### TEST 7.1.9

This test creates a schema from a valid sepa query and returns the correct schema.

### TEST 7.1.10

This test attempts to create a schema from an invalid sepa query (one of the prefixes are missing) and therefore returns null as expected.

### TEST 7.2.1

This test creates a schema from a valid dbpedia query and returns the correct schema.

### TEST 7.2.2

This test creates a schema from a valid dbpedia query and returns the correct schema.

### TEST 7.2.3

This test creates a schema from a valid dbpedia query and returns the correct schema.

### TEST 7.2.4

This test creates a schema from a valid dbpedia query and returns the correct schema.

### TEST 7.2.5

This test creates a schema from a valid dbpedia query and returns the correct schema.

### TEST 7.2.6

This test creates a schema from a valid dbpedia query and returns the correct schema.

### TEST 7.2.7

This test creates a schema from a valid dbpedia query and returns the correct schema.

### TEST 7.2.8

This test creates a schema from a valid dbpedia query and returns the correct schema.

### TEST 7.2.9

This test creates a schema from a valid dbpedia query and returns the correct schema.

### TEST 7.2.10

This test creates a schema from a valid dbpedia query and returns the correct schema.

### TEST 7.2.11

This test creates a schema from a valid dbpedia query and returns the correct schema. Note that the query passed in is an empty string, therefore, the schema should be an empty string.

### TEST 7.2.12

This test creates a schema from a valid dbpedia query and returns the correct schema.

### TEST 7.2.13

This test attempts to create a schema from an invalid dbpedia query (one of the prefixes are missing) and therefore returns null as expected.

# RUN\_CHAIN\_TEST\_CASES.JAVA

## BASIC FUNCTIONALITY

Responsible for testing *Run\_CHAIn.java* to ensure that we can run CHAIn given several different scenarios such as an invalid query or several target schemas to match against the schema extracted from the original query.

After running this test, the results will have been documented in *outputs/testing/Run\_CHAIn\_Tests.txt* where you will be able to see the test number, the original query that CHAIn has been called with including whether it successfully runs and the steps that CHAIn takes depending on this including any new queries produced and whether they are successful.

***Note:*** These tests will be named with a prefix of 8. For example, test 8.1, refers to test 1 of Run\_CHAIn\_Test\_Cases.java.

## EXPECTED RESULTS

### TEST 8.1

This test takes in a basic sepa query that doesn’t return any results, which after passing into CHAIn results in a new query being created that runs successfully.

### TEST 8.2

This test takes in a sepa query; however, this query is invalid meaning that CHAIn terminates immediately after trying to run it.

### TEST 8.3

This test takes in a basic sepa query that returns no results, however, after attempting to repair and create new queries we get zero matches from SPSM meaning that no new queries are created.

### TEST 8.4

This test takes in a basic dbpedia query that initially returns no results, after running CHAIn with this query we now have a new query that does run successfully and returns results.

### TEST 8.5

This test takes in a basic dbpedia query that already runs successfully, meaning that CHAIn terminates immediately after running this initial query.

### TEST 8.6

This test takes in a dbpedia query that returns no results, after running CHAIn with this query we now have two new queries where only one of these queries returns results.