**Day-2**

**Arrays & Linked List**

**Student Name: Kamalpreet Singh UID: 22BCS11720**

**Branch: BE - CSE Section/Group: FL\_IOT-603-A**

**Semester: 5th Date of Performance:20-12-24**

**Problem 1 - Majority Elements**

**Aim- Given an array nums of size n, return the majority element.**

**The majority element is the element that appears more than ⌊n / 2⌋ times. You may assume that the majority element always exists in the array.**

**Solution-**

#include <iostream>

#include <vector>

using namespace std;

int majorityElement(vector<int>& nums) {

int candidate = 0, count = 0;

for (int num : nums) {

if (count == 0) {

candidate = num;

}

count += (num == candidate) ? 1 : -1;

}

return candidate;

}

int main() {

vector<int> nums = {2, 2, 1, 1, 1, 2, 2};

int result = majorityElement(nums);

cout << "Majority Element: " << result << endl;

return 0;

}  
**Output-**
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**Problem 2 - Single Number**

**Aim- Given a non-empty array of integers nums, every element appears twice except for one. Find that single one.**

**You must implement a solution with a linear runtime complexity and use only constant extra space.**

**Solution-**

#include <iostream>

#include <vector>

using namespace std;

int singleNumber(vector<int>& nums) {

int result = 0;

for (int num : nums) {

result ^= num;

}

return result;

}

int main() {

vector<int> nums = {4, 1, 2, 1, 2};

int result = singleNumber(nums);

cout << "Single Number: " << result << endl;

return 0;

}

**Output-**
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## **Problem 3- [Convert Sorted Array to Binary Search Tree](https://leetcode.com/problems/convert-sorted-array-to-binary-search-tree/)**

**Aim-Given an integer array nums where the elements are sorted in ascending order, convert it to a height-balanced binary search tree.**

**Solution-**

#include <iostream>

#include <vector>

using namespace std;

struct TreeNode {

int val;

TreeNode\* left;

TreeNode\* right;

TreeNode(int x) : val(x), left(nullptr), right(nullptr) {}

};

TreeNode\* sortedArrayToBST(vector<int>& nums, int left, int right) {

if (left > right) return nullptr;

int mid = left + (right - left) / 2;

TreeNode\* root = new TreeNode(nums[mid]);

root->left = sortedArrayToBST(nums, left, mid - 1);

root->right = sortedArrayToBST(nums, mid + 1, right);

return root;

}

TreeNode\* sortedArrayToBST(vector<int>& nums) {

return sortedArrayToBST(nums, 0, nums.size() - 1);

}

void inorderTraversal(TreeNode\* root) {

if (!root) return;

inorderTraversal(root->left);

cout << root->val << " ";

inorderTraversal(root->right);

}

int main() {

vector<int> nums = {-10, -3, 0, 5, 9};

TreeNode\* root = sortedArrayToBST(nums);

cout << "In-order Traversal of the BST: ";

inorderTraversal(root);

cout << endl;

return 0;

}

**Output:**
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## **Problem 4: Merge Two Sorted Lists**

**Aim-** **You are given the heads of two sorted linked lists list1 and list2.**

**Merge the two lists into one sorted list. The list should be made by splicing together the nodes of the first two lists.**

**Return the head of the merged linked list.**

**Solution-**

#include <iostream>

#include <vector>

using namespace std;

struct ListNode {

int val;

ListNode\* next;

ListNode(int x) : val(x), next(nullptr) {}

};

ListNode\* mergeTwoLists(ListNode\* list1, ListNode\* list2) {

ListNode\* dummy = new ListNode(0);

ListNode\* current = dummy;

while (list1 != nullptr && list2 != nullptr) {

if (list1->val < list2->val) {

current->next = list1;

list1 = list1->next;

} else {

current->next = list2;

list2 = list2->next;

}

current = current->next;

}

if (list1 != nullptr) {

current->next = list1;

} else {

current->next = list2;

}

return dummy->next;

}

void printList(ListNode\* head) {

while (head != nullptr) {

cout << head->val << " ";

head = head->next;

}

cout << endl;

}

ListNode\* createList(const vector<int>& nums) {

ListNode\* head = nullptr;

ListNode\* tail = nullptr;

for (int num : nums) {

ListNode\* newNode = new ListNode(num);

if (head == nullptr) {

head = tail = newNode;

} else {

tail->next = newNode;

tail = tail->next;

}

}

return head;

}

int main() {

ListNode\* list1 = createList({1, 2, 4});

ListNode\* list2 = createList({1, 3, 4});

ListNode\* mergedList = mergeTwoLists(list1, list2);

cout << "Merged Linked List: ";

printList(mergedList);

return 0;

}

**Output-**
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## **Problem 5: Linked List Cycle**

## Aim:

**Given head, the head of a linked list, determine if the linked list has a cycle in it.**

**There is a cycle in a linked list if there is some node in the list that can be reached again by continuously following the next pointer. Internally, pos is used to denote the index of the node that tail's next pointer is connected to. Note that pos is not passed as a parameter.**

**Return true if there is a cycle in the linked list. Otherwise, return false.**

## Solution:

#include <iostream>

#include <vector>

using namespace std;

struct ListNode {

int val;

ListNode\* next;

ListNode(int x) : val(x), next(nullptr) {}

};

bool hasCycle(ListNode\* head) {

if (head == nullptr) return false;

ListNode\* slow = head;

ListNode\* fast = head;

while (fast != nullptr && fast->next != nullptr) {

slow = slow->next;

fast = fast->next->next;

if (slow == fast) {

return true;

}

}

return false;

}

ListNode\* createList(const vector<int>& nums) {

ListNode\* head = nullptr;

ListNode\* tail = nullptr;

for (int num : nums) {

ListNode\* newNode = new ListNode(num);

if (head == nullptr) {

head = tail = newNode;

} else {

tail->next = newNode;

tail = tail->next;

}

}

return head;

}

void createCycle(ListNode\* head, int pos) {

if (head == nullptr) return;

ListNode\* cycleNode = nullptr;

ListNode\* temp = head;

int index = 0;

while (temp->next != nullptr) {

if (index == pos) {

cycleNode = temp;

}

temp = temp->next;

index++;

}

if (cycleNode != nullptr) {

temp->next = cycleNode;

}

}

int main() {

ListNode\* head = createList({3, 2, 0, -4});

createCycle(head, 1);

if (hasCycle(head)) {

cout << "The linked list has a cycle." << endl;

} else {

cout << "The linked list does not have a cycle." << endl;

}

return 0;

}

**Output-**
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**Problem 6- Pascal's Triangle**

**Aim- Given an integer numRows, return the first numRows of Pascal's triangle.**

# **In Pascal's triangle, each number is the sum of the two numbers directly**

# Solution:

#include <iostream>

#include <vector>

using namespace std;

vector<vector<int>> generate(int numRows) {

vector<vector<int>> triangle;

if (numRows == 0) {

return triangle;

}

triangle.push\_back({1});

for (int i = 1; i < numRows; i++) {

vector<int> row(i + 1, 1);

for (int j = 1; j < i; j++) {

row[j] = triangle[i - 1][j - 1] + triangle[i - 1][j];

}

triangle.push\_back(row);

}

return triangle;

}

void printTriangle(const vector<vector<int>>& triangle) {

for (const auto& row : triangle) {

for (int val : row) {

cout << val << " ";

}

cout << endl;

}

}

int main() {

int numRows;

cout << "Enter the number of rows for Pascal's Triangle: ";

cin >> numRows;

vector<vector<int>> pascalTriangle = generate(numRows);

printTriangle(pascalTriangle);

return 0;

}

**Output-**  
**![](data:image/png;base64,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)**

**Problem 7- Remove Element**

**Aim-Given an integer array nums sorted in non-decreasing order, remove the duplicates in-place such that each unique element appears only once. The relative order of the elements should be kept the same. Then return the number of unique elements in nums.**

**Consider the number of unique elements of nums to be k, to get accepted, you need to do the following things:**

**Change the array nums such that the first k elements of nums contain the unique elements in the order they were present in nums initially. The remaining elements of nums are not important as well as the size of nums.**

**Return k.**

**Custom Judge:**

**The judge will test your solution with the following code:**

**int[] nums = [...]; // Input array**

**int[] expectedNums = [...]; // The expected answer with correct length**

**int k = removeDuplicates(nums); // Calls your implementation**

**assert k == expectedNums.length;**

**for (int i = 0; i < k; i++) {**

**assert nums[i] == expectedNums[i];**

**}**

**If all assertions pass, then your solution will be accepted.**

**Solution-**

#include <iostream>

#include <vector>

using namespace std;

// Function to remove duplicates from the sorted array in-place

int removeDuplicates(vector<int>& nums) {

// If the array is empty, return 0 (no unique elements)

if (nums.empty()) {

return 0;

}

int i = 0; // Pointer to track the position of unique elements

// Iterate through the array using pointer j

for (int j = 1; j < nums.size(); j++) {

// If nums[j] is not equal to nums[i], it's a new unique element

if (nums[j] != nums[i]) {

i++; // Move pointer i to the next position

nums[i] = nums[j]; // Update nums[i] with the unique element

}

}

// The number of unique elements is i + 1

return i + 1;

}

// Function to print the array

void printArray(const vector<int>& nums, int k) {

for (int i = 0; i < k; i++) {

cout << nums[i] << " ";

}

cout << endl;

}

int main() {

vector<int> nums = {1, 1, 2, 2, 3, 3, 4};

// Remove duplicates and get the number of unique elements

int k = removeDuplicates(nums);

// Print the unique elements in the array

cout << "Number of unique elements: " << k << endl;

cout << "Array with unique elements: ";

printArray(nums, k);

return 0;

}

**Output:**

![](data:image/png;base64,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)

**Problem 8- Baseball Game**

**Aim- You are keeping the scores for a baseball game with strange rules. At the beginning of the game, you start with an empty record.**

**You are given a list of strings operations, where operations[i] is the ith operation you must apply to the record and is one of the following:**

**An integer x.**

**Record a new score of x.**

**'+'.**

**Record a new score that is the sum of the previous two scores.**

**'D'.**

**Record a new score that is the double of the previous score.**

**'C'.**

**Invalidate the previous score, removing it from the record.**

**Return the sum of all the scores on the record after applying all the operations.**

**The test cases are generated such that the answer and all inter**

**mediate calculations fit in a 32-bit integer and that all operations are valid.**

**Solution:**

#include <iostream>

#include <vector>

#include <string>

using namespace std;

int calPoints(vector<string>& operations) {

vector<int> record;

for (const string& op : operations) {

if (op == "+") {

int size = record.size();

record.push\_back(record[size - 1] + record[size - 2]);

} else if (op == "D") {

record.push\_back(2 \* record.back());

} else if (op == "C") {

record.pop\_back();

} else {

record.push\_back(stoi(op));

}

}

int totalSum = 0;

for (int score : record) {

totalSum += score;

}

return totalSum;

}

int main() {

vector<string> operations = {"5", "2", "C", "D", "+"};

int result = calPoints(operations);

cout << "Final score: " << result << endl;

return 0;

}

**Output:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAG0AAAATCAYAAACa0IPnAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAALZSURBVGhD7Vi9cptAEP7IE0SpKF1GrlS6lJwXoEutiQt1MOMX8APEM1KqFErQI/ACCS5VUnEpU9LxCJc92IO7A9mRZBUkfDPr0d7H3t/ufjDGu49fJIDRBmRv6M+IgWFM2gDBSbvHj1JCStfymq6gnsmxZe9sxILXEIh56H9CmJZ8/hJpyIOMljtwN+07bStzsbW0cytyy7+ExUJI2lgv968aJYXyEbMfS1GmkvJW+2EqS82Zvw3rkce2o+6m1/XIT515p9OqbikhhOYlhFkaTTc9UzVHI4Zo5lRrC6NSQ9B9NGuKNCXTpBln7lPHqIo3fzNtnaHbFZovO8RhbBYTeNMlezbCAEg0t1kgwU3n3uykvf9EG/iM27fsMx5vaRHPw7dfPKCxnCJ6ojCaWvGetwOClK6Bke2xi9Q4WVQgsDJ6GsL0BoWe00tocZ8ZdX9r+InmIhSzOWpWJSMw4ogLdAI2WEy86hzztY5P4K/UXinRQYGoiuHx9WsXH+3rYUG7qDHz2/MoZAVw5dZDVx7vJXWapI5q2lGbkkt3PEyFpMOzH8q0NOROtTeVYYOeVj9aHp05qcKZI5npmb8yiqGOe3bMPkf7jLV/BtWe/dxZZsujex99++qRx0d8mFzjjr3TQdX94CNpqnQHt1FPAknGpJkzQjZbvVLl96N4init1g4o24lY4mvmI+BuygpqLQMzarzfug0ZF/zkn5E0FcjYC9OAZPRcKJk7JE9L7BFY75zqK0xJ8iZB4QetbBPCgHaXOLfhQsW9VBRHv9PUGcx3Y4zVvE0MLYmrZsGY3mh7OpmDWh6VJNatX8H6inQ4Rv6duJhUuULd0o1L7a5iq68kDWp7RddypmS0Hjbxsux04+wYkhoer2DKZbM5RsM5MQpmXEciS1uueN5Wpv/GzDWd+awzuhzb+G+s4dkF5XHEpTAmbYAYkzZAjEkbIMakDRBj0gaIMWmDA/AHoclNnGE+4SIAAAAASUVORK5CYII=)

**Problem 9- Remove Linked List Elements**

**Aim:Given the head of a linked list and an integer val, remove all the nodes of the linked list that has Node.val == val, and return the new head.**

**Solution:**

#include <iostream>

using namespace std;

struct ListNode {

int val;

ListNode\* next;

ListNode(int x) : val(x), next(nullptr) {}

};

ListNode\* removeElements(ListNode\* head, int val) {

ListNode\* dummy = new ListNode(-1);

dummy->next = head;

ListNode\* current = dummy;

while (current->next) {

if (current->next->val == val) {

ListNode\* temp = current->next;

current->next = current->next->next;

delete temp;

} else {

current = current->next;

}

}

head = dummy->next;

delete dummy;

return head;

}

void printList(ListNode\* head) {

while (head) {

cout << head->val << " ";

head = head->next;

}

cout << endl;

}

int main() {

ListNode\* head = new ListNode(1);

head->next = new ListNode(2);

head->next->next = new ListNode(6);

head->next->next->next = new ListNode(3);

head->next->next->next->next = new ListNode(4);

head->next->next->next->next->next = new ListNode(5);

head->next->next->next->next->next->next = new ListNode(6);

int val = 6;

cout << "Original list: ";

printList(head);

head = removeElements(head, val);

cout << "Modified list: ";

printList(head);

return 0;

}

**Output:**

![](data:image/png;base64,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)

**Problem 10 - Reverse Linked List**

**Aim: Given the head of a singly linked list, reverse the list, and return the reversed list.**

**Solution:**

#include <iostream>

using namespace std;

struct ListNode {

int val;

ListNode\* next;

ListNode(int x) : val(x), next(nullptr) {}

};

ListNode\* reverseList(ListNode\* head) {

ListNode\* prev = nullptr;

ListNode\* current = head;

ListNode\* next = nullptr;

while (current) {

next = current->next;

current->next = prev;

prev = current;

current = next;

}

return prev;

}

void printList(ListNode\* head) {

while (head) {

cout << head->val << " ";

head = head->next;

}

cout << endl;

}

int main() {

ListNode\* head = new ListNode(1);

head->next = new ListNode(2);

head->next->next = new ListNode(3);

head->next->next->next = new ListNode(4);

head->next->next->next->next = new ListNode(5);

cout << "Original list: ";

printList(head);

head = reverseList(head);

cout << "Reversed list: ";

printList(head);

return 0;

}

**Output:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAK4AAAAiCAYAAADGfuJNAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAZ5SURBVHhe7Vs/b9tGFH/sJ4g60VvqyQpQQMiUblSztYuADl2jNii8iY77ATR1ahKpkwe39BcIKqBANofcaqBAIKCA6TGbudHfgH33TzzS5OnuLNkiej/gxTyeHu/d8d3ju7tfvM+//63455dvYX9/HxwcOgPiuPjHiZNOyWf4j4ND5+Ac16GTkBz3GM7zAoqCyeUf/LYWJhDnKUS8pA9bvRZEKbff8Jlr9TZspzWIHcTOHOIJv6WFCFL+Xk3HZhLnXM+0TcQkhtxEj/5e2FlArlIUOe4p9gydlecQp8VlkRfnR9W8oisSpWmBL6exTiW2es0yKeI0LnDoG+rsBJ2oSCPyNy3wnTb+pkmiNC9/P4mLPNezi7SHDfJyVKSaekyw/znaaWIr2pbGk+a6mrCIe3QO38Hv8OQHWkK8hCevPsLTn07x+phH4hzOj+Rr9styRjbMZHkGpTGLFnnMq1r0aPTLIU1FfQH4skqsomOD7hag7B/eKSMZsTll0YX2ewbBQQAzUY/9rsQP3g9lVKlhPuxBf8wLBhj3ezCc88J8AcuMX68Bac+zaZAgOgR/0YcFL24azHG/3IPrv1/SyxXevoeP8AVevIbnPQ9+Rn/7+s2vsPenB573DvaoU/POeR6cXdGiBHypMx8WWEfqw2wAwaMrOOsNaW2r3rgPYQJwgF0m9Z53BjCSXvryAs5C9kwvzGBU8erNo71/xD+fQSZs8fAVHfisYj6EnhdCcpVASOtQsN/Cdx4U6FCDbGFgi5icI8imun1AnVEGJxY+7wczHgjUk9pgcXYNH155PCpjRO7XHL2OyWOA5ASE7fPhFJIbXliLDFWF5hJLPgx4CeAxjGY8is0CeMTvPgTmiwwGwpbiBfjJtIxs64ATlDh0T1thAyBRHh1qatTmGPp8YvrT2lejBXRCazu5BDrhRSDwYOFPW/Nj5rj/XsPeVyyCrnD0Dexdv+eFXQEuTqZlFCfRuCEQ3h8qAx3CcnDYkE7sBmjKg04bWkf+MZwsfRhpeO7AP4CAT+hZQK7tUrpl1p7TMMd9+xzewY+QfzimRVycweWbp3D912tetsD8E/ZgVM5Q/EQFdw6PA4y9GcZghkk8wpTioWC20xClzbm6SY5rC9L2zMfUizstLkI17Cb9k3cEIjgMAD5peP24LyYzpojJFSRhf/XlbQfbMSnHaE175cnZcYELLw55R4HsMNSQnvI6snLk9ySQlS+txxFbAVeYKQrapdZb6bDfroq4oiXPpCtdgRSfiX/w5a+3pVVUemZ19bZkW5mNUj3v2K37Cqn0nULaLWiViI5RFbq7J7KuTluyyOOj2151TJXv7v6OfNGoDW8POfn/isHizAbydtEM/IsdWVk7dB5bdlyxImViuyXo4FDHlh3XwWE7cI7r0Ek4x3XoJJzjOnQSzHErxBUiFhS2HQMjx2j2Y9X/to15s8OGrcGE9tcEU5ohgo2jqU/Iu0km48YOIbTaEvu4VaqcKYVtN8Wc/rfbtEb0Im3a320hm/tmNEN64GFBa7wLjZIcOui8t5ZUYQwXmURsqUTkcjaw2VHOKnl2UrToraNKVmesRBekVW3PRMgRKY8lYo49yj41RY4WO7dEa7wTLGiGtrTGu9AodZtrdlwc+JEvOAGMorai5xGWECdNDHuE5HIFZx47iyYNh8kN3CRTpd46qmQrXVD5TKyTaJTewocXgdCzx67RGnVpf1WwcbOhGVJd2p4JrVGCMY1SE2WqIB0Sy2fLJNTzuzLEOTLRK8/bydk2112jR+T4w2Xz/7Ko6a6er3pmhC3XzrYrnywNUaUKjXVtdlLZ/hG3bv/kT69p+lSKRfpI+BgWKadhqpBBwqNHmPjwjIUxiiwJeVQpRYT0+XABWcDofISt5UscXJWeEgq6oPUzt4EHpjWqaH8yNkMz1Kc1EtAU6040SjUaUwVC+s5GPH/EHCVTvhDsEDr6KI7hMMhgIZKbtXptUKzgVc8cX1T/pwRJd7bKeTTbacDgc0daoyHtT4I9zVBeQ+i3R/pqTqM0BE0VOMWOoPpZxpFaXcuofaJ4ffVTWd4vIfTMqJKVFEBli9QP1MIVNPkljqLQbZTb7RGwNs3qKnaiyOnXrbHhtt66r5Rqm/X21CLr6u6e2NAaZR0Bvfaq6SqBos37ozU6cbI5adkOc3DYbTjHdegknOM6dBLOcR06Cee4Dp2Ec1yHDgLgP7vTh1mQUzdEAAAAAElFTkSuQmCC)

**Problem 11: Container With Most Water**

**Aim: You are given an integer array height of length n. There are n vertical lines drawn such that the two endpoints of the ith line are (i, 0) and (i, height[i]).**

**Find two lines that together with the x-axis form a container, such that the container contains the most water.**

**Return the maximum amount of water a container can store.**

**Notice that you may not slant the container.**

**Solution:**

#include <iostream>

#include <vector>

using namespace std;

int maxArea(vector<int>& height) {

int left = 0, right = height.size() - 1;

int maxWater = 0;

while (left < right) {

int width = right - left;

int h = min(height[left], height[right]);

maxWater = max(maxWater, width \* h);

if (height[left] < height[right]) {

left++;

} else {

right--;

}

}

return maxWater;

}

int main() {

vector<int> height = {1, 8, 6, 2, 5, 4, 8, 3, 7};

cout << "Input heights: ";

for (int h : height) {

cout << h << " ";

}

cout << endl;

int result = maxArea(height);

cout << "Maximum water that can be stored: " << result << endl;

return 0;

}

**Output:**

![](data:image/png;base64,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)

**Problem 12: Valid Sudoku**

**Aim: Determine if a 9 x 9 Sudoku board is valid. Only the filled cells need to be validated according to the following rules:**

**Each row must contain the digits 1-9 without repetition.**

**Each column must contain the digits 1-9 without repetition.**

**Each of the nine 3 x 3 sub-boxes of the grid must contain the digits 1-9 without repetition.**

**Note:**

**A Sudoku board (partially filled) could be valid but is not necessarily solvable.**

## **Only the filled cells need to be validated according to the mentioned rules**

**Solution:**

#include <iostream>

#include <vector>

#include <unordered\_set>

using namespace std;

bool isValidSudoku(vector<vector<char>>& board) {

vector<unordered\_set<char>> rows(9), cols(9), boxes(9);

for (int i = 0; i < 9; i++) {

for (int j = 0; j < 9; j++) {

char num = board[i][j];

if (num == '.') continue;

if (rows[i].count(num) || cols[j].count(num) || boxes[(i / 3) \* 3 + j / 3].count(num))

return false;

rows[i].insert(num);

cols[j].insert(num);

boxes[(i / 3) \* 3 + j / 3].insert(num);

}

}

return true;

}

int main() {

vector<vector<char>> board = {

{'5', '3', '.', '.', '7', '.', '.', '.', '.'},

{'6', '.', '.', '1', '9', '5', '.', '.', '.'},

{'.', '9', '8', '.', '.', '.', '.', '6', '.'},

{'8', '.', '.', '.', '6', '.', '.', '.', '3'},

{'4', '.', '.', '8', '.', '3', '.', '.', '1'},

{'7', '.', '.', '.', '2', '.', '.', '.', '6'},

{'.', '6', '.', '.', '.', '.', '2', '8', '.'},

{'.', '.', '.', '4', '1', '9', '.', '.', '5'},

{'.', '.', '.', '.', '8', '.', '.', '7', '9'}

};

cout << "Is the given Sudoku board valid? " << (isValidSudoku(board) ? "Yes" : "No") << endl;

return 0;

}

**Output:**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAQMAAAARCAYAAADZuMnvAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAATpSURBVHhe7Vq9jts4EB7nCZKrVAZb7XZ7b2DjyjTu0sa4ZqtTgs0DbJU266tSGFHadH6BjVwucMDhKvPKlKpO9wbMDEWKPzJ/5PU6gJdfMIgoUpxvOMPRUN7JL6//5ID468MrODs7o8uMjIwniD4Z/Pf1D3EjIyPjaeKZ/D8jI+OJIyeDjIwMASsZrBgHzk3Zwkr2HRpl3eL8LdSlvHE0lFC3DCrZ+nkgHmqdcR1qBmwkqfQ1lLraGq8Og0rEys9bx6PET8Wkf3x2xmPpIDwVD+U/g9dBQd8M5HeDXlZsyzEJWPf2l5LXrOZoxKCvrBnHRRrcfwqCm4nj5pftimPTaKdL+hr6/bCf4Hwt47gRdvQdR44VPxV7mJ0uT/K9QqrPMalYYx/KaZeMOCasYCuyEUkLW7aFu3eyy4eyhpbfwvR8CrfqWfftNFdZjttvxj77dfqSM6vQKZ9jdf9G7LooS1Ofnc31G7q7r8e13QAfF3G/BcbUeMeGIP6H5h95CQu4mEzgYqF0Kx0VYNxg2+Br2od2XcrbHdT4CBfjzRLVF4OxNq3lpAAXaz1NXapaIj7mteoO2b4b43ybbrcvlgRCPFHfvHkLE/T3ZPIF4E2azuXsBhrcK2KsmOMTRo2EZYOxXgIj9m1qZXD9bctxEtle8S1vjXZIQpUBLlmr+vDtuPNatvEfLoRs+8QeJ+bf8dwwqw7np2cxuLu+ABehg1W6zxobEppHw8z69pvEfAM7PMUrppVjaZy69rSVH/C5NH0hoXGkXturq50Il7LiVX9d87Zfv046v6m50GbRH7I9JM5zKNq32I5wIQm9haOxFOE56g1P/HAdWzceA/E5at8mHxPe3eE0Gu23a7vfK0YQOuINQjJa6jFhBvBOweeYcrIQY05DdjnAChBzQSNc9ttIrtibxTuns4lJKiafG9ju3sN50A8VbTQnYe2fDNwgx3WjzRTj4q7pIBmYfKSEbDfu7RKvb0kiXEhGJYMRPClPaF5pMlgbl79Ez2HEvk0/Jnz8DV6I0obkPfz96++P9nGR0GxUKaWFyujHwnK2hmZ6JUvJORQbXYY9PpclzNYNFCl170NQTOHNFGBzM0ONh0AD30dPhOX/TQHrfi2/wL+y57Hg9+3xuShgIhDHhRezh3siGJ8j9m1iMriGu/YwvyzQImDWCmOJzrvsnDcKy+8Al3P9TaK6gulzeR3FAj5tCpjXNVxNG1grJ+3LJQg6T9tnxfIlOrX/hlD0iaGsb7QNi3tAgto+PJvOz+U18SwM2xHlvIBmbQRbs4G3kzUUt+451aMvinM88uqZaKPBPUZhkMslamtAmUrPKBOCCNkehce3+3IJIZHn4mJykEQQjs+R+9Y8JqzoeGNBHReu+Z1Ti2w/D8sMn6gzIEGVRfpeV2ZRySSAJax4blD+pJWElG16YLnL+pKXylp534BV0kmdg9LNx6XX5bHBK3TOw9JVDhcwy1NTH5b2grea07QP9daiEzPsoA/RzyltF8cDKpM79HaG9HmkU6X0S5g2eLnY8YDnCsGn46K59fDO6dgeE49v/VxC8RKJpRhPtd6mbTFxY9B81u3DVrdXxu3bE/9zZCwD2RzWF4cqizMyThcn+BeI5k9at1Dc50SQkZGCE0wG3W/2gw8pGRkZQZxgMsjIyNgHORlkZGQgAH4AtSTgU2UM6GMAAAAASUVORK5CYII=)

**Problem 13: Jump Game II**

**Aim:**

**You are given a 0-indexed array of integers nums of length n. You are initially positioned at nums[0].**

**Each element nums[i] represents the maximum length of a forward jump from index i. In other words, if you are at nums[i], you can jump to any nums[i + j] where:**

**0 <= j <= nums[i] and**

**i + j < n**

**Return the minimum number of jumps to reach nums[n - 1]. The test cases are generated such that you can reach nums[n - 1]**.

**Solution:**

#include <iostream>

#include <vector>

#include <climits>

using namespace std;

int jump(vector<int>& nums) {

int n = nums.size();

int jumps = 0, currentEnd = 0, farthest = 0;

for (int i = 0; i < n - 1; i++) {

farthest = max(farthest, i + nums[i]);

if (i == currentEnd) {

jumps++;

currentEnd = farthest;

}

}

return jumps;

}

int main() {

vector<int> nums = {2, 3, 1, 1, 4};

cout << "Input array: ";

for (int num : nums) {

cout << num << " ";

}

cout << endl;

int result = jump(nums);

cout << "Minimum number of jumps to reach the end: " << result << endl;

return 0;

}

**Output:**
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**Problem 14 : Populating Next Right Pointers in Each Node**

**Aim:You are given a perfect binary tree where all leaves are on the same level, and every parent has two children. The binary tree has the following definition:**

**struct Node {**

**int val;**

**Node \*left;**

**Node \*right;**

**Node \*next;**

**}**

**Populate each next pointer to point to its next right node. If there is no next right node, the next pointer should be set to NULL.**

**Initially, all next pointers are set to NULL**.

**Solution:**

#include <iostream>

#include <queue>

using namespace std;

struct Node {

int val;

Node\* left;

Node\* right;

Node\* next;

Node(int \_val) : val(\_val), left(nullptr), right(nullptr), next(nullptr) {}

};

Node\* connect(Node\* root) {

if (!root) return nullptr;

queue<Node\*> q;

q.push(root);

while (!q.empty()) {

int size = q.size();

Node\* prev = nullptr;

for (int i = 0; i < size; i++) {

Node\* curr = q.front();

q.pop();

if (prev) prev->next = curr;

prev = curr;

if (curr->left) q.push(curr->left);

if (curr->right) q.push(curr->right);

}

}

return root;

}

void printTreeWithNext(Node\* root) {

Node\* levelStart = root;

while (levelStart) {

Node\* curr = levelStart;

while (curr) {

cout << curr->val << " -> ";

if (curr->next) {

cout << curr->next->val << " ";

} else {

cout << "NULL ";

}

curr = curr->next;

}

cout << endl;

levelStart = levelStart->left;

}

}

int main() {

Node\* root = new Node(1);

root->left = new Node(2);

root->right = new Node(3);

root->left->left = new Node(4);

root->left->right = new Node(5);

root->right->left = new Node(6);

root->right->right = new Node(7);

root = connect(root);

cout << "Tree with next pointers populated:" << endl;

printTreeWithNext(root);

return 0;

}

**Output:**
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**Problem 15: Design Circular Queue**

**Aim:**

**Design your implementation of the circular queue. The circular queue is a linear data structure in which the operations are performed based on FIFO (First In First Out) principle, and the last position is connected back to the first position to make a circle. It is also called "Ring Buffer".**

**One of the benefits of the circular queue is that we can make use of the spaces in front of the queue. In a normal queue, once the queue becomes full, we cannot insert the next element even if there is a space in front of the queue. But using the circular queue, we can use the space to store new values.**

**Implement the MyCircularQueue class:**

* **MyCircularQueue(k) Initializes the object with the size of the queue to be k.**
* **int Front() Gets the front item from the queue. If the queue is empty, return -1.**
* **int Rear() Gets the last item from the queue. If the queue is empty, return -1.**
* **boolean enQueue(int value) Inserts an element into the circular queue. Return true if the operation is successful.**
* **boolean deQueue() Deletes an element from the circular queue. Return true if the operation is successful.**
* **boolean isEmpty() Checks whether the circular queue is empty or not.**
* **boolean isFull() Checks whether the circular queue is full or not.**

**You must solve the problem without using the built-in queue data structure in your programming language.**

**Solution:**

#include <iostream>

#include <vector>

using namespace std;

class MyCircularQueue {

private:

vector<int> queue;

int front, rear, size;

public:

MyCircularQueue(int k) {

size = k;

queue.resize(k);

front = rear = -1;

}

bool enQueue(int value) {

if (isFull()) return false;

if (isEmpty()) front = 0;

rear = (rear + 1) % size;

queue[rear] = value;

return true;

}

bool deQueue() {

if (isEmpty()) return false;

if (front == rear) {

front = rear = -1;

} else {

front = (front + 1) % size;

}

return true;

}

int Front() {

if (isEmpty()) return -1;

return queue[front];

}

int Rear() {

if (isEmpty()) return -1;

return queue[rear];

}

bool isEmpty() {

return front == -1;

}

bool isFull() {

return (rear + 1) % size == front;

}

};

int main() {

MyCircularQueue queue(3);

cout << "Enqueue 1: " << queue.enQueue(1) << endl;

cout << "Enqueue 2: " << queue.enQueue(2) << endl;

cout << "Enqueue 3: " << queue.enQueue(3) << endl;

cout << "Enqueue 4 (should fail): " << queue.enQueue(4) << endl;

cout << "Front: " << queue.Front() << endl;

cout << "Rear: " << queue.Rear() << endl;

cout << "Dequeue (should succeed): " << queue.deQueue() << endl;

cout << "Enqueue 4 (should succeed): " << queue.enQueue(4) << endl;

cout << "Front: " << queue.Front() << endl;

cout << "Rear: " << queue.Rear() << endl;

cout << "Is Full: " << queue.isFull() << endl;

cout << "Is Empty: " << queue.isEmpty() << endl;

return 0;

}

**Output:**
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### **Problem 16: Maximum Number of Groups Getting Fresh Donuts**

**Aim:**

**There is a donuts shop that bakes donuts in batches of batchSize. They have a rule where they must serve all of the donuts of a batch before serving any donuts of the next batch. You are given an integer batchSize and an integer array groups, where groups[i] denotes that there is a group of groups[i] customers that will visit the shop. Each customer will get exactly one donut.**

**When a group visits the shop, all customers of the group must be served before serving any of the following groups. A group will be happy if they all get fresh donuts. That is, the first customer of the group does not receive a donut that was left over from the previous group.**

**You can freely rearrange the ordering of the groups. Return the maximum possible number of happy groups after rearranging the groups.**

**Solution:**

#include <iostream>

#include <vector>

#include <algorithm>

using namespace std;

int maxHappyGroups(int batchSize, vector<int>& groups) {

int n = groups.size();

vector<int> dp(1 << n, -1);

dp[0] = 0;

int totalDonuts = 0;

for (int i = 0; i < n; ++i) {

totalDonuts += groups[i];

}

int maxGroups = 0;

for (int mask = 0; mask < (1 << n); ++mask) {

int currentDonuts = 0;

int groupCount = 0;

for (int i = 0; i < n; ++i) {

if (mask & (1 << i)) {

currentDonuts += groups[i];

if (currentDonuts % batchSize == 0) {

++groupCount;

}

}

}

maxGroups = max(maxGroups, groupCount);

}

return maxGroups;

}

int main() {

vector<int> groups = {2, 3, 5, 8};

int batchSize = 6;

cout << "Maximum number of happy groups: " << maxHappyGroups(batchSize, groups) << endl;

return 0;

}

**Output:**
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**Problem 17 : Cherry Pickup II**

**Aim:You are given a rows x cols matrix grid representing a field of cherries where grid[i][j] represents the number of cherries that you can collect from the (i, j) cell.**

**You have two robots that can collect cherries for you:**

**Robot #1 is located at the top-left corner (0, 0), and**

**Robot #2 is located at the top-right corner (0, cols - 1).**

**Return the maximum number of cherries collection using both robots by following the rules below:**

**From a cell (i, j), robots can move to cell (i + 1, j - 1), (i + 1, j), or (i + 1, j + 1).**

**When any robot passes through a cell, It picks up all cherries, and the cell becomes an empty cell.**

**When both robots stay in the same cell, only one takes the cherries.**

**Both robots cannot move outside of the grid at any moment.**

**Both robots should reach the bottom row in grid.**

**Solution:**

#include <iostream>

#include <vector>

#include <algorithm>

using namespace std;

int cherryPickup(vector<vector<int>>& grid) {

int rows = grid.size(), cols = grid[0].size();

vector<vector<vector<int>>> dp(rows, vector<vector<int>>(cols, vector<int>(cols, -1)));

dp[0][0][cols - 1] = grid[0][0] + grid[0][cols - 1];

for (int i = 1; i < rows; ++i) {

for (int j1 = 0; j1 < cols; ++j1) {

for (int j2 = 0; j2 < cols; ++j2) {

if (dp[i - 1][j1][j2] == -1) continue;

int maxCherries = dp[i - 1][j1][j2];

for (int dj1 = -1; dj1 <= 1; ++dj1) {

for (int dj2 = -1; dj2 <= 1; ++dj2) {

int nj1 = j1 + dj1, nj2 = j2 + dj2;

if (nj1 >= 0 && nj1 < cols && nj2 >= 0 && nj2 < cols) {

int cherries = (j1 == j2 ? grid[i][nj1] : grid[i][nj1] + grid[i][nj2]);

dp[i][nj1][nj2] = max(dp[i][nj1][nj2], maxCherries + cherries);

}

}

}

}

}

}

int result = 0;

for (int j1 = 0; j1 < cols; ++j1) {

for (int j2 = 0; j2 < cols; ++j2) {

result = max(result, dp[rows - 1][j1][j2]);

}

}

return result;

}

int main() {

vector<vector<int>> grid = {

{3, 1, 1},

{2, 5, 4},

{1, 5, 1}

};

cout << "Maximum cherries collected: " << cherryPickup(grid) << endl;

return 0;

}

**Output:**
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**Problem 18: Maximum Number of Darts Inside of a Circular Dartboard**

**Aim:**  **Alice is throwing n darts on a very large wall. You are given an array darts where darts[i] = [xi, yi] is the position of the ith dart that Alice threw on the wall.**

**Bob knows the positions of the n darts on the wall. He wants to place a dartboard of radius r on the wall so that the maximum number of darts that Alice throws lie on the dartboard.**

**Given the integer r, return the maximum number of darts that can lie on the dartboard.**

**Solution:**#include <iostream>

#include <vector>

#include <algorithm>

#include <cmath>

using namespace std;

int maxPoints(vector<vector<int>>& darts, int r) {

int n = darts.size();

int result = 0;

for (int i = 0; i < n; ++i) {

for (int j = i + 1; j < n; ++j) {

int x1 = darts[i][0], y1 = darts[i][1];

int x2 = darts[j][0], y2 = darts[j][1];

double midX = (x1 + x2) / 2.0;

double midY = (y1 + y2) / 2.0;

double dist = sqrt(pow(x2 - x1, 2) + pow(y2 - y1, 2));

double radius = dist / 2;

if (radius > r) continue;

int count = 0;

for (int k = 0; k < n; ++k) {

int x3 = darts[k][0], y3 = darts[k][1];

double d = sqrt(pow(x3 - midX, 2) + pow(y3 - midY, 2));

if (d <= r) count++;

}

result = max(result, count);

}

}

return result;

}

int main() {

vector<vector<int>> darts = {{1, 2}, {2, 3}, {3, 4}, {5, 6}};

int radius = 2;

cout << "Maximum number of darts inside the dartboard: " << maxPoints(darts, radius) << endl;

return 0;

}

**Output:**
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## **Problem 19: Design Skiplist**

**Aim:Design a Skiplist without using any built-in libraries.**

**A skiplist is a data structure that takes O(log(n)) time to add, erase and search. Comparing with treap and red-black tree which has the same function and performance, the code length of Skiplist can be comparatively short and the idea behind Skiplists is just simple linked lists.**

**For example, we have a Skiplist containing [30,40,50,60,70,90] and we want to add 80 and 45 into it. The Skiplist works this way:**
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Artyom Kalinin [CC BY-SA 3.0], via [Wikimedia Commons](https://commons.wikimedia.org/wiki/File:Skip_list_add_element-en.gif)**

**You can see there are many layers in the Skiplist. Each layer is a sorted linked list. With the help of the top layers, add, erase and search can be faster than O(n). It can be proven that the average time complexity for each operation is O(log(n)) and space complexity is O(n).**

**See more about Skiplist: <https://en.wikipedia.org/wiki/Skip_list>**

**Implement the Skiplist class:**

* **Skiplist() Initializes the object of the skiplist.**
* **bool search(int target) Returns true if the integer target exists in the Skiplist or false otherwise.**
* **void add(int num) Inserts the value num into the SkipList.**
* **bool erase(int num) Removes the value num from the Skiplist and returns true. If num does not exist in the Skiplist, do nothing and return false. If there exist multiple num values, removing any one of them is fine.**

**Note that duplicates may exist in the Skiplist, your code needs to handle this situation.**

**Solution:**#include <iostream>

#include <cstdlib>

#include <vector>

#include <ctime>

using namespace std;

class Skiplist {

private:

struct Node {

int val;

vector<Node\*> next;

Node(int value, int level) : val(value), next(level, nullptr) {}

};

int maxLevel;

Node\* head;

int randomLevel() {

int level = 1;

while (rand() % 2 && level < maxLevel) {

level++;

}

return level;

}

public:

Skiplist() : maxLevel(16), head(new Node(-1, maxLevel)) {

srand(time(0));

}

bool search(int target) {

Node\* node = head;

for (int level = maxLevel - 1; level >= 0; --level) {

while (node->next[level] && node->next[level]->val < target) {

node = node->next[level];

}

}

node = node->next[0];

return node && node->val == target;

}

void add(int num) {

Node\* node = head;

vector<Node\*> update(maxLevel, nullptr);

for (int level = maxLevel - 1; level >= 0; --level) {

while (node->next[level] && node->next[level]->val < num) {

node = node->next[level];

}

update[level] = node;

}

int newLevel = randomLevel();

Node\* newNode = new Node(num, newLevel);

for (int level = 0; level < newLevel; ++level) {

newNode->next[level] = update[level]->next[level];

update[level]->next[level] = newNode;

}

}

bool erase(int num) {

Node\* node = head;

vector<Node\*> update(maxLevel, nullptr);

bool found = false;

for (int level = maxLevel - 1; level >= 0; --level) {

while (node->next[level] && node->next[level]->val < num) {

node = node->next[level];

}

update[level] = node;

}

node = node->next[0];

if (node && node->val == num) {

found = true;

for (int level = 0; level < maxLevel; ++level) {

if (update[level]->next[level] == node) {

update[level]->next[level] = node->next[level];

}

}

delete node;

}

return found;

}

};

int main() {

Skiplist skiplist;

skiplist.add(30);

skiplist.add(40);

skiplist.add(50);

skiplist.add(60);

skiplist.add(70);

skiplist.add(90);

cout << "Search 50: " << (skiplist.search(50) ? "Found" : "Not Found") << endl;

cout << "Erase 50: " << (skiplist.erase(50) ? "Erased" : "Not Found") << endl;

cout << "Search 50: " << (skiplist.search(50) ? "Found" : "Not Found") << endl;

return 0;

}

**Output:**
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