# DOMAIN WINTER WINNING CAMP ASSIGNMENT

**Student Name: Garisha Grover UID: 22BCS14448**

**Branch: BE-CSE Section/Group: 22BCS\_FL\_IOT-603/B**

**DAY-4 [23-12-2024]**

**STACK AND QUEUE STANDARD QUESTION**

**VERY EASY:**

## Q. Design a stack that supports push, pop, top, and retrieving the minimum element in constant time.

**Implement the MinStack class:**

* MinStack() initializes the stack object.
* void push(int val) pushes the element val onto the stack.
* void pop() removes the element on the top of the stack.
* int top() gets the top element of the stack.
* int getMin() retrieves the minimum element in the stack.

You must implement a solution with O(1) time complexity for each function.

CODE:

#include <iostream> #include <stack> #include <limits.h>

class MinStack

{ private: std::stack<int> stack;

std::stack<int> minStack;

public:

MinStack() {

// Constructor initializes an empty stack

}

void push(int val)

{ stack.push(val);

if (minStack.empty() || val <= minStack.top()) {

minStack.push(val);

}

}

void pop() {

if (stack.top() == minStack.top())

{ minStack.pop();

}

stack.pop();

}

int top() {

return stack.top();

}

int getMin() {

return minStack.top();

}

};

int main() {

MinStack minStack; minStack.push(-2);

minStack.push(0); minStack.push(-3);

std::cout << minStack.getMin() << std::endl; // Output: -3 minStack.pop();

std::cout << minStack.top() << std::endl; // Output: 0 std::cout << minStack.getMin() << std::endl; // Output: -2 return 0;
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## Example 2:

**Input:**

["MinStack", "push", "push", "push", "push", "getMin", "pop", "getMin", "top", "getMin"]

[[], [5], [3], [7], [3], [], [], [], [], []]

## Output

[null, null, null, null, null, 3, null, 3, 7, 3]

## Explanation:

MinStack minStack = new MinStack(); minStack.push(5); # Stack: [5], MinStack: [5]

minStack.push(3); # Stack: [5, 3], MinStack: [5, 3]

minStack.push(7); # Stack: [5, 3, 7], MinStack: [5, 3]

minStack.push(3); # Stack: [5, 3, 7, 3], MinStack: [5, 3, 3] minStack.getMin(); # Returns 3

minStack.pop(); # Removes 3; Stack: [5, 3, 7], MinStack: [5, 3] minStack.getMin(); # Returns 3

minStack.top(); # Returns 7 minStack.getMin(); # Returns 3

* Minimum values are maintained as: [5] → [5, 3] → [5, 3] →

[5, 3]

* After pops, the minimum values update accordingly.

## Example 3:

**Input:**

["MinStack", "push", "push", "push", "getMin", "pop", "getMin", "pop", "getMin"]

[[], [2], [1], [4], [], [], [], [], []]

## Output:

[null, null, null, null, 1, null, 1, null, 2]

## Explanation:

minStack = MinStack() minStack.push(2) minStack.push(1) minStack.push(4) minStack.push(1)

print(minStack.getMin()) # Output: 1 minStack.pop() print(minStack.getMin()) # Output: 1 minStack.pop() print(minStack.getMin()) # Output: 1 minStack.pop() print(minStack.getMin()) # Output: 2

* Minimum values are maintained as: [2] → [2, 1] → [2, 1] → [2, 1]
* After pops, the minimum values update accordingly.

## Constraints:

* -2^31 <= val <= 2^31 - 1
* Methods pop, top and getMin operations will always be called on non-empty stacks.
* At most 3 \* 10^4 calls will be made to push, pop, top, and getMin.

**Sources: https://leetcode.com/problems/min-stack/**

CODE:

#include <iostream> #include <stack> #include <limits.h>

class MinStack

{ private: std::stack<int> stack;

std::stack<int> minStack; public:

MinStack() {

// Constructor initializes an empty stack

}

void push(int val)

{ stack.push(val);

// Push onto minStack if it's empty or val is less than or equal to the current minimum if (minStack.empty() || val <= minStack.top()) {

minStack.push(val);

}

}

void pop() {

if (stack.top() == minStack.top())

{ minStack.pop();

}

stack.pop();

}

int top() {

return stack.top();

}

int getMin() {

return minStack.top();

}

};

int main() {

MinStack minStack;

minStack.push(5); // Stack: [5], MinStack: [5]

minStack.push(3); // Stack: [5, 3], MinStack: [5, 3]

minStack.push(7); // Stack: [5, 3, 7], MinStack: [5, 3]

minStack.push(3); // Stack: [5, 3, 7, 3], MinStack: [5, 3, 3]

std::cout << minStack.getMin() << std::endl; // Output: 3 minStack.pop(); // Removes 3; Stack: [5, 3, 7], MinStack: [5, 3] std::cout << minStack.getMin() << std::endl; // Output: 3

std::cout << minStack.top() << std::endl; // Output: 7 std::cout << minStack.getMin() << std::endl; // Output: 3

return 0;

}

OUTPUT:
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**EASY LEVEL:-**

## Q. The school cafeteria offers circular and square sandwiches at lunch break, referred to by numbers 0 and 1 respectively. All students stand in a queue. Each student either prefers square or circular sandwiches.

**The number of sandwiches in the cafeteria is equal to the number of students. The sandwiches are placed in a stack. At each step:**

If the student at the front of the queue prefers the sandwich on the top of the stack, they will take it and leave the queue.

Otherwise, they will leave it and go to the queue's end.

This continues until none of the queue students want to take the top sandwich and are thus unable to eat.

You are given two integer arrays students and sandwiches where sandwiches[i] is the type of the

i th sandwich in the stack (i = 0 is the top of the stack) and students[j] is the preference of the j th student in the initial queue (j = 0 is the front of the queue). Return the number of students that are unable to eat.

## Example 1:

**Input:** students = [1,1,0,0], sandwiches = [0,1,0,1]

## Output: 0

**Explanation:**

* Front student leaves the top sandwich and returns to the end of the line making students = [1,0,0,1].
* Front student leaves the top sandwich and returns to the end of the line making students = [0,0,1,1].
* Front student takes the top sandwich and leaves the line making students = [0,1,1] and sandwiches

= [1,0,1].

* Front student leaves the top sandwich and returns to the end of the line making students = [1,1,0].
* Front student takes the top sandwich and leaves the line making students = [1,0] and sandwiches = [0,1].
* Front student leaves the top sandwich and returns to the end of the line making students = [0,1].
* Front student takes the top sandwich and leaves the line making students = [1] and sandwiches = [1].
* Front student takes the top sandwich and leaves the line making students = [] and sandwiches = []. Hence all students are able to eat.

## Example 2:

**Input:** students = [1,1,1,0,0,1], sandwiches = [1,0,0,0,1,1]

## Output: 3

**Constraints:**

* + 1 <= students.length, sandwiches.length <= 100
  + students.length == sandwiches.length
  + sandwiches[i] is 0 or 1.
  + students[i] is 0 or 1.

## Approach

* + Create two queues of students and sandwiches
  + And a count variable to check if is loop in left student
  + If students in the queue cannot have their ordered sandwiches, it makes a loop. If it is a loop, just break and return the result
  + Then implement the program like the given rules.

## Time complexity: O(n)

**Space complexity:** O(n)

**Reference :** https://leetcode.com/problems/number-of-students-unable-to-eat-lunch/description/

CODE:

#include <iostream> #include <queue> #include <vector>

int countStudentsUnableToEat(std::vector<int>& students, std::vector<int>& sandwiches)

{ std::queue<int> studentQueue; std::queue<int> sandwichStack;

// Populate the queues

for (int student : students)

{ studentQueue.push(student);

}

for (int sandwich : sandwiches)

{ sandwichStack.push(sandwich);

}

int count = 0; // Counter for unsuccessful rotations

while (!studentQueue.empty() && count < studentQueue.size())

{ if (studentQueue.front() == sandwichStack.front()) {

// Student eats the sandwich studentQueue.pop(); sandwichStack.pop();

count = 0; // Reset counter

} else {

// Student moves to the back of the queue studentQueue.push(studentQueue.front()); studentQueue.pop();

count++;

}

}

// Remaining students are those unable to eat return studentQueue.size();

}

int main() {

std::vector<int> students1 = {1, 1, 0, 0};

std::vector<int> sandwiches1 = {0, 1, 0, 1};

std::cout << countStudentsUnableToEat(students1, sandwiches1) << std::endl; // Output: 0

std::vector<int> students2 = {1, 1, 1, 0, 0, 1};

std::vector<int> sandwiches2 = {1, 0, 0, 0, 1, 1};

std::cout << countStudentsUnableToEat(students2, sandwiches2) << std::endl; // Output: 3

return 0;

}
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# MEDIUM:-

**Q. Given a circular integer array nums (i.e., the next element of nums[nums.length - 1] is nums[0]), return the next greater number for every element in nums.**

**The next greater number of a number x is the first greater number to its traversing-order next in the array, which means you could search circularly to find its next greater number. If it doesn't exist, return -1 for this number.**

**Example 1:**

**Input:** nums = [1,2,1] **Output:** [2,-1,2] **Explanation:**

* The first 1's next greater number is 2;
* The number 2 can't find next greater number.
* The second 1's next greater number needs to search circularly, which is also 2.

## Example 2:

**Input:** nums = [1,2,3,4,3]

**Output:** [2,3,4,-1,4]

## Constraints:

* 1 <= nums.length <= 104
* -109 <= nums[i] <= 109

**Reference : https://leetcode.com/problems/next-greater-element-ii/description/**

CODE:

#include <iostream> #include <vector> #include <stack>

std::vector<int> nextGreaterElements(const std::vector<int>& nums)

{ int n = nums.size();

std::vector<int> result(n, -1); // Initialize result array with -1 std::stack<int> stk; // Stack to store indices

// Iterate through the array twice (to simulate circular behavior) for (int i = 0; i < 2 \* n; ++i) {

int num = nums[i % n];

// Check for next greater element

while (!stk.empty() && nums[stk.top()] < num)

{ result[stk.top()] = num; stk.pop();

}

// Push index onto stack for first pass only if (i < n) {

stk.push(i);

}

}

return result;

}

int main() {

std::vector<int> nums1 = {1, 2, 1};

std::vector<int> result1 = nextGreaterElements(nums1); for (int num : result1) {

std::cout << num << " ";

}

std::cout << std::endl; // Output: 2 -1 2

std::vector<int> nums2 = {1, 2, 3, 4, 3}; std::vector<int> result2 = nextGreaterElements(nums2); for (int num : result2) {

std::cout << num << " ";

}

std::cout << std::endl; // Output: 2 3 4 -1 4

return 0;

}

OUTPUT:
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# HARD

## Q. You are given an array of integers nums, there is a sliding window of size k which is moving from the very left of the array to the very right. You can only see the k numbers in the window. Each time the sliding window moves right by one position.

**Return the max sliding window**. **Example 1:**

**Input:** nums = [1,3,-1,-3,5,3,6,7], k = 3

**Output:** [3,3,5,5,6,7]

**Explanation:**

|  |  |  |  |
| --- | --- | --- | --- |
| Window position |  |  | Max |
| [1 3 -1] -3 5 3 6 7 |  | 3 |  |
| 1 [3 -1 -3] 5 3 6 7 |  | 3 |  |
| 1 3 [-1 -3 5] 3 6 7 |  | 5 |  |
| 1 3 -1 [-3 5 3] 6 7 |  | 5 |  |
| 1 3 -1 -3 [5 3 6] 7 |  | 6 |  |
| 1 3 -1 -3 5 [3 6 7] |  | 7 |  |

**Example 2:**

**Input:** nums = [1], k = 1 **Output:** [1] **Constraints:**

* 1 <= nums.length <= 105
* -104 <= nums[i] <= 104
* 1 <= k <= nums.length

**Referenece :** https://leetcode.com/problems/sliding-window-maximum/description/

CODE:

#include <iostream> #include <vector> #include <deque>

std::vector<int> maxSlidingWindow(const std::vector<int>& nums, int k)

{ std::vector<int> result;

std::deque<int> dq; // Will store indices of nums

for (int i = 0; i < nums.size(); ++i) {

// Remove elements out of the current window if (!dq.empty() && dq.front() == i - k) {

dq.pop\_front();

}

// Remove elements smaller than the current element from the back while (!dq.empty() && nums[dq.back()] < nums[i]) {

dq.pop\_back();

}

// Add the current element's index to the deque dq.push\_back(i);

// Add the maximum element of the current window to the result if (i >= k - 1) {

result.push\_back(nums[dq.front()]);

}

}

return result;

}

int main() {

std::vector<int> nums1 = {1, 3, -1, -3, 5, 3, 6, 7}; int k1 = 3;

std::vector<int> result1 = maxSlidingWindow(nums1, k1); for (int num : result1)

{ std::cout << num << " ";

}

std::cout << std::endl; // Output: 3 3 5 5 6 7

std::vector<int> nums2 = {1}; int k2 = 1;

std::vector<int> result2 = maxSlidingWindow(nums2, k2); for (int num : result2) {

std::cout << num << " ";

}

std::cout << std::endl; // Output: 1

return 0;

}

![](data:image/png;base64,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)OUTPUT:

**VERY HARD**

**21. There are a number of plants in a garden. Each of the plants has been treated with some amount of pesticide. After each day, if any plant has more pesticide than the plant on its left, being weaker than the left one, it dies.**

**You are given the initial values of the pesticide in each of the plants. Determine the number of days after which no plant dies, i.e. the time after which there is no plant with more pesticide content than the plant to its left.**

**Example 1**

p = [3,6,2,7,5]

**// pesticide levels**

**Use a 1-indexed array. On day 1, plants 2 and 4 die leaving p’=[3,2,5] . On day 2, plant**

**3 in p’ dies leaving p”=[3.2] . There is no plant with a higher concentration of pesticide than the one to its left, so plants stop dying after day 2 .**

**Function Description**

Complete the function poisonousPlants in the editor below. poisonousPlants has the following parameter(s):

int p[n]: the pesticide levels in each plant

## Returns

* int: the number of days until plants no longer die from pesticide

## Input Format

* + The first line contains an integer n , the size of the array p.
  + The next line contains n space-separated integers p[i].

## Constraints

* + 1≤n≤105
  + 1≤p[i]≤109

**Example 2:**

## Sample Input

7

6 5 8 4 7 10 9

## Sample Output

2

## Explanation

Initially all plants are alive.

Plants = {(6,1), (5,2), (8,3), (4,4), (7,5), (10,6), (9,7)}

Plants[k] = (i,j) => jth plant has pesticide amount = i. After the 1st day, 4 plants remain as plants 3, 5, and 6 die. Plants = {(6,1), (5,2), (4,4), (9,7)}

After the 2nd day, 3 plants survive as plant 7 dies.

Plants = {(6,1), (5,2), (4,4)}

Plants stop dying after the 2nd day.

**Refrences**:[https://www.hackerrank.com/challenges/poisonous-plants/problem?isFullScreen=true](http://www.hackerrank.com/challenges/poisonous-plants/problem?isFullScreen=true)

CODE:

#include <iostream> #include <vector> #include <stack> #include <algorithm>

int poisonousPlants(const std::vector<int>& p)

{ int n = p.size();

std::vector<int> days(n, 0); // Days each plant takes to die std::stack<int> s; // Stack to keep track of plant indices

int maxDays = 0; // Maximum days required for plants to stop dying for (int i = 0; i < n; ++i) {

// Check if current plant will die int day = 0;

while (!s.empty() && p[s.top()] >= p[i]) {

day = std::max(day, days[s.top()]); s.pop();

}

// If stack is not empty, current plant will die if (!s.empty()) {

days[i] = day + 1;

}

maxDays = std::max(maxDays, days[i]); s.push(i);

}

return maxDays;

}

int main() {

std::vector<int> p1 = {3, 6, 2, 7, 5};

std::cout << poisonousPlants(p1) << std::endl; // Output: 2

std::vector<int> p2 = {6, 5, 8, 4, 7, 10, 9};

std::cout << poisonousPlants(p2) << std::endl; // Output: 2

return 0;

}
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