**DOMAIN WINTER WINNING CAMP ASSIGNMENT**

**Student Name: Khushbu UID: 22BCS15830**

**Branch: BE-CSE Section/Group: 22BCS\_FL\_IOT-603/B Semester: 5th**

# DAY-5 [24-12-2024]

**Searching and Sorting :-**

# VERY EASY:

## 1.Searching a Number

**Q1:** Given an integer k and array arr. Your task is to return the position of the first occurrence of k in the given array and if element k is not present in the array then return - 1.

Note: 1-based indexing is followed here.

# CODE:

#include <iostream> #include <vector> using namespace std;

int findFirstOccurrence(int k, const vector<int>& arr) { for (int i = 0; i < arr.size(); ++i) {

if (arr[i] == k) {

return i + 1; // 1-based indexing}} return -1; // Element not found}

int main() {

// Test case 1 int k1 = 16;

vector<int> arr1 = {9, 7, 16, 16, 4};

cout << "Output for Test Case 1: " << findFirstOccurrence(k1, arr1) << endl;

// Test case 2 int k2 = 98;

vector<int> arr2 = {1, 22, 57, 47, 34, 18, 66};

cout << "Output for Test Case 2: " << findFirstOccurrence(k2, arr2) << endl;

// Test case 3 int k3 = 9;

vector<int> arr3 = {1, 22, 57, 47, 34, 9, 66};

cout << "Output for Test Case 3: " << findFirstOccurrence(k3, arr3) << endl; return 0;}

# OUTPUT:
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**EASY:**

## Minimum Number of Moves to Seat Everyone

**Q2:** There are n available seats and n students standing in a room. You are given an array seats of length n, where seats[i] is the position of the ith seat. You are also given the array students of length n, where students[j] is the position of the jth student.

You may perform the following move any number of times:

Increase or decrease the position of the ith student by 1 (i.e., moving the ith student from position x to x + 1 or x - 1)

Return the minimum number of moves required to move each student to a seat such that no two students are in the same seat.

Note that there may be multiple seats or students in the same position at the beginning.

# CODE:

#include <iostream> #include <vector> #include <algorithm> using namespace std;

int minMovesToSeat(vector<int>& seats, vector<int>& students) {

// Sort both arrays to match each student with the closest seat sort(seats.begin(), seats.end());

sort(students.begin(), students.end()); int totalMoves = 0;

// Calculate the total moves required for (int i = 0; i < seats.size(); ++i) {

totalMoves += abs(seats[i] - students[i]);

}

return totalMoves;

}

int main() {

// Example 1

vector<int> seats1 = {3, 1, 5};

vector<int> students1 = {2, 7, 4};

cout << "Output for Example 1: " << minMovesToSeat(seats1, students1) << endl;

// Example 2

vector<int> seats2 = {4, 1, 5, 9};

vector<int> students2 = {1, 3, 2, 6};

cout << "Output for Example 2: " << minMovesToSeat(seats2, students2) << endl;

return 0;

}

# OUTPUT:
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**Medium**

## Search in 2D Matrix.

**Q3.** You are given an m x n integer matrix matrix with the following two properties: Each row is sorted in non-decreasing order. The first integer of each row is greater than the last integer of the previous row. Given an integer target, return true if target is in matrix or false otherwise. You must write a solution in O(log(m \* n)) time complexity.

# CODE:

#include <iostream> #include <vector> using namespace std;

bool searchMatrix(vector<vector<int>>& matrix, int target) { int m = matrix.size(); // Number of rows

int n = matrix[0].size(); // Number of columns int left = 0, right = m \* n - 1;

// Binary search on the virtual 1D representation of the matrix while (left <= right) {

int mid = left + (right - left) / 2;

int midValue = matrix[mid / n][mid % n]; // Convert 1D index to 2D index if (midValue == target) {

return true; // Target found

} else if (midValue < target) { left = mid + 1;

} else {

right = mid - 1;}}

return false; // Target not found} int main() {

// Example 1

vector<vector<int>> matrix1 = {{1, 3, 5, 7}, {10, 11, 16, 20}, {23, 30, 34, 60}}; int target1 = 3;

cout << "Output for Example 1: " << (searchMatrix(matrix1, target1) ? "true" : "false")

<< endl;

// Example 2

vector<vector<int>> matrix2 = {{1, 3, 5, 7}, {10, 11, 16, 20}, {23, 30, 34, 60}}; int target2 = 13;

cout << "Output for Example 2: " << (searchMatrix(matrix2, target2) ? "true" : "false")

<< endl;

return 0;}

# OUTPUT:
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**Hard**

## Sort Items by Groups Respecting Dependencies

**Q4:** There are n items each belonging to zero or one of m groups where group[i] is the group that the i-th item belongs to and it's equal to -1 if the i-th item belongs to no group. The items and the groups are zero indexed. A group can have no item belonging to it.

Return a sorted list of the items such that: The items that belong to the same group are next to each other in the sorted list. There are some relations between these items where beforeItems[i] is a list containing all the items that should come before the i-th item in the sorted array (to the left of the i-th item). Return any solution if there is more than one solution and return an empty list if there is no solution.

# CODE:

class Solution:

def sortItems(self, n: int, m: int, group: List[int], beforeItems: List[List[int]]) -> List[int]:

groupId = m

for i in range(n):

if group[i] == -1: group[i] = groupId groupId += 1

itemGraph = defaultdict(list) itemIndegree = [0] \* n

groupGraph = defaultdict(list) # Initialize groupGraph groupIndegree = [0] \* groupId

for i in range(n):

for prev in beforeItems[i]: itemGraph[prev].append(i) itemIndegree[i] += 1

if group[i] != group[prev]: groupGraph[group[prev]].append(group[i]) groupIndegree[group[i]] += 1

itemOrder = self.topologicalSort(itemGraph, itemIndegree) groupOrder = self.topologicalSort(groupGraph, groupIndegree)

if not itemOrder or not groupOrder: return []

orderedGroups = defaultdict(list) for item in itemOrder:

orderedGroups[group[item]].append(item)

answerList = []

for groupIndex in groupOrder:

answerList.extend(orderedGroups[groupIndex])

return answerList

def topologicalSort(self, graph: Dict[int, List[int]], indegree: List[int]) -> List[int]: visited = []

stk = []

for i in range(len(indegree)): if indegree[i] == 0:

stk.append(i)

while stk:

curr = stk.pop() visited.append(curr)

for n in graph[curr]: indegree[n] -= 1

if indegree[n] == 0: stk.append(n)

return visited if len(visited) == len(graph) else []

# OUTPUT:

**![](data:image/png;base64,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)**

**Very Hard**

**Find Minimum in Rotated Sorted Array II.**

**Q5:** Suppose an array of length n sorted in ascending order is rotated between 1 and n times. For example, the array nums = [0,1,4,4,5,6,7] might become:

[4,5,6,7,0,1,4] if it was rotated 4 times. [0,1,4,4,5,6,7] if it was rotated 7 times.

Notice that rotating an array [a[0], a[1], a[2], ..., a[n-1]] 1 time results in the array [a[n-1], a[0], a[1], a[2], ..., a[n-2]].

Given the sorted rotated array nums that may contain duplicates, return the minimum element of this array.

You must decrease the overall operation steps as much as possible.

**CODE:**

#include <iostream> #include <vector> using namespace std;

int findMin(vector<int>& nums) { int left = 0, right = nums.size() - 1;

while (left < right) {

int mid = left + (right - left) / 2;

if (nums[mid] > nums[right]) {

// Minimum must be in the right half left = mid + 1;

} else if (nums[mid] < nums[right]) {

// Minimum must be in the left half right = mid;

} else {

// nums[mid] == nums[right], reduce the search space right--;}}

return nums[left];} int main() {

// Example 1

vector<int> nums1 = {1, 3, 5};

cout << "Minimum in Example 1: " << findMin(nums1) << endl;

// Example 2

vector<int> nums2 = {2, 2, 2, 0, 1};

cout << "Minimum in Example 2: " << findMin(nums2) << endl; return 0;}

**OUTPUT:**
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