**DOMAIN WINTER WINNING CAMP**

**Student Name:** Garisha Grover **UID:** 22BCS14448

**Branch:** CSE **Section/Group:**  FL\_IOT-603/B

***Very Easy:*   
1. Binary Tree Inorder Traversal**Given the root of a binary tree, return the inorder traversal of its nodes' values.

**Example 1:**

**Input: root = [1,null,2,3]**

**Output: [1,3,2]**

**Explanation:**

**![IMG_256](data:image/png;base64,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)  
CODE:**

#include <iostream>

#include <vector>

using namespace std;

struct TreeNode {

int val;

TreeNode \*left;

TreeNode \*right;

TreeNode(int x) : val(x), left(nullptr), right(nullptr) {}

};

void inorder(TreeNode\* root, vector<int>& result) {

if (!root) return;

inorder(root->left, result);

result.push\_back(root->val);

inorder(root->right, result);

}

vector<int> inorderTraversal(TreeNode\* root) {

vector<int> result;

inorder(root, result);

return result;

}

int main() {

// Create tree: [1, null, 2, 3]

TreeNode\* root = new TreeNode(1);

root->right = new TreeNode(2);

root->right->left = new TreeNode(3);

vector<int> result = inorderTraversal(root);

for (int val : result) {

cout << val << " ";

}

cout << endl;

return 0;

}
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**2.**[**Binary Tree Preorder Traversal**](https://leetcode.com/problems/binary-tree-preorder-traversal/)Given the root of a binary tree, return the preorder traversal of its nodes' values.

**Example 1:**

**Input: root = [1,null,2,3]**

**Output: [1,2,3]**

**Explanation:**
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**CODE:**

#include <iostream>

#include <vector>

using namespace std;

struct TreeNode {

int val;

TreeNode \*left;

TreeNode \*right;

TreeNode(int x) : val(x), left(nullptr), right(nullptr) {}

};

void preorder(TreeNode\* root, vector<int>& result) {

if (!root) return;

result.push\_back(root->val);

preorder(root->left, result);

preorder(root->right, result);

}

vector<int> preorderTraversal(TreeNode\* root) {

vector<int> result;

preorder(root, result);

return result;

}

int main() {

// Create tree: [1, null, 2, 3]

TreeNode\* root = new TreeNode(1);

root->right = new TreeNode(2);

root->right->left = new TreeNode(3);

vector<int> result = preorderTraversal(root);

for (int val : result) {

cout << val << " ";

}

cout << endl;

return 0;

}

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGEAAAA/CAYAAADwgqYkAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAN9SURBVHhe7dpBSJNhHMfx39tpQeCCDnbSqYcMRBcE1qUliGsxtIIogpwpKVhUzLDw0kGah2lKKyUmWmCFYBsFWsRmI3jXSYXABUVLOrwehNfRYTsET4dF2LPFUve+/KP/B57L839e38MX5+vLlFgsJpBHXV0dAGBtbQ0VFRXymBXRDnmDmY8jEMARCOAIBBSMUFlZCUVReBm4CkZgxuMIBHAEAjgCAZuOYG/rx1R0GZouIBJBeVwkdnQ/WsjeQ2SX/nUBU5ft8sFtqW31IRRPQNPTv+4j9CTio50okw8b6O8j3Fah6RpmLtihv+5BYHFdPlEkLgTfqwi4LVBHO3BAUaAc7MC991acHIoict0mX7A1vjjeTXZh32oYt87UZ59Uyh3wPP2Ccs8YluavmBciFouJfCuVSolUKiUA5F3eqC5EIpizv91lG1oQ6fSyCLpzZ65Hn4X4poq+PNcVc5VdmRe6SIonR3JnRqy//00wibfRjkx8HB0v5Akwez6KxK5qNFyTJ8W1MhLG0roVpdl3mIYjF+FSjYLdDYPydlbVTlgA4Ls8KLJWJ/ZZ17G6JA+MQS7Cn9ngfeCCbVXF47vyrFhq0dQbQnLMCcubYdyIyXNj/CMRbOiejqD/kIbxi8cxLo+3q3UOmhAQYgkvB5xAuAuOoyNYkc8Z5B+IYIP3uQq/O4Op0/vz/q3YtofHsFdRUO7wYCD8BdaWYYTnzHs6Ih7Bjr6oCn+jblyADVZiD3HzRDV2t4QB5wDCd8zJQDiCC4HFKPprkhg0IcBvXp3F8JsM6hxX5YkhaEao6sbMxxm071HRc+gweswMsJHFKu8Ygl4Etx/q2wBcmWdoP3ocg5/kAyZomkBXvRUf3k3KE0MQi+CHOu2F7dMgTtWcw+OcAH1Qv+mIXJb3N6sZT5JppLVFhHydaD7y87O/tgm9E3FoYQ9KP4zhaptJz6jy64o/vra4vywK0Wbbc/4l39wKisJ30UXkmnzdVlataPWFRDypi/SGn57WE2J+tFOU5Zw3bimFvndUUlIij1iREfs4+j9xBAI4AgEcgQCOQABHIIAjEMARCOAIBHAEAjgCARyBAI5AAEcggCMQwBEI4AgEcAQCOAIBHIEAjkAARyCAIxDAEQjgCARwBAI4AgEcgQCOQABHIIAjEMARCOAIBHAEAjgCARyBAI5AAEcg4AdodBZJgl3itwAAAABJRU5ErkJggg==)

**3. Binary Tree - Sum of All Nodes**Given the root of a binary tree, you need to find the sum of all the node values in the binary tree.  
  
**Example 1:  
Input: root = [5, 2, 6, 1, 3, 4, 7]**

**Output: 28**

**Explanation: The sum of all nodes is 5 + 2 + 6 + 1 + 3 + 4 + 7 = 28.**

**CODE:**

#include <iostream>

using namespace std;

struct TreeNode {

int val;

TreeNode \*left;

TreeNode \*right;

TreeNode(int x) : val(x), left(nullptr), right(nullptr) {}

};

int sumOfAllNodes(TreeNode\* root) {

if (!root) return 0;

return root->val + sumOfAllNodes(root->left) + sumOfAllNodes(root->right);

}

int main() {

// Create tree: [5, 2, 6, 1, 3, 4, 7]

TreeNode\* root = new TreeNode(5);

root->left = new TreeNode(2);

root->right = new TreeNode(6);

root->left->left = new TreeNode(1);

root->left->right = new TreeNode(3);

root->right->left = new TreeNode(4);

root->right->right = new TreeNode(7);

cout << "Sum of all nodes: " << sumOfAllNodes(root) << endl;

return 0;

}

![](data:image/png;base64,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)

***Easy:*   
1. Same Tree**Two binary trees are considered the same if they are structurally identical, and the nodes have the same value.  
  
**Example 1:**

**Input: p = [1,2,3], q = [1,2,3]**

**Output: true**

**CODE:**

#include <iostream>

using namespace std;

struct TreeNode {

int val;

TreeNode\* left;

TreeNode\* right;

TreeNode(int x) : val(x), left(nullptr), right(nullptr) {}

};

bool isSameTree(TreeNode\* p, TreeNode\* q) {

if (!p && !q) return true; // Both trees are empty

if (!p || !q || p->val != q->val) return false; // Structure or value mismatch

return isSameTree(p->left, q->left) && isSameTree(p->right, q->right);

}

int main() {

// Create tree p: [1, 2, 3]

TreeNode\* p = new TreeNode(1);

p->left = new TreeNode(2);

p->right = new TreeNode(3);

// Create tree q: [1, 2, 3]

TreeNode\* q = new TreeNode(1);

q->left = new TreeNode(2);

q->right = new TreeNode(3);

cout << (isSameTree(p, q) ? "true" : "false") << endl;

return 0;

}.

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEoAAAAlCAYAAADlcn/+AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAALvSURBVGhD7ZkxaFNBHMa/iEO2ZnBwi2kd2impdIguaQsSdCl0CQ6SlCAVKr4WhwzFTcxmUwjYIfhUSLPZKbYVwjMIjVBpA0pep75sT7BwzXSFDn+HJO3LvRSvjRGk94NvyHf/u8APLrwknnK5TGgRCoUAAAcHBxgcHGzXCgBXxELRHSVKkq6ihoaG4PF4VBzpKkrhRomSRImSRImSRImSREJUDjWyUXwo9pcLCVEA4IX3mthdLiRFKc4UdftNDUQEoiRG4MPkK2q9dsQuIinsS360HTM15ABgbA75bRv8uNlzq4hnNwFAg8Fas8yA5jxIM8BOzmEwOhabRJcMWO39rXBmY7cwi6A43CvlcpnaaTQa1Gg0CIAjOaoRo9KCs5PIQokY1Sj/vEj7jFHt/SJNTwQIuE85kxP7sng6q5tEzCBNPAMgQCODMTK0zj6qm8S5RRU9RVMRf7P3R2gqpVPF4sRNnaKus3pIf0UREduh7IOAe92Z84qK6GRyi9ai4mw7UdJNTvZ6vMvaxXLm1fs7WFi9ewtPCpa40BOR+XEM1z9jflNcabOJmZWv8IYTnde5B/os6gj8m9j1TsjnA4YTqIufmc5kxuHzXUfzF7be6bOoPlLNuL7huzOCGXHfBfkvRS1X68DwOJb84kr/kBd1VSyajE5MIiCW56X6E4di18IfC+OGTygXMtg4DCHxVsO/ciUhahVbP7y487SE7MwoACAwMY25l3mUTIadT1kshsU952R5A3veMB4X4qfPP8E40msmqitheI86x4F3uJdYQT2UwZ5VgZ6KOp6bgojGUtArNjivIN2xrwf+/HgAws05ym/bxI7pBP5rn7Y+vKDkmGPuUZHs05HufM+6zwfIP1sgkznmmE27a2mK+TUy2r35unOfP0ZL6yYx7thHnJhtklFIUzzofp+LxtPtX5iBgQGnS4Xc1VNAiZJHiZJEiZJEiZJEiZJEiZJEiZJEiZJEiZJEiZJEiZJEiZJEiZLkN9XnY2XKKRnuAAAAAElFTkSuQmCC)**

**2. Invert Binary Tree**Given the root of a binary tree, invert the tree, and return its root

**Example 1:**
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**Input: root = [4,2,7,1,3,6,9]  
Output: [4,7,2,9,6,3,1]**

**CODE:**

#include <iostream>

using namespace std;

struct TreeNode {

int val;

TreeNode\* left;

TreeNode\* right;

TreeNode(int x) : val(x), left(nullptr), right(nullptr) {}

};

TreeNode\* invertTree(TreeNode\* root) {

if (!root) return nullptr;

swap(root->left, root->right); // Swap left and right child

invertTree(root->left);

invertTree(root->right);

return root;

}

void preorderTraversal(TreeNode\* root) {

if (!root) return;

cout << root->val << " ";

preorderTraversal(root->left);

preorderTraversal(root->right);

}

int main() {

// Create tree: [4, 2, 7, 1, 3, 6, 9]

TreeNode\* root = new TreeNode(4);

root->left = new TreeNode(2);

root->right = new TreeNode(7);

root->left->left = new TreeNode(1);

root->left->right = new TreeNode(3);

root->right->left = new TreeNode(6);

root->right->right = new TreeNode(9);

root = invertTree(root);

preorderTraversal(root); // Expected output: 4 7 9 6 2 3 1

cout << endl;

return 0;

}
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**3. Path Sum**Given a binary tree and a sum, return true if the tree has a root-to-leaf path such that adding up all the values along the path equals the given sum. Return false if no such path can be found. **Example 1:**
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**Input: root = [5,4,8,11,null,13,4,7,2,null,null,null,1], targetSum = 22  
Output: true  
Explanation: The root-to-leaf path with the target sum is shown.**

**CODE:**#include <iostream>

using namespace std;

struct TreeNode {

int val;

TreeNode\* left;

TreeNode\* right;

TreeNode(int x) : val(x), left(nullptr), right(nullptr) {}

};

bool hasPathSum(TreeNode\* root, int targetSum) {

if (!root) return false;

if (!root->left && !root->right) return root->val == targetSum; // Check if leaf

return hasPathSum(root->left, targetSum - root->val) || hasPathSum(root->right, targetSum - root->val);

}

int main() {

// Create tree: [5, 4, 8, 11, null, 13, 4, 7, 2, null, null, null, 1]

TreeNode\* root = new TreeNode(5);

root->left = new TreeNode(4);

root->right = new TreeNode(8);

root->left->left = new TreeNode(11);

root->left->left->left = new TreeNode(7);

root->left->left->right = new TreeNode(2);

root->right->left = new TreeNode(13);

root->right->right = new TreeNode(4);

root->right->right->right = new TreeNode(1);

int targetSum = 22;

cout << (hasPathSum(root, targetSum) ? "true" : "false") << endl;

return 0;

}

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFMAAAAoCAYAAACCV8YCAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAMESURBVGhD7Zk/aBNRHMe/EYdszeDgFtN2aKek0iG6pC1I0KXQJThIUoJUqJgWhwzFTcxmUwjYIXgqpNnsFNsK4QxCI1TagJLr1GQ7wcJrpit0+DkkaV9eWnux76rC+8B3yO/PO/jAHcfFVSqVCByBQAAAsL+/j/7+fr6lOIcrYkHx5yiZElEyJXKmzIGBAbhcLpUecqZMRe8omRJRMiWiZEpEyZSITZlZVMlE4YFYV/DYlAkAbriviTUFTw8yFefxW5m3XldBRCCKYxgeTLyk1m8uZgFxYS/+weRmqsgCwOgsclsmrKNm3aoV8HQQABLQWWuW6UjwByV0sONzGPSOZpPwoo5ae78Vi5nYyc/ALw47TalUIj6NRoMajQYB4JKlKjEqzvM1G5kvEqMq5Z4VaI8xqr5boKlxHwH3KGtYxD4vnMxqBhHTKSGeARCQIJ0x0hOd9bBmkGXVqKwlaTLkbda9IZpMalSuWWQZGoW7znIwzsskIrZNmfu+7j6fXmWGNDKsGq2Gxdl2wqQZFplr0VN6zuS3t7kcali5cxOP8zWxcSFCc2MYqn/C3IbYabOB6eUvcAdjnY8OB7kEmYewvoq1ixPweIChGOriM5xPegwez3U0P3c7zyXIdJBKuuvLTXeGMS3uOcR/K3OpUgeGxrDoFTt/j95kXhULTUbGJ+ATi71S+YEDsdbCGwnihkcozqexfhBA7E0C/4pPmzJXsPndjdtPishMjwAAfONTmH2RQ9Fg2P6YwUJQ3OmRpXXsuoN4lI+evB/6o0itGqgsB+E+7BwH3uJubBn1QBq7tTK0ZJh7r/QjHElCK5uwrDJSHXsOYu/VCITBWcptmcSO6Bjr5x5tvn9O8VFu7mGBzJOR0/mW6T4fIO9MngzGzTGTdlZTFPEmSG/XjVede94ILa4ZxCxujyxipkF6PkVRf/d1nIrrrL96+/r6+LLCBjZvc4UdlEyJKJkSUTIlomRKRMmUiJIpESVTIkqmRJRMiSiZElEyJaJkSkTJlIiSKRElUyK/AH9jhTEZx31vAAAAAElFTkSuQmCC)

***Medium:*   
1. Construct Binary Tree from Preorder and Inorder Traversal**Given two integer arrays preorder and inorder where preorder is the preorder traversal of a binary tree and inorder is the inorder traversal of the same tree, construct and return the binary tree.

**Example 1:**

**Input: preorder = [3,9,20,15,7], inorder = [9,3,15,20,7]**

**Output: [3,9,20,null,null,15,7]**

**CODE:**

#include <iostream>

#include <unordered\_map>

#include <vector>

using namespace std;

struct TreeNode {

int val;

TreeNode\* left;

TreeNode\* right;

TreeNode(int x) : val(x), left(nullptr), right(nullptr) {}

};

TreeNode\* buildTreeHelper(vector<int>& preorder, int preStart, int preEnd,

vector<int>& inorder, int inStart, int inEnd,

unordered\_map<int, int>& inMap) {

if (preStart > preEnd || inStart > inEnd) return nullptr;

TreeNode\* root = new TreeNode(preorder[preStart]);

int inRoot = inMap[root->val];

int numsLeft = inRoot - inStart;

root->left = buildTreeHelper(preorder, preStart + 1, preStart + numsLeft, inorder, inStart, inRoot - 1, inMap);

root->right = buildTreeHelper(preorder, preStart + numsLeft + 1, preEnd, inorder, inRoot + 1, inEnd, inMap);

return root;

}

TreeNode\* buildTree(vector<int>& preorder, vector<int>& inorder) {

unordered\_map<int, int> inMap;

for (int i = 0; i < inorder.size(); i++) inMap[inorder[i]] = i;

return buildTreeHelper(preorder, 0, preorder.size() - 1, inorder, 0, inorder.size() - 1, inMap);

}

void printInorder(TreeNode\* root) {

if (!root) return;

printInorder(root->left);

cout << root->val << " ";

printInorder(root->right);

}

int main() {

vector<int> preorder = {3, 9, 20, 15, 7};

vector<int> inorder = {9, 3, 15, 20, 7};

TreeNode\* root = buildTree(preorder, inorder);

printInorder(root); // Output: 9 3 15 20 7

cout << endl;

return 0;

}

**![](data:image/png;base64,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)**

**2. Construct Binary Tree from Inorder and Postorder Traversal**Given two integer arrays inorder and postorder where inorder is the inorder traversal of a binary tree and postorder is the postorder traversal of the same tree, construct and return the binary tree.  
  
**Example 1:**

**Input: inorder = [9,3,15,20,7], postorder = [9,15,7,20,3]**

**Output: [3,9,20,null,null,15,7]**

**CODE:**

#include <iostream>

#include <unordered\_map>

#include <vector>

using namespace std;

struct TreeNode {

int val;

TreeNode\* left;

TreeNode\* right;

TreeNode(int x) : val(x), left(nullptr), right(nullptr) {}};

TreeNode\* buildTreeHelper(vector<int>& inorder, int inStart, int inEnd,

vector<int>& postorder, int postStart, int postEnd,

unordered\_map<int, int>& inMap) {

if (inStart > inEnd || postStart > postEnd) return nullptr;

TreeNode\* root = new TreeNode(postorder[postEnd]);

int inRoot = inMap[root->val];

int numsLeft = inRoot - inStart;

root->left = buildTreeHelper(inorder, inStart, inRoot - 1, postorder, postStart, postStart + numsLeft - 1, inMap);

root->right = buildTreeHelper(inorder, inRoot + 1, inEnd, postorder, postStart + numsLeft, postEnd - 1, inMap);

return root;

}

TreeNode\* buildTree(vector<int>& inorder, vector<int>& postorder) {

unordered\_map<int, int> inMap;

for (int i = 0; i < inorder.size(); i++) inMap[inorder[i]] = i;

return buildTreeHelper(inorder, 0, inorder.size() - 1, postorder, 0, postorder.size() - 1, inMap);

}

void printInorder(TreeNode\* root) {

if (!root) return;

printInorder(root->left);

cout << root->val << " ";

printInorder(root->right);

}

int main() {

vector<int> inorder = {9, 3, 15, 20, 7};

vector<int> postorder = {9, 15, 7, 20, 3};

TreeNode\* root = buildTree(inorder, postorder);

printInorder(root); // Output: 9 3 15 20 7

cout << endl;

return 0;

}

**![](data:image/png;base64,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)**

**3. Sum Root to Leaf Numbers**You are given the root of a binary tree containing digits from 0 to 9 only.

Each root-to-leaf path in the tree represents a number.

For example, the root-to-leaf path 1 -> 2 -> 3 represents the number 123.

Return the total sum of all root-to-leaf numbers. Test cases are generated so that the answer will fit in a 32-bit integer.

A leaf node is a node with no children.

**Example 1:**

**![IMG_256](data:image/jpeg;base64,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)**

**Input: root = [1,2,3]Output: 25**

**Explanation:**

**The root-to-leaf path 1->2 represents the number 12.**

**The root-to-leaf path 1->3 represents the number 13.**

**Therefore, sum = 12 + 13 = 25.**

**CODE:**

#include <iostream>

using namespace std;

struct TreeNode {

int val;

TreeNode\* left;

TreeNode\* right;

TreeNode(int x) : val(x), left(nullptr), right(nullptr) {}

};

int sumNumbersHelper(TreeNode\* root, int currentSum) {

if (!root) return 0;

currentSum = currentSum \* 10 + root->val;

if (!root->left && !root->right) return currentSum; // Leaf node

return sumNumbersHelper(root->left, currentSum) + sumNumbersHelper(root->right, currentSum);

}

int sumNumbers(TreeNode\* root) {

return sumNumbersHelper(root, 0);

}

int main() {

TreeNode\* root = new TreeNode(1);

root->left = new TreeNode(2);

root->right = new TreeNode(3);

cout << sumNumbers(root) << endl; // Output: 25

return 0;

}

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADwAAAAwCAYAAABNPhkJAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAJnSURBVGhD7ZY/aBNhGMafc1JQqODieMk5KBSa4lLHgA6RLB0cMrhEBIkdSuog2SQ4pS4Gh3JZCnEoxEFptgSCcB0K6VBIBiEdHM4hcIYOXyDC43DB6HcX4x/Iny/fD57lfd/74Md9vHxGo9Hg2toaAKDb7SISiUBlLsgF1dHCqqOFVWe5haPRKAzDUDrL/YeXAS2sOr8RjiGz34TrEaQf73MT5a2YPPgDuz2aDeS0KI/PhkajwV6vx16vRwDDJGifCtJrsfIyzRhA3E4zX+1QDDzWnpk/zY5it0mvng3U5yphwuarJoVo0U4GP0jsd8hzhzn5oAURDr3S2bsx9I9KePRB7gDVh3W0L99EfFvuLAahwk9XDVyN78plH+sSLgLAN7mxGIQKj8dEdi8B84uDt6/l3pAr66gcu/AGw2U18OAel5Gx5MHZ8BfCJjIHNeQ3XJQe30dJbsP/6ytWDCsnRaTvRWAYBtY3Czjsx1E4qiE7D9JhSysYk9n37thFNjkmiyeC7rtUSG/KmSwcY67ukv8s6yd+0CHbdqA+7Uy40gkUT+rIr55h98Gt0K39p5z15cpsGC9sZVD5VEH6moOdjTvY+Q9ZAEjfuA70v8rl6RN6pZMFOi4pTstMWcFrEUyahy7p1XP+q0xOsszOQNB5Ef5Cm2qCwgU6gnQ/FpiQhwECOTrnHmtbv9bNJxV2BCnOHNrPE764FWd2z6Er/BeYGThrBgkK22xxEh5r2yGHWSkWqi16YjQpvA6dN5n5kEWosNoZv7QURQurjhZWHS2sOlpYdbSw6mhh1dHCqqOFVUcLq44WVp3v9X0VVgAjVeoAAAAASUVORK5CYII=)

***Hard:***

**1. Binary Tree Right Side View**

Given the root of a binary tree, imagine yourself standing on the right side of it, return the values of the nodes you can see ordered from top to bottom.

**Example 1:**

**Input: root = [1,2,3,null,5,null,4]**

**Output: [1,3,4]**
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**CODE:**

#include <iostream>

#include <vector>

#include <queue>

using namespace std;

struct TreeNode {

int val;

TreeNode\* left;

TreeNode\* right;

TreeNode(int x) : val(x), left(nullptr), right(nullptr) {}

};

vector<int> rightSideView(TreeNode\* root) {

vector<int> result;

if (!root) return result;

queue<TreeNode\*> q;

q.push(root);

while (!q.empty()) {

int levelSize = q.size();

for (int i = 0; i < levelSize; i++) {

TreeNode\* current = q.front();

q.pop();

// Add the last node of the current level to the result

if (i == levelSize - 1) result.push\_back(current->val);

if (current->left) q.push(current->left);

if (current->right) q.push(current->right);

}

}

return result;

}

int main() {

TreeNode\* root = new TreeNode(1);

root->left = new TreeNode(2);

root->right = new TreeNode(3);

root->left->right = new TreeNode(5);

root->right->right = new TreeNode(4);

vector<int> result = rightSideView(root);

for (int val : result) {

cout << val << " ";

}

// Output: 1 3 4

return 0;

}
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2. **Binary Tree Maximum Path Sum**A path in a binary tree is a sequence of nodes where each pair of adjacent nodes in the sequence has an edge connecting them. A node can only appear in the sequence at most once. Note that the path does not need to pass through the root.

The path sum of a path is the sum of the node's values in the path.

Given the root of a binary tree, return the maximum path sum of any non-empty path.  
  
**Example 1:**

**![IMG_256](data:image/jpeg;base64,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)**

**Input: root = [1,2,3]**

**Output: 6**

**Explanation: The optimal path is 2 -> 1 -> 3 with a path sum of 2 + 1 + 3 = 6.**

**CODE:**

#include <iostream>

#include <climits>

using namespace std;

struct TreeNode {

int val;

TreeNode\* left;

TreeNode\* right;

TreeNode(int x) : val(x), left(nullptr), right(nullptr) {}

};

int maxPathSumHelper(TreeNode\* root, int& maxSum) {

if (!root) return 0;

// Compute maximum path sums for left and right subtrees

int leftMax = max(0, maxPathSumHelper(root->left, maxSum));

int rightMax = max(0, maxPathSumHelper(root->right, maxSum));

// Update the overall maximum path sum

maxSum = max(maxSum, leftMax + rightMax + root->val);

// Return the maximum path sum including the current node

return max(leftMax, rightMax) + root->val;

}

int maxPathSum(TreeNode\* root) {

int maxSum = INT\_MIN;

maxPathSumHelper(root, maxSum);

return maxSum;

}

int main() {

TreeNode\* root = new TreeNode(1);

root->left = new TreeNode(2);

root->right = new TreeNode(3);

cout << maxPathSum(root) << endl; // Output: 6

return 0;

}

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACgAAAAXCAYAAAB50g0VAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAGSSURBVEhL7ZWxSwJRHMe/hoOjgYOOB/0DJ/YPCC7nVltDIEYQ5VDgZC5iS5BDOIUVBI7XpksouLgYNgTPJVwKDG44D4R30PBrUBye9zSwu27oA9/lvu/Bh+P346HT6ZBlWWRZFgHwXTbgc/4F1+Vngolj1NoMJicQzWJ2URbPucGqJdGu+2R+cRr1dCrnNFIdzriaZYLaHSPOh6QfKQudZ5EKpmrE+IgaGYdLHkY6g9nTNJTnKtL3YuMtEsE97KhRDHoXYuE5EsE4YpExzHdALepgBp9vLzcY6jlVvOAaEsEwQkEAagvtkobN11scbAcQCMSxW+lCOWujX1HES+7gvCQ1YjRl+KAtDC62qtQ3ulQQv7sQyR/8xHgC4OMRJ/tNsQTebCAcRTwlFr+PRPAcem8MBEOIiRUAwIZti9/cQSIIXB3W8RJJIltymLWMCmUyQPNJLFzAeQanmb8k+SQpACGhUeGmSyNuUivv0euyTBAAaZcNYgafrQwRNxjpRXXhnGtZJfjXkc6gX/gXXBffC34DreL9uNw+NN8AAAAASUVORK5CYII=)**

***Very Hard:***

1. **Count Paths That Can Form a Palindrome in a Tree**

You are given a tree (i.e. a connected, undirected graph that has no cycles) rooted at node 0 consisting of n nodes numbered from 0 to n - 1. The tree is represented by a 0-indexed array parent of size n, where parent[i] is the parent of node i. Since node 0 is the root, parent[0] == -1.

You are also given a string s of length n, where s[i] is the character assigned to the edge between i and parent[i]. s[0] can be ignored.

Return the number of pairs of nodes (u, v) such that u < v and the characters assigned to edges on the path from u to v can be rearranged to form a palindrome.

A string is a palindrome when it reads the same backwards as forwards.

**Example 1:**

**![IMG_256](data:image/png;base64,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)**

**Input: parent = [-1,0,0,1,1,2], s = "acaabc"**

**Output: 8**

**Explanation: The valid pairs are:**

**- All the pairs (0,1), (0,2), (1,3), (1,4) and (2,5) result in one character which is always a palindrome.**

**- The pair (2,3) result in the string "aca" which is a palindrome.**

**- The pair (1,5) result in the string "cac" which is a palindrome.**

**- The pair (3,5) result in the string "acac" which can be rearranged into the palindrome "acca".**

**CODE:**

#include <iostream>

#include <vector>

#include <unordered\_map>

#include <unordered\_set>

using namespace std;

// Helper function to perform DFS and count palindromic paths

void dfs(int node, int mask, const vector<vector<int>>& graph, const string& s, unordered\_map<int, int>& count, int& result) {

// Update result based on the current mask

result += count[mask];

for (int i = 0; i < 26; ++i) {

result += count[mask ^ (1 << i)];

}

// Increment the count for the current mask

count[mask]++;

// Recur for child nodes

for (int child : graph[node]) {

dfs(child, mask ^ (1 << (s[child] - 'a')), graph, s, count, result);

}

// Decrement the count to backtrack

count[mask]--;

}

int countPalindromePaths(vector<int>& parent, string s) {

int n = parent.size();

vector<vector<int>> graph(n);

for (int i = 1; i < n; ++i) {

graph[parent[i]].push\_back(i);

}

unordered\_map<int, int> count;

count[0] = 1; // Initial mask (no characters)

int result = 0;

dfs(0, 0, graph, s, count, result);

return result;

}

int main() {

vector<int> parent = {-1, 0, 0, 1, 1, 2};

string s = "acaabc";

cout << countPalindromePaths(parent, s) << endl; // Output: 8

return 0;

}
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1. **Longest Path With Different Adjacent Characters**

You are given a tree (i.e. a connected, undirected graph that has no cycles) rooted at node 0 consisting of n nodes numbered from 0 to n - 1. The tree is represented by a 0-indexed array parent of size n, where parent[i] is the parent of node i. Since node 0 is the root, parent[0] == -1.

You are also given a string s of length n, where s[i] is the character assigned to node i.

Return the length of the longest path in the tree such that no pair of adjacent nodes on the path have the same character assigned to them.

**Example 1:**
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**Input: parent = [-1,0,0,1,1,2], s = "abacbe"**

**Output: 3**

**Explanation: The longest path where each two adjacent nodes have different characters in the tree is the path: 0 -> 1 -> 3. The length of this path is 3, so 3 is returned. It can be proven that there is no longer path that satisfies the conditions.**

**CODE:**

from collections import defaultdict

def longestPath(parent, s):

n = len(parent)

adj = defaultdict(list)

# Build the adjacency list of the tree

for i in range(1, n):

adj[parent[i]].append(i)

# This will store the longest path starting from each node

longest = [0] \* n

def dfs(node):

first\_max, second\_max = 0, 0

# Explore all the children of the current node

for child in adj[node]:

child\_path = dfs(child)

# Only consider the child's path if the characters are different

if s[child] != s[node]:

if child\_path > first\_max:

second\_max = first\_max

first\_max = child\_path

elif child\_path > second\_max:

second\_max = child\_path

# The longest path that passes through this node is the sum of first\_max and second\_max + 1 (for the current node itself)

longest[node] = first\_max + 1

# Return the length of the longest path for the subtree rooted at this node

return first\_max + 1

# Start DFS from the root (node 0)

dfs(0)

# The answer is the longest path in the tree

return max(longest)

# Example usage

parent = [-1, 0, 0, 1, 1, 2]

s = "abacbe"

print(longestPath(parent, s)) # Output: 3
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