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**VERY EASY**

# 1. Binary Tree Inorder Traversal

Given the root of a binary tree, return the inorder traversal of its nodes' values.

**Example 1:**

**Input: root = [1,null,2,3] Output: [1,3,2] Explanation:**
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**CODE:**

#include <iostream> #include <vector>

using namespace std;

struct TreeNode {

int val;

TreeNode \*left;

TreeNode \*right;

TreeNode(int x) : val(x), left(nullptr), right(nullptr) {} };

void inorder(TreeNode\* root, vector<int>& result) { if (!root) return; inorder(root->left, result); result.push\_back(root->val); inorder(root->right, result); }

vector<int> inorderTraversal(TreeNode\* root) {

vector<int> result; inorder(root, result); return result;

}

int main() {

// Create tree: [1, null, 2, 3]

TreeNode\* root = new TreeNode(1); root->right = new TreeNode(2);

root->right->left = new TreeNode(3);

vector<int> result = inorderTraversal(root);

for (int val : result) {

cout << val << " ";

}

cout << endl;

return 0;

}
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**2.**[**Binary Tree Preorder Traversal**](https://leetcode.com/problems/binary-tree-preorder-traversal/)

Given the root of a binary tree, return the preorder traversal of its nodes' values.

**Example 1:**

**Input: root = [1,null,2,3] Output: [1,2,3] Explanation:**
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**CODE:**

#include <iostream> #include <vector> using namespace std;

struct TreeNode {

int val;

TreeNode \*left;

TreeNode \*right;

TreeNode(int x) : val(x), left(nullptr), right(nullptr) {} };

void preorder(TreeNode\* root, vector<int>& result) { if (!root) return; result.push\_back(root->val); preorder(root->left, result); preorder(root->right, result);

}

vector<int> preorderTraversal(TreeNode\* root) { vector<int> result; preorder(root, result); return result;

}

int main() {

// Create tree: [1, null, 2, 3]

TreeNode\* root = new TreeNode(1); root->right = new TreeNode(2);

root->right->left = new TreeNode(3);

vector<int> result = preorderTraversal(root);

for (int val : result) {

cout << val << " ";

}

cout << endl;

return 0; }

![](data:image/jpeg;base64,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)

# 3. Binary Tree - Sum of All Nodes

Given the root of a binary tree, you need to find the sum of all the node values in the binary tree.

**Example 1:**

**Input: root = [5, 2, 6, 1, 3, 4, 7]**

**Output: 28**

**Explanation: The sum of all nodes is 5 + 2 + 6 + 1 + 3 + 4 + 7 = 28.**

**CODE:**

#include <iostream>

using namespace std;

struct TreeNode {

int val;

TreeNode \*left;

TreeNode \*right;

TreeNode(int x) : val(x), left(nullptr), right(nullptr) {} };

int sumOfAllNodes(TreeNode\* root) {

if (!root) return 0;

return root->val + sumOfAllNodes(root->left) + sumOfAllNodes(root->right); }

int main() {

// Create tree: [5, 2, 6, 1, 3, 4, 7]

TreeNode\* root = new TreeNode(5); root->left = new TreeNode(2); root->right = new TreeNode(6); root->left->left = new TreeNode(1); root->left->right = new TreeNode(3); root->right->left = new TreeNode(4);

root->right->right = new TreeNode(7);

cout << "Sum of all nodes: " << sumOfAllNodes(root) << endl;

return 0;

}
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***Easy:***

# 1. Same Tree

Two binary trees are considered the same if they are structurally identical, and the nodes have the same value.

**Example 1:**

**Input: p = [1,2,3], q = [1,2,3]**

**Output: true CODE:**

#include <iostream>

using namespace std;

struct TreeNode {

int val;

TreeNode\* left;

TreeNode\* right;

TreeNode(int x) : val(x), left(nullptr), right(nullptr) {}

};

bool isSameTree(TreeNode\* p, TreeNode\* q) { if (!p && !q) return true; // Both trees are empty if (!p || !q || p->val != q->val) return false; // Structure or value mismatch return isSameTree(p->left, q->left) && isSameTree(p->right, q->right); }

int main() {

// Create tree p: [1, 2, 3]

TreeNode\* p = new TreeNode(1); p->left = new TreeNode(2);

p->right = new TreeNode(3);

// Create tree q: [1, 2, 3]

TreeNode\* q = new TreeNode(1); q->left = new TreeNode(2);

q->right = new TreeNode(3);

cout << (isSameTree(p, q) ? "true" : "false") << endl;

return 0; }.
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# 2. Invert Binary Tree

Given the root of a binary tree, invert the tree, and return its root

**Example 1:**
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**Input: root = [4,2,7,1,3,6,9]**

**Output: [4,7,2,9,6,3,1]**

**CODE:**

#include <iostream>

using namespace std;

struct TreeNode {

int val;

TreeNode\* left;

TreeNode\* right;

TreeNode(int x) : val(x), left(nullptr), right(nullptr) {} };

TreeNode\* invertTree(TreeNode\* root) {

if (!root) return nullptr;

swap(root->left, root->right); // Swap left and right child invertTree(root->left); invertTree(root->right);

return root;

}

void preorderTraversal(TreeNode\* root) {

if (!root) return; cout << root->val << " "; preorderTraversal(root->left); preorderTraversal(root->right);

}

int main() {

// Create tree: [4, 2, 7, 1, 3, 6, 9]

TreeNode\* root = new TreeNode(4); root->left = new TreeNode(2); root->right = new TreeNode(7); root->left->left = new TreeNode(1); root->left->right = new TreeNode(3); root->right->left = new TreeNode(6);

root->right->right = new TreeNode(9);

root = invertTree(root);

preorderTraversal(root); // Expected output: 4 7 9 6 2 3 1 cout << endl;

return 0;

}

![](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEAYABgAAD/2wBDAAMCAgMCAgMDAwMEAwMEBQgFBQQEBQoHBwYIDAoMDAsKCwsNDhIQDQ4RDgsLEBYQERMUFRUVDA8XGBYUGBIUFRT/2wBDAQMEBAUEBQkFBQkUDQsNFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBT/wAARCAArAMMDASIAAhEBAxEB/8QAHwAAAQUBAQEBAQEAAAAAAAAAAAECAwQFBgcICQoL/8QAtRAAAgEDAwIEAwUFBAQAAAF9AQIDAAQRBRIhMUEGE1FhByJxFDKBkaEII0KxwRVS0fAkM2JyggkKFhcYGRolJicoKSo0NTY3ODk6Q0RFRkdISUpTVFVWV1hZWmNkZWZnaGlqc3R1dnd4eXqDhIWGh4iJipKTlJWWl5iZmqKjpKWmp6ipqrKztLW2t7i5usLDxMXGx8jJytLT1NXW19jZ2uHi4+Tl5ufo6erx8vP09fb3+Pn6/8QAHwEAAwEBAQEBAQEBAQAAAAAAAAECAwQFBgcICQoL/8QAtREAAgECBAQDBAcFBAQAAQJ3AAECAxEEBSExBhJBUQdhcRMiMoEIFEKRobHBCSMzUvAVYnLRChYkNOEl8RcYGRomJygpKjU2Nzg5OkNERUZHSElKU1RVVldYWVpjZGVmZ2hpanN0dXZ3eHl6goOEhYaHiImKkpOUlZaXmJmaoqOkpaanqKmqsrO0tba3uLm6wsPExcbHyMnK0tPU1dbX2Nna4uPk5ebn6Onq8vP09fb3+Pn6/9oADAMBAAIRAxEAPwD67tvF1n8P/DfjDxRqMU82n6JoN5qVxHaqrSvHCnmOEDEAsQpwCQM45FeMf8Pq/gh/0K3xA/8ABdY//Jldz8V/+SA/Gb/sRda/9JXr8nP2WfhL4a8QzX3jf4iWbXngXTLmHSoNO86SA6xqlydsFqrxsrBUUtNIUYEKgH8VaQg6jsv6/wCHei83YyqVI0oOctl/X4b+h+lX/D6v4If9Ct8QP/BdY/8AyZR/w+r+CH/QrfED/wAF1j/8mV+TX7RfhPSvAfx8+InhzQrX7Do2k6/e2VnbeY8nlQxzMqLuclmwABliT6mvO6whJVIqa6nTUpulOVOW6dvuP2p/4fV/BD/oVviB/wCC6x/+TKP+H1fwQ/6Fb4gf+C6x/wDkyvyZ8F/ETwf4V8HvYal8KtD8YeIWvmn/ALZ1zU9SjRLYxqFgWC0uYBkOGbzGZid2McA13f7QPh7wppfwe+EutWHgvSfBfizxNFf6peWej3V/JF9gEqw2jMt3czkFjHcMCpAII44q5e7r6L71f/P7nYiPvO3q/u/z0Xq1ex+lf/D6v4If9Ct8QP8AwXWP/wAmUf8AD6v4If8AQrfED/wXWP8A8mV+K1eo/sy/DTSvi58atC8N659sbSHju726g07H2m4jtrWW4MMWejyeVsB7FqpK9/JN/JK7/AWvRXP1Y/4fV/BD/oVviB/4LrH/AOTKP+H1fwQ/6Fb4gf8Agusf/kyvzi0TQPB/7Rmi/ECDwj8L7XwDqfhnRbrxLaXWlatfXiSW1u0fmW90LmSUM5RnKyR+V8ygFSDx851F9bNdL/18018h9Lrvb56P8mvvP2p/4fV/BD/oVviB/wCC6x/+TKP+H1fwQ/6Fb4gf+C6x/wDkyvxWAJOAMmvorxxovw6/Zsjj8I6z4Ji+I/xKW2gn1mbW9Qu7XTNJlkRZBaQxWksMkzqjqHkaXbuBCrwaey1/r+u+2y3avPW39f1+PyTP0f8A+H1fwQ/6Fb4gf+C6x/8Akyj/AIfV/BD/AKFb4gf+C6x/+TK/GHWL6HUtVu7u20+20m3mlaSOxs2laG3UnIRDK7uVHQb3ZuOSTzVSgp6Ox+1P/D6v4If9Ct8QP/BdY/8AyZR/w+r+CH/QrfED/wAF1j/8mV+ZVn4q+DHw78IeEraPwRb/ABW8R3sC33iG+1bUNRsIbFmZh9htUgeH50UKWmfzVLMdoI6Yn7T/AML9J+EvxXm0nQvtcGk3un2Wr2+n6iwa805bq3Sf7LcY/wCWke/afUBSeTRL3fS9vn/Seu2nmrkfeWna/wAtv1Wm+vk7fqh/w+r+CH/QrfED/wAF1j/8mUf8Pq/gh/0K3xA/8F1j/wDJlfitXc/Dvxh4M8J6dqreIfh9F441ebaLFtR1e5tbG2AzuLw2xjllYnGCJ0AA6HrTJP1w/wCH1fwQ/wChW+IH/gusf/kyj/h9X8EP+hW+IH/gusf/AJMr81Pjp4D8Ln4LfD34kaL4Rl+HOoa/dXdhN4fN3PcWt5HAsTLf2huGeZYmMhQhncbk+U9c+A0vtOL3X9f19z1uiuiktn/w35r+kftT/wAPq/gh/wBCt8QP/BdY/wDyZR/w+r+CH/QrfED/AMF1j/8AJlfjh4PvtA07XIbjxNpF9rmlICWstP1BbGR2/hzK0MuFz1AXJHRl616x+1b4P8KeFtS+Gt94R8PR+GLLxF4KsdcubCK7nuVFxNNcBiHmdm+7Gg4IHGQBmh6JPu7fm/0ITvJx+f5f5n6b/wDD6v4If9Ct8QP/AAXWP/yZR/w+r+CH/QrfED/wXWP/AMmV+K1FBR+1P/D6v4If9Ct8QP8AwXWP/wAmUV+K1FAH7xfFf/kgPxm/7EXWv/SV6/NL4P8Aj/QPjB/wqb4e6f8ACfxxq9x4SkS5aHwn4gjME07XCNcajPb/ANmTSckxgky7VRVUFep/S34r/wDJAfjN/wBiLrX/AKSvX4O1pTnyST7NP7jGtT9rCUNrpr7/AOv6TZ73+3Zon9h/tWfEVP8AhH9Y8PfadXurry9Zk3tdb5nP2mH9zFiGTqgw+B/G/WvBKKK5qUPZwUL7HXVqe1qSqW31Nfwf4XvvG/izRfDumIJNR1e9hsLZWOAZZZFRAT2GWFeqftieLLHxF8eNa0zRX3eHPCsUHhbSVHQW1lGIMg9wzrI+e++vFKK1l7yiu13+i+73v/AjJaNvvp/n9+n3eYV13wl03xnqnxE0WP4ew6jN4yilNzpq6ST9q8yJTITHjksFRjgdcYwc4rkaKqL5XcTXMrM+7rX4xfFv4cfDjx/qXxovV8MJrmkX1jpPg/8AsWz0fUNY1K6ia3N3c21vDFK0UUbSMZZxhmKBSSa+EaKKi3vX8kvkr/5lXtHl82/m7f5DoZPJmR8Z2sGx9DX6UfGrx98e/jF8RtB8SfAtbuD4Ua5ax6kG0YRrpyzyRj7cusu2YjIr71ZbgldirtFfmrRWyqNKKevK7rt5p907LTyJtv5q3/BXn/md38eW8Lv8avHDeCRGPCZ1i5OmeQMReR5h2+X/ALH93/ZxXCUUVzwjyQUexpOXPJytufZ3ww/Zs8W/BHwJoHxIg+GXiH4meP8AXLKPUvDWn6boNzqGk6NDIu6K+upEjaOa4wQ0duCQnDSc7Vr5s+NXhHx/4R8eXP8Awsy01Cz8XapFHq1yuqyBrpxON6vKMko5B5RsMvQgEYrhKKupaU+aOi6eS7dNdrvrb0tMXaPL/Tf9Xsul/W5Xpnwj+EPxP8ZRS+KfhrpmoanqGiXCtu8O3iHVbaQDcssdvG/2nHpIiYyCAcgivM6KadtepLV9GfW37Uz+KZvgP4Nk+NLofjYNWZbNbzYNY/sH7Px9vC8g+fjy/O/eYMnbNfJNFFTb3m+/9fju+7bfUf2Uu39fctl2VkbXhHwT4i+IGtJo/hfQNU8Sas6NIthpFnJdTsqjLMI41LEAdTjivqD9sD4G/EiLw78I9Uf4feKU0zQ/hrpsGq3raLciGwkjluWkSd9mImUMpYOQQCM9a+RaKctYpLvf8Gv1JStLmfa35P8AQKKKKCgooooA/eL4r/8AJAfjN/2Iutf+kr1+DtfvF8V/+SA/Gb/sRda/9JXr8HaACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKAP//Z)

# 3. Path Sum

Given a binary tree and a sum, return true if the tree has a root-to-leaf path such that adding up all the values along the path equals the given sum. Return false if no such path can be found.

**Example 1:**
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**Input: root = [5,4,8,11,null,13,4,7,2,null,null,null,1], targetSum = 22**

**Output: true**

**Explanation: The root-to-leaf path with the target sum is shown.**

**CODE:**

#include <iostream>

using namespace std;

struct TreeNode {

int val;

TreeNode\* left;

TreeNode\* right;

TreeNode(int x) : val(x), left(nullptr), right(nullptr) {} };

bool hasPathSum(TreeNode\* root, int targetSum) {

if (!root) return false;

if (!root->left && !root->right) return root->val == targetSum; // Check if leaf

return hasPathSum(root->left, targetSum - root->val) || hasPathSum(root->right, targetSum - root->val);

}

int main() {

// Create tree: [5, 4, 8, 11, null, 13, 4, 7, 2, null, null, null, 1]

TreeNode\* root = new TreeNode(5); root->left = new TreeNode(4); root->right = new TreeNode(8); root->left->left = new TreeNode(11); root->left->left->left = new TreeNode(7); root->left->left->right = new TreeNode(2); root->right->left = new TreeNode(13); root->right->right = new TreeNode(4);

root->right->right->right = new TreeNode(1);

int targetSum = 22;

cout << (hasPathSum(root, targetSum) ? "true" : "false") << endl;

return 0;

}
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***Medium:***

# 1. Construct Binary Tree from Preorder and Inorder Traversal

Given two integer arrays preorder and inorder where preorder is the preorder traversal of a binary tree and inorder is the inorder traversal of the same tree, construct and return the binary tree.

**Example 1:**

**Input: preorder = [3,9,20,15,7], inorder = [9,3,15,20,7]**

**Output: [3,9,20,null,null,15,7]**

**CODE:**

#include <iostream>

#include <unordered\_map> #include <vector>

using namespace std;

struct TreeNode {

int val;

TreeNode\* left;

TreeNode\* right;

TreeNode(int x) : val(x), left(nullptr), right(nullptr) {} };

TreeNode\* buildTreeHelper(vector<int>& preorder, int preStart, int preEnd, vector<int>& inorder, int inStart, int inEnd, unordered\_map<int, int>& inMap) { if (preStart > preEnd || inStart > inEnd) return nullptr;

TreeNode\* root = new TreeNode(preorder[preStart]); int inRoot = inMap[root->val];

int numsLeft = inRoot - inStart;

root->left = buildTreeHelper(preorder, preStart + 1, preStart + numsLeft, inorder, inStart, inRoot -

1, inMap);

root->right = buildTreeHelper(preorder, preStart + numsLeft + 1, preEnd, inorder, inRoot + 1, inEnd, inMap);

return root;

}

TreeNode\* buildTree(vector<int>& preorder, vector<int>& inorder) { unordered\_map<int, int> inMap;

for (int i = 0; i < inorder.size(); i++) inMap[inorder[i]] = i;

return buildTreeHelper(preorder, 0, preorder.size() - 1, inorder, 0, inorder.size() - 1, inMap);

}

void printInorder(TreeNode\* root) { if (!root) return; printInorder(root->left); cout << root->val << " "; printInorder(root->right);

}

int main() { vector<int> preorder = {3, 9, 20, 15, 7}; vector<int> inorder = {9, 3, 15, 20, 7};

TreeNode\* root = buildTree(preorder, inorder);

printInorder(root); // Output: 9 3 15 20 7 cout << endl;

return 0;

}
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# 2. Construct Binary Tree from Inorder and Postorder Traversal

Given two integer arrays inorder and postorder where inorder is the inorder traversal of a binary tree and postorder is the postorder traversal of the same tree, construct and return the binary tree.

**Example 1:**

**Input: inorder = [9,3,15,20,7], postorder = [9,15,7,20,3]**

**Output: [3,9,20,null,null,15,7]**

**CODE:**

#include <iostream>

#include <unordered\_map> #include <vector>

using namespace std;

struct TreeNode {

int val;

TreeNode\* left;

TreeNode\* right;

TreeNode(int x) : val(x), left(nullptr), right(nullptr) {}};

TreeNode\* buildTreeHelper(vector<int>& inorder, int inStart, int inEnd, vector<int>& postorder, int postStart, int postEnd, unordered\_map<int, int>& inMap) {

if (inStart > inEnd || postStart > postEnd) return nullptr;

TreeNode\* root = new TreeNode(postorder[postEnd]);

int inRoot = inMap[root->val];

int numsLeft = inRoot - inStart;

root->left = buildTreeHelper(inorder, inStart, inRoot - 1, postorder, postStart, postStart + numsLeft

- 1, inMap);

root->right = buildTreeHelper(inorder, inRoot + 1, inEnd, postorder, postStart + numsLeft, postEnd - 1, inMap);

return root;

}

TreeNode\* buildTree(vector<int>& inorder, vector<int>& postorder) { unordered\_map<int, int> inMap;

for (int i = 0; i < inorder.size(); i++) inMap[inorder[i]] = i;

return buildTreeHelper(inorder, 0, inorder.size() - 1, postorder, 0, postorder.size() - 1, inMap); }

void printInorder(TreeNode\* root) { if (!root) return; printInorder(root->left); cout << root->val << " "; printInorder(root->right);

}

int main() { vector<int> inorder = {9, 3, 15, 20, 7}; vector<int> postorder = {9, 15, 7, 20, 3};

TreeNode\* root = buildTree(inorder, postorder);

printInorder(root); // Output: 9 3 15 20 7 cout << endl;

return 0;

}

![](data:image/jpeg;base64,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)

# 3. Sum Root to Leaf Numbers

You are given the root of a binary tree containing digits from 0 to 9 only.

Each root-to-leaf path in the tree represents a number.

For example, the root-to-leaf path 1 -> 2 -> 3 represents the number 123.

Return the total sum of all root-to-leaf numbers. Test cases are generated so that the answer will fit in a 32-bit integer.

A leaf node is a node with no children.

**Example 1:**
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**Input: root = [1,2,3]Output: 25 Explanation:**

**The root-to-leaf path 1->2 represents the number 12.**

**The root-to-leaf path 1->3 represents the number 13.**

**Therefore, sum = 12 + 13 = 25.**

**CODE:**

#include <iostream>

using namespace std;

struct TreeNode {

int val;

TreeNode\* left;

TreeNode\* right;

TreeNode(int x) : val(x), left(nullptr), right(nullptr) {} };

int sumNumbersHelper(TreeNode\* root, int currentSum) { if (!root) return 0;

currentSum = currentSum \* 10 + root->val;

if (!root->left && !root->right) return currentSum; // Leaf node

return sumNumbersHelper(root->left, currentSum) + sumNumbersHelper(root->right, currentSum);

}

int sumNumbers(TreeNode\* root) { return sumNumbersHelper(root, 0);

}

int main() {

TreeNode\* root = new TreeNode(1); root->left = new TreeNode(2);

root->right = new TreeNode(3);

cout << sumNumbers(root) << endl; // Output: 25

return 0;

}
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***Hard:***

# 1. Binary Tree Right Side View

Given the root of a binary tree, imagine yourself standing on the right side of it, return the values of the nodes you can see ordered from top to bottom.

**Example 1:**

# Input: root = [1,2,3,null,5,null,4] Output: [1,3,4]
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**CODE:**

#include <iostream> #include <vector> #include <queue> using namespace std;

struct TreeNode {

int val;

TreeNode\* left;

TreeNode\* right;

TreeNode(int x) : val(x), left(nullptr), right(nullptr) {} };

vector<int> rightSideView(TreeNode\* root) {

vector<int> result;

if (!root) return result;

queue<TreeNode\*> q; q.push(root);

while (!q.empty()) { int levelSize = q.size(); for (int i = 0; i < levelSize; i++) { TreeNode\* current = q.front(); q.pop();

// Add the last node of the current level to the result if (i == levelSize - 1) result.push\_back(current->val);

if (current->left) q.push(current->left); if (current->right) q.push(current->right);

} }

return result;

}

int main() {

TreeNode\* root = new TreeNode(1); root->left = new TreeNode(2); root->right = new TreeNode(3); root->left->right = new TreeNode(5);

root->right->right = new TreeNode(4);

vector<int> result = rightSideView(root);

for (int val : result) {

cout << val << " ";

}

// Output: 1 3 4 return 0;

}
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# 2. Binary Tree Maximum Path Sum

A path in a binary tree is a sequence of nodes where each pair of adjacent nodes in the sequence has an edge connecting them. A node can only appear in the sequence at most once. Note that the path does not need to pass through the root.

The path sum of a path is the sum of the node's values in the path.

Given the root of a binary tree, return the maximum path sum of any non-empty path.

**Example 1:**
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**Input: root = [1,2,3]**

**Output: 6**

**Explanation: The optimal path is 2 -> 1 -> 3 with a path sum of 2 + 1 + 3 = 6.**

**CODE:**

#include <iostream> #include <climits>

using namespace std;

struct TreeNode {

int val;

TreeNode\* left;

TreeNode\* right;

TreeNode(int x) : val(x), left(nullptr), right(nullptr) {}

};

int maxPathSumHelper(TreeNode\* root, int& maxSum) { if (!root) return 0;

// Compute maximum path sums for left and right subtrees int leftMax = max(0, maxPathSumHelper(root->left, maxSum)); int rightMax = max(0, maxPathSumHelper(root->right, maxSum));

// Update the overall maximum path sum maxSum = max(maxSum, leftMax + rightMax + root->val);

// Return the maximum path sum including the current node return max(leftMax, rightMax) + root->val;

}

int maxPathSum(TreeNode\* root) { int maxSum = INT\_MIN; maxPathSumHelper(root, maxSum);

return maxSum;

}

int main() {

TreeNode\* root = new TreeNode(1); root->left = new TreeNode(2);

root->right = new TreeNode(3);

cout << maxPathSum(root) << endl; // Output: 6

return 0;

}

![](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEAYABgAAD/2wBDAAMCAgMCAgMDAwMEAwMEBQgFBQQEBQoHBwYIDAoMDAsKCwsNDhIQDQ4RDgsLEBYQERMUFRUVDA8XGBYUGBIUFRT/2wBDAQMEBAUEBQkFBQkUDQsNFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBT/wAARCAAXACgDASIAAhEBAxEB/8QAHwAAAQUBAQEBAQEAAAAAAAAAAAECAwQFBgcICQoL/8QAtRAAAgEDAwIEAwUFBAQAAAF9AQIDAAQRBRIhMUEGE1FhByJxFDKBkaEII0KxwRVS0fAkM2JyggkKFhcYGRolJicoKSo0NTY3ODk6Q0RFRkdISUpTVFVWV1hZWmNkZWZnaGlqc3R1dnd4eXqDhIWGh4iJipKTlJWWl5iZmqKjpKWmp6ipqrKztLW2t7i5usLDxMXGx8jJytLT1NXW19jZ2uHi4+Tl5ufo6erx8vP09fb3+Pn6/8QAHwEAAwEBAQEBAQEBAQAAAAAAAAECAwQFBgcICQoL/8QAtREAAgECBAQDBAcFBAQAAQJ3AAECAxEEBSExBhJBUQdhcRMiMoEIFEKRobHBCSMzUvAVYnLRChYkNOEl8RcYGRomJygpKjU2Nzg5OkNERUZHSElKU1RVVldYWVpjZGVmZ2hpanN0dXZ3eHl6goOEhYaHiImKkpOUlZaXmJmaoqOkpaanqKmqsrO0tba3uLm6wsPExcbHyMnK0tPU1dbX2Nna4uPk5ebn6Onq8vP09fb3+Pn6/9oADAMBAAIRAxEAPwDx3/gqd4b1Pxh+098M9D0Wyl1HV9R8G6ba2lpCMvLK95eKqj6kjrxXzl48+EXw5+Glvc6Xq/xRudZ8a2ySLcab4V8Prfadb3KjiF76W6h3c8M8UUirg43Y5/QH45DTZP8Agpl8DbbVL0adDeeBRZQ3XG6O4lTU44CueN/mOgX/AGiK+ONP034XfF3xp4r8B6F8Kv8AhA1sdN1G50/xBNrF7LqFvJY200xN8ksjQFZDCFZY449hfhjjl1E4xVv5XL7r38tEr9b3Vrdappyn80vm9vPXpts79LfL9FFFIkKKKKAPub/grNeXGn/tFfD66tZ5La6g8E6fLFPC5R43W7vCrKw5BBAII6Yr5z8VftWfE/xnoOs6RqfiC2+za0qJqtxZaPY2d3qSrjAubqGFJpxwM+Y7Zxzmiih6qz2DZ3W55LRRRQAUUUUAf//Z)

***Very Hard:***

# 1. Count Paths That Can Form a Palindrome in a Tree

You are given a tree (i.e. a connected, undirected graph that has no cycles) rooted at node 0 consisting of n nodes numbered from 0 to n - 1. The tree is represented by a 0-indexed array parent of size n, where parent[i] is the parent of node i. Since node 0 is the root, parent[0] == -1. You are also given a string s of length n, where s[i] is the character assigned to the edge between i and parent[i]. s[0] can be ignored.

Return the number of pairs of nodes (u, v) such that u < v and the characters assigned to edges on the path from u to v can be rearranged to form a palindrome.

A string is a palindrome when it reads the same backwards as forwards.

**Example 1:**
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**Input: parent = [-1,0,0,1,1,2], s = "acaabc"**

**Output: 8**

**Explanation: The valid pairs are:**

* **All the pairs (0,1), (0,2), (1,3), (1,4) and (2,5) result in one character which is always a palindrome.**
* **The pair (2,3) result in the string "aca" which is a palindrome.**
* **The pair (1,5) result in the string "cac" which is a palindrome.**
* **The pair (3,5) result in the string "acac" which can be rearranged into the palindrome "acca".**

**CODE:**

#include <iostream>

#include <vector>

#include <unordered\_map> #include <unordered\_set>

using namespace std;

// Helper function to perform DFS and count palindromic paths

void dfs(int node, int mask, const vector<vector<int>>& graph, const string& s, unordered\_map<int, int>& count, int& result) {

// Update result based on the current mask result += count[mask]; for (int i = 0; i < 26; ++i) {

result += count[mask ^ (1 << i)];

}

// Increment the count for the current mask count[mask]++;

// Recur for child nodes for (int child : graph[node]) {

dfs(child, mask ^ (1 << (s[child] - 'a')), graph, s, count, result); }

// Decrement the count to backtrack count[mask]--;

}

int countPalindromePaths(vector<int>& parent, string s) { int n = parent.size(); vector<vector<int>> graph(n); for (int i = 1; i < n; ++i) {

graph[parent[i]].push\_back(i);

}

unordered\_map<int, int> count; count[0] = 1; // Initial mask (no characters) int result = 0;

dfs(0, 0, graph, s, count, result); return result;

}

int main() {

vector<int> parent = {-1, 0, 0, 1, 1, 2}; string s = "acaabc";

cout << countPalindromePaths(parent, s) << endl; // Output: 8 return 0;

}
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# 2. Longest Path With Different Adjacent Characters

You are given a tree (i.e. a connected, undirected graph that has no cycles) rooted at node 0 consisting of n nodes numbered from 0 to n - 1. The tree is represented by a 0-indexed array parent of size n, where parent[i] is the parent of node i. Since node 0 is the root, parent[0] == -1. You are also given a string s of length n, where s[i] is the character assigned to node i.

Return the length of the longest path in the tree such that no pair of adjacent nodes on the path have the same character assigned to them.

**Example 1:**
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**Input: parent = [-1,0,0,1,1,2], s = "abacbe"**

**Output: 3**

**Explanation: The longest path where each two adjacent nodes have different characters in the tree is the path: 0 -> 1 -> 3. The length of this path is 3, so 3 is returned. It can be proven that there is no longer path that satisfies the conditions.**

**CODE:**

from collections import defaultdict

def longestPath(parent, s): n = len(parent)

adj = defaultdict(list)

# Build the adjacency list of the tree for i in range(1, n): adj[parent[i]].append(i)

# This will store the longest path starting from each node longest = [0] \* n

def dfs(node):

first\_max, second\_max = 0, 0

# Explore all the children of the current node for child in adj[node]:

child\_path = dfs(child)

# Only consider the child's path if the characters are different if s[child] != s[node]:

if child\_path > first\_max: second\_max = first\_max first\_max = child\_path elif child\_path > second\_max: second\_max = child\_path

# The longest path that passes through this node is the sum of first\_max and second\_max + 1

(for the current node itself) longest[node] = first\_max + 1 # Return the length of the longest path for the subtree rooted at this node return first\_max + 1

# Start DFS from the root (node 0)

dfs(0)

# The answer is the longest path in the tree return max(longest)

# Example usage

parent = [-1, 0, 0, 1, 1, 2]

s = "abacbe"

print(longestPath(parent, s)) # Output: 3
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