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library(readxl)

##   
## Attaching package: 'readxl'

## The following object is masked from 'package:officer':  
##   
## read\_xlsx

Junior\_Data\_Analyst\_Data\_1\_ <- read\_excel("C:/Users/ADMIN/Downloads/Junior Data Analyst \_ Data (1).xlsx")  
View(Junior\_Data\_Analyst\_Data\_1\_)  
colnames(Junior\_Data\_Analyst\_Data\_1\_)<- tolower(colnames(Junior\_Data\_Analyst\_Data\_1\_))  
  
# Rename columns  
colnames(Junior\_Data\_Analyst\_Data\_1\_) <- c("hour", "date/time","solar","usage")

1. **Carry out checks on the data provided to confirm that the data is complete and fit for use. This should include**

# Calculate average solar generation and electricity usage for each hour

Data\_Analyst <- aggregate(. ~ hour, data = Junior\_Data\_Analyst\_Data\_1\_, FUN = mean)  
  
Data\_Analyst$`date/time` <- as.POSIXct(Data\_Analyst$`date/time`)

# Create plot

ggplot(Data\_Analyst, aes(x = hour)) +  
 geom\_line(aes(y = solar, color = "Solar Electricity Generation"), size = 1) +  
 geom\_line(aes(y = usage, color = "Electricity Usage"), linetype = "dashed", size = 1) +  
 scale\_color\_manual(values = c("Solar Electricity Generation" = "blue", "Electricity Usage" = "red")) +  
 labs(title = "Average Solar Electricity Generation vs Electricity Usage by Hour",  
 x = "Hour of the Day",  
 y = "Average Amount",  
 color = "Type") +  
 theme\_minimal()

## Warning: Using `size` aesthetic for lines was deprecated in ggplot2 3.4.0.  
## ℹ Please use `linewidth` instead.  
## This warning is displayed once every 8 hours.  
## Call `lifecycle::last\_lifecycle\_warnings()` to see where this warning was  
## generated.
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# Create a boxplot to investigate outliers

# combine plots

par(mfrow = c(1, 2))   
boxplot(Data\_Analyst$solar, main= "Solar Electricity generation", ylab = "Amount", col = "lightgreen")  
boxplot(Data\_Analyst$usage, main= "Electricity usage", ylab = "Amount", col = "lightblue")
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##PRESENCE OF AN OUTLIER # Define a function for Winsorization

winsorize <- function(x, threshold = 0.95) {  
 quantiles <- quantile(x, probs = c(threshold, 1 - threshold))  
 x[x > quantiles[2]] <- quantiles[2]  
 x[x < quantiles[1]] <- quantiles[1]  
 return(x)  
}

#APPLY WINSORIZE # Apply Winsorization to solar generation and electricity usage columns

Data\_Analyst$solar <- winsorize(Data\_Analyst$solar)  
Data\_Analyst$usage <- winsorize(Data\_Analyst$usage)

# Recalculate average data after Winsorization

Data\_Analyst<- aggregate(. ~ hour, data = Data\_Analyst, FUN = mean)  
view(Data\_Analyst)

# Create plot  
ggplot(Data\_Analyst, aes(x = hour)) +  
 geom\_line(aes(y = solar, color = "Solar Electricity Generation"), size = 1) +  
 geom\_line(aes(y = usage, color = "Electricity Usage"), linetype = "dashed", size = 1) +  
 scale\_color\_manual(values = c("Solar Electricity Generation" = "blue", "Electricity Usage" = "red")) +  
 labs(title = "Average Solar Electricity Generation vs Electricity Usage by Hour",  
 x = "Hour of the Day",  
 y = "Average Amount",  
 color = "Type") +  
 theme\_minimal()

![](data:image/png;base64,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)

#CONFIRM PRESENCE OF OUTLIERS # Create a boxplot to investigate outliers # combine plots

par(mfrow = c(1, 2))   
boxplot(Data\_Analyst$solar, main= "Solar Electricity generation", ylab = "Amount", col = "lightgreen")  
boxplot(Data\_Analyst$usage, main= "Electricity usage", ylab = "Amount", col = "lightblue")
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1. **Calculate, for each hour in 2020, the amount of electricity that needed to be bought from the electricity provider (measured in kWh and subject to a minimum of zero).**

# Calculate the amount of electricity needed to be bought for each hour

Data\_Analyst$buy\_from\_provider <- pmax(0, Data\_Analyst$usage - Data\_Analyst$solar)  
  
# Recalculate average data after adding buy\_from\_provider column  
Data\_Analyst <- aggregate(. ~ hour, data = Data\_Analyst, FUN = sum)  
  
# Create plot  
ggplot(Data\_Analyst, aes(x = hour)) +  
 geom\_line(aes(y = buy\_from\_provider, color = "Electricity Bought"), size = 1) +  
 scale\_color\_manual(values = c("Electricity Bought" = "green")) +  
 labs(title = "Amount of Electricity Bought from Provider by Hour",  
 x = "Hour of the Day",  
 y = "Amount of Electricity Bought (kWh)",  
 color = "Type") +  
 theme\_minimal()
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1. **Calculate, for each hour in 2020, the excess solar electricity generated over electricity used (measured in kWh and subject to a minimum of zero).**

# Calculate the excess solar electricity generated over electricity used for each hour in 2020

Data\_Analyst$excess\_solar <- pmax(0, Data\_Analyst$solar - Data\_Analyst$usage)  
  
# Summarize excess solar electricity generated over electricity used for each hour in 2020  
excess\_solar\_2020 <- aggregate(excess\_solar ~ hour, data = Data\_Analyst, FUN = sum)  
  
# Create plot  
ggplot(excess\_solar\_2020, aes(x = hour, y = excess\_solar)) +  
 geom\_line(color = "blue") +  
 labs(title = "Excess Solar Electricity Generated Over Electricity Used in 2020",  
 x = "Hour of the Day",  
 y = "Excess Solar Electricity (kWh)") +  
 theme\_minimal()
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1. **Model the cumulative battery charge level (measured in kWh) for each hour over 2020, assuming a battery had already been installed.**

**The battery charge level should:**

* + 1. **begin at zero at 1 January 2020 00:00.**
    2. **allow for the increase or decrease in charge level depending on the hourly results of parts (ii) and (iii).**
    3. **be subject to the cap on the maximum battery charge level.**

Model the cumulative battery charge level (measured in kWh) for each hour over 2020, assuming a battery had already been installed.

We iterate through each row of the data frame data, representing each hour.

For each hour, we calculate the net energy available for charging the battery by subtracting the electricity usage from the solar generation.

We then calculate the change in the battery charge level based on the net energy and the battery’s capacity, ensuring that the charge level does not exceed the capacity.

We update the cumulative charge level accordingly.

We store the hourly charge levels in a vector and create a data frame with timestamps and charge levels.

Finally, we plot the cumulative battery charge level over time

# Define battery parameters

battery\_capacity <- 1000 # kWh (example capacity)  
  
# Convert 'timestamp' to a POSIXct object if it's not already  
Data\_Analyst$`date/time` <- as.POSIXct(Data\_Analyst$`date/time`)

# Initialize cumulative charge level  
cumulative\_charge <- 0  
  
# Initialize vector to store hourly charge levels  
hourly\_charge\_levels <- numeric()

# Iterate through each hour of data  
for (i in 1:nrow(Data\_Analyst)) {  
 # Calculate net energy (solar generation - electricity usage)  
 net\_energy <- Data\_Analyst$solar[i] - Data\_Analyst$usage[i]  
}

# Calculate charge level change based on net energy and battery capacity

charge\_change <- min(battery\_capacity - cumulative\_charge, max(-cumulative\_charge, net\_energy))  
   
 # Update cumulative charge level  
 cumulative\_charge <- cumulative\_charge + charge\_change  
   
 # Store hourly charge level  
 hourly\_charge\_levels <- c(hourly\_charge\_levels, cumulative\_charge)

# Create data frame with hourly charge levels

charge\_data <- data.frame(timestamp = Data\_Analyst$`date/time`, charge\_level = hourly\_charge\_levels)

# Plot cumulative battery charge level  
ggplot(charge\_data, aes(x = timestamp, y = charge\_level)) +  
 geom\_line(color = "blue") +  
 labs(title = "Cumulative Battery Charge Level",  
 x = "Date",  
 y = "Cumulative Charge Level (kWh)") +  
 theme\_minimal()
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1. **Calculate the amount of electricity for each hour in 2020 that would have been bought from the electricity provider (measured in kWh and subject to a minimum of zero), assuming a battery had already been installed.**

To calculate the amount of electricity that would have been bought from the electricity provider for each hour, assuming a battery had already been installed, we need to consider the scenario where the battery is not able to meet the electricity demand entirely. In this case, any shortfall in meeting the demand with solar energy and the battery’s stored energy would need to be supplemented by purchasing electricity from the provider. Here’s how you can calculate it in R:

# Assuming ‘data’ contains columns ‘timestamp’, ‘solar’, ‘usage’, and ‘charge\_level’

# Define battery parameters  
battery\_capacity <- 1000 # kWh (example capacity)  
  
# Initialize vector to store amount of electricity bought from provider for each hour  
electricity\_bought <- numeric()  
  
# Iterate through each hour of data  
for (i in 1:nrow(Data\_Analyst)) {  
 # Calculate net energy (solar generation - electricity usage)  
 net\_energy <- Data\_Analyst$solar[i] - Data\_Analyst$usage[i]  
}

# Calculate available energy from battery

battery\_energy <- min(battery\_capacity, Data\_Analyst$charge\_level[i])

# Calculate total available energy (solar + battery)  
 total\_energy <- Data\_Analyst$solar[i] + battery\_energy

# Calculate amount of electricity bought from provider (if shortfall)  
 buy\_from\_provider <- max(0, Data\_Analyst$usage[i] - total\_energy)  
   
 # Store amount of electricity bought from provider  
 electricity\_bought <- c(electricity\_bought, buy\_from\_provider)

# Create data frame with amount of electricity bought from provider for each hour  
bought\_data <- data.frame(timestamp = Data\_Analyst$`date/time`, electricity\_bought = electricity\_bought)

# Plot amount of electricity bought from provider  
ggplot(bought\_data, aes(x = timestamp, y = electricity\_bought)) +  
 geom\_line(color = "red") +  
 labs(title = "Amount of Electricity Bought from Provider",  
 x = "Date",  
 y = "Electricity Bought (kWh)") +  
 theme\_minimal()
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We iterate through each row of the data frame data, representing each hour.

For each hour, we calculate the total available energy, which includes energy generated by solar and stored energy in the battery.

We calculate the amount of electricity that needs to be bought from the provider to meet the electricity demand not covered by solar and battery energy.

We store the amount of electricity bought from the provider in a vector and create a data frame with timestamps and electricity bought values.

Finally, we plot the amount of electricity bought from the provider over time.

1. To calculate the amount of electricity that would have been bought from the electricity provider for each hour, assuming a battery had already been installed, we need to consider the scenario where the battery is not able to meet the electricity demand entirely. In this case, any shortfall in meeting the demand with solar energy and the battery’s stored energy would need to be supplemented by purchasing electricity from the provider.

# Define battery parameters  
battery\_capacity <- 1000 # kWh (example capacity)  
# Initialize vector to store amount of electricity bought from provider for each hour  
electricity\_bought <- numeric()  
  
# Iterate through each hour of data  
for (i in 1:nrow(Data\_Analyst)) {  
 # Calculate net energy (solar generation - electricity usage)  
 net\_energy <- Data\_Analyst$solar[i] - Data\_Analyst$usage[i]  
   
 # Calculate available energy from battery  
 battery\_energy <- min(battery\_capacity, Data\_Analyst$charge\_level[i])  
   
 # Calculate total available energy (solar + battery)  
 total\_energy <- Data\_Analyst$solar[i] + battery\_energy  
   
 # Calculate amount of electricity bought from provider (if shortfall)  
 buy\_from\_provider <- max(0, Data\_Analyst$usage[i] - total\_energy)  
   
 # Store amount of electricity bought from provider  
 electricity\_bought <- c(electricity\_bought, buy\_from\_provider)  
}  
  
# Create data frame with amount of electricity bought from provider for each hour  
bought\_data <- data.frame(timestamp = Data\_Analyst$`date/time`, electricity\_bought = electricity\_bought)  
  
# Plot amount of electricity bought from provider  
ggplot(bought\_data, aes(x = timestamp, y = electricity\_bought)) +  
 geom\_line(color = "red") +  
 labs(title = "Amount of Electricity Bought from Provider",  
 x = "Date",  
 y = "Electricity Bought (kWh)") +  
 theme\_minimal()
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1. **Calculate the saving over 2020 (in dollars ($), using 1 January 2022 electricity prices and ignoring discounting) from installing a battery compared to using the existing solar panels alone.**

To calculate the savings over 2020 from installing a battery compared to using existing solar panels alone, we need to consider the difference in electricity costs between purchasing electricity from the provider and using the battery to store excess solar energy.

Obtain electricity prices for 1 January 2022.

Calculate the total amount of electricity bought from the provider with and without the battery.

Multiply the difference in electricity bought by the price difference to get the savings.

# Define electricity prices  
electricity\_price\_2022 <- 0.12 # $/kWh (example price for 1 January 2022)  
  
# Convert 'timestamp' to a POSIXct object if it's not already  
Data\_Analyst$timestamp <- as.POSIXct(Data\_Analyst$`date/time`)  
  
# Initialize vector to store amount of electricity bought from provider with and without the battery  
electricity\_bought\_without\_battery <- numeric()  
electricity\_bought\_with\_battery <- numeric()  
  
# Iterate through each hour of data  
for (i in 1:nrow(Data\_Analyst)) {  
 # Calculate net energy (solar generation - electricity usage)  
 net\_energy <- Data\_Analyst$solar[i] - Data\_Analyst$usage[i]  
   
 # Calculate available energy from battery  
 battery\_energy <- min(battery\_capacity, Data\_Analyst$charge\_level[i])  
   
 # Calculate total available energy (solar + battery)  
 total\_energy <- Data\_Analyst$solar[i] + battery\_energy  
   
 # Calculate amount of electricity bought from provider without the battery  
 buy\_from\_provider\_without\_battery <- max(0, Data\_Analyst$usage[i] - Data\_Analyst$solar[i])  
   
 # Calculate amount of electricity bought from provider with the battery  
 buy\_from\_provider\_with\_battery <- max(0, Data\_Analyst$usage[i] - total\_energy)  
   
 # Store amounts of electricity bought from provider  
 electricity\_bought\_without\_battery <- c(electricity\_bought\_without\_battery, buy\_from\_provider\_without\_battery)  
 electricity\_bought\_with\_battery <- c(electricity\_bought\_with\_battery, buy\_from\_provider\_with\_battery)  
}  
  
# Calculate total electricity cost without the battery  
total\_cost\_without\_battery <- sum(electricity\_bought\_without\_battery) \* electricity\_price\_2022  
  
# Calculate total electricity cost with the battery  
total\_cost\_with\_battery <- sum(electricity\_bought\_with\_battery) \* electricity\_price\_2022  
  
# Calculate savings  
savings <- total\_cost\_without\_battery - total\_cost\_with\_battery  
  
# Print savings  
cat("Savings over 2020 from installing a battery compared to using existing solar panels alone: $", savings, "\n")

## Savings over 2020 from installing a battery compared to using existing solar panels alone: $ 7.558969

1. **Tabulate the data appropriately and then produce a chart to illustrate, on a monthly basis for the calendar year and measured in kWh, the:**
   * 1. **monthly solar generation.**
     2. **monthly electricity usage.**
     3. **monthly electricity purchased from the electricity provider (no battery).**
     4. **monthly electricity purchased from the electricity provider (with battery).**

To tabulate the data appropriately and then produce a chart to illustrate the monthly solar generation, electricity usage, electricity purchased from the electricity provider (without battery), and electricity purchased from the electricity provider (with battery) on a monthly basis for the calendar year, #Aggregate the data by month to calculate monthly totals. #Create a data frame or data table to store the monthly totals. #Produce a chart to visualize the monthly data.

# Convert 'timestamp' to a POSIXct object if it's not already  
Data\_Analyst$timestamp <- as.POSIXct(Data\_Analyst$`date/time`)  
  
# Extract month and year from timestamp  
Data\_Analyst$month <- format(Data\_Analyst$timestamp, "%Y-%m")  
  
# Aggregate data by month to calculate monthly totals  
monthly\_totals <- aggregate(cbind(solar, usage, buy\_from\_provider\_without\_battery, buy\_from\_provider\_with\_battery) ~ month, data = Data\_Analyst, FUN = sum)  
  
# Plot monthly data  
ggplot(monthly\_totals, aes(x = month)) +  
 geom\_line(aes(y = solar, color = "Solar Generation"), size = 1) +  
 geom\_line(aes(y = usage, color = "Electricity Usage"), size = 1) +  
 geom\_line(aes(y = buy\_from\_provider\_without\_battery, color = "Electricity Purchased (No Battery)"), size = 1, linetype = "dashed") +  
 geom\_line(aes(y = buy\_from\_provider\_with\_battery, color = "Electricity Purchased (With Battery)"), size = 1, linetype = "dashed") +  
 labs(title = "Monthly Electricity Data",  
 x = "Month",  
 y = "Monthly Amount (kWh)",  
 color = "Type") +  
 theme\_minimal() +  
 theme(axis.text.x = element\_text(angle = 45, hjust = 1))

## `geom\_line()`: Each group consists of only one observation.  
## ℹ Do you need to adjust the group aesthetic?  
## `geom\_line()`: Each group consists of only one observation.  
## ℹ Do you need to adjust the group aesthetic?  
## `geom\_line()`: Each group consists of only one observation.  
## ℹ Do you need to adjust the group aesthetic?  
## `geom\_line()`: Each group consists of only one observation.  
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