学习新技术的方法一：

1. 从理论上下手，了解一下是什么东西。（知道）---概念
2. 从使用上下手，了解一下他的语法。（记住）--使用
3. 找出和他相似的技术点，从性能上 比较两者的实现的原理（理解）--性能、原理
4. 从应用场景上推演，加深对技术的理解（练习--举一反三）--应用场景
5. 生命周期 理解什么时候从哪儿开始，什么时候从哪结束

适应新框架的开始：

数据库连接字符串 增删改查 多表联查 文件上传 条件查询 导入导出 系统日 志记录 用户操作日志记录 当前用户信息 角色、权限、模块配置

列表 添加 修改 搜索框 刷新列表 返填 选项卡 配置样式（文本框等长宽高）

调用控制器的方法js 增删改查 添加按钮 非空验证

1.

问题：

VS2015提示：未安装Style的Visual Studio语言支持，代码编辑Intellisense将不可用。服务器控件的标记Intellisense可能不起作用

解决：

（工具-拓展更新）Microsoft ASP.NET and Web Tools

2.

问题：

Datatables（页码）不刷新

解决：

加上状态: "stateSave":false

1. mvc中的过滤器
2. 授权过滤器：限制进入控制器或控制器的某个行为方法

所有过滤器中最先执行IAuthorizationFilter

1. 动作过滤器：动作过滤器IActionFilter
2. 结果过滤器IResultFilter
3. 异常过滤器IExceptionFilter
4. 设置session 在服务端，session[“1423”]=”张三”
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1. 设置cookie，创建httpcookie对象并赋名字，创建当前时间，创建timespan实例，赋值过期时间，然后将两者结合的过期时间设置在cookie的expires中，response appendcookie（cookie）添加在浏览器中
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# 6.**HashTable, Dictionary, ArrayList、数组**的区别：

1.HashTable和Dictionary 前者在添加数据时，不需要声明类型。而后者需要声明其类型。并且，前者存入的数据都是objct的类型，取数据的时候，需要进行类型转换，对于值类型的数据，需要进行装箱和取消装箱。而后者，因为在声明时候，指定了类型，所以不需要进行类型转换。相比之下，dictionary性能高一些。

前者：数据类型不唯一 后者：体现顺序的情景中（remove之后，顺序被打乱）

1. ArrayList和数组 前者在添加数据的时候，不需要声明其类型。而后者需要声明其类型。并且，前者不需要手动指定数组的长度，会根据数据的变化自动改变数组的长度。后者需要指定数组的长度。

7.viewbag和viewdata的区别：前者是动态类型，viewbag.名称=值 后者是字典类型viewdata【“1320”】=值 的方式，两者只在当前Action中有效，等同于view，两者的值可以互相访问，因为Viewbag的实现中包含了viewdata

8.控制器中actionresult的返回值常用的有 view、content、json 还有file jsvascript css等

9.将实体数据转换成json的几种方式：

1.通过字符串拼接的方式，返回content

2.序列化为json字符串

10.

虚方法可以声明方法体 抽象类和接口不可以声明方法体

/// 抽象类和虚方法 是需要重写的 接口是需要又实现的

/// 抽象类和接口必须重写实现所有的成员 但是虚方法可以先不重写 先不实现

/// 重载是同一个类中 几个方法名相同 参数或参数类型不同的方法

/// 重写是在继承关系中，子类重新定义父类的方法 方法名和参数都相同

1. 静态方法和非静态方法的区别
   1. 使用上：静态方法直接点方法或者属性就好，不需要实例化。而且非静态方法需要实例化之后，才可以调用。
   2. 声明周期不同：
      1. 静态方法又叫类方法，所以静态方法会随着类的定义加载到内存中，一直到线程结束，静态方法才会被销毁。
      2. 非静态方法，在实例化对象之后，才会被创建，直到这个实例化的对象被销毁时，才被销毁。
2. File类和FileInfo类的区别
   1. 两者都可以对文件进行增删改查的操作，他们都是基于Syatem.IO命名空间下的操作类
      1. File 静态类，如果对文件进行单一的操作或者对很多文件进行操作，推荐使用file类，因为它不要实例化对象，可以直接使用。
      2. Fileinfo类，如果对同一文件进行多次操作，推荐使用fileinfo类
3. File类的每个方法都需要对路径进行检查，即使多次对同一个文件进行操作也需要进 行检查。Fileinfo不需要进行多次检查，只需要在创建的时候进行一次检查。所以，在对 同一个文件执行多次操作的时候，用fileinfo。 如果执行一些单一的方法，就用file。

13.

1. 总结思考为荣，浑水摸鱼为耻
2. 定义常量为荣，魔法数字为耻
3. 代码优化为荣，复制粘贴为耻
4. 设计模式为荣，代码重复为耻
5. 参数校验为荣，运行异常为耻
6. 代码自测为荣，过度自信为耻
7. 规范日志为荣，乱打日志为耻
8. 接口兼容为荣，接口裸奔为耻

14.Func委托和Action委托的区别

1. Func委托有返回值
2. Action委托没有返回值
3. Out和Ref的区别
   1. 前者只出不进，后者有进有出
   2. 前者在方法内部完成初始化，后者在传入方法参数之前--对其完成初始化
   3. 两者都是按照地址传递的，从而改变参数的值
4. 里氏替换原则
   1. 所有使用基类的地方能够使用子类进行替换，而程序的行为不会发生任何变化（替换为子类之后不会产生错误或异常）
5. 隐式类型转换和显式类型转换
   1. 前者是 从小的类型转换成大的类型，从派生类转换到基类
   2. 后者是 强制类型转换，需要强制转换运算符
   3. 前者不会造成数据丢失，后者会造成数据丢失
6. git和svn的区别
   1. 前者是分布式的，后者不是
   2. 前者把内容按元数据方式存储，后者是按文件：所有的资源控制系统都是把文件的元信息隐藏在一个类似.svn的文件夹里
   3. Git没有一个全局的版本号，svn有
   4. Git的内容完整性要优于svn
7. js闭包
   * 1. Js嵌套函数中 返回子函数，子函数中要有对父函数中私有变量的操作 并把这个父函数赋值给一个变量 在调用这个变量的时候 父函数中的私有变量只声明命一次。
     2. 闭包就是一种保护私有变量的机制，在函数执行时形成私有变量的作用域，保护里面的私有变量不受外界的干扰。
     3. 就是实现了局部变量也能像全局变量一样使用（例子：累加）。
8. 前台线程和后台线程的区别
   1. 应用程序必须在运行完所有的前台线程后退出
   2. 应用程序可以在没有运行完后台线程的情况下直接退出，所有的后台线程在应用程序退出时，自动结束。
   3. 用Thread创建的线程都是前台线程，主线程也是前台线程，线程池的线程默认为后台线程（task创建的默认是线程池中的线程）
   4. IsBackground属性用来设置线程是前台还是后台，需要在线程启动之前运行
   5. 多线程的优点：
      1. 可以让计算机同时坐很多事情，节约时间。
      2. 后台运行程序，提高效率，不会使主界面出现假死或者无响应
9. c#中的? ?? ?. ?””:””
   1. ?可为空（一般在字段中写）
   2. ??如果左边的为空 则 返回右边的
   3. ?.如果左边的不为空 则 执行右边的
   4. ?””:”” 三目运算符
10. 扩展
    1. 给$添加方法:$.extend({ min:function(a,b){return a<b?a:b}, })
       1. 使用$.min(3,5) 返回3
    2. 给jQuery的方法:$.fn.extend({ checkAll:function(){ this.prop(‘checked’,true) }, })
       1. 使用$item.checkAll()
11. 协变与逆变
12. dictionary和hashtable的区别：
    1. Hashtable表示键值对的集合
    2. Dictionary表示键和值的集合
    3. hashtable不支持泛型，而dictionary支持泛型
    4. Hashtable元素属于object类型，所以在存储和检索值类型的时候会装箱和拆箱，需要进行类型转换，耗时间。
    5. 单线程推荐使用dictionary，支持泛型，声明已经定义好了类型，不需要进行装箱和拆箱，速度较快。
13. 事务TransactionScope scope = new TransactionScope（）
    1. 提交的时候 支持循环多次操作 然后统一提交（也就是说，循环执行多次操作的时候，只需要在最后提交一次即可）
14. 添加、修改、删除需要的验证
    1. 添加（验证唯一性，可不可以重复添加，提示已经添加）
    2. 修改（验证有没有删除，两天电脑的情况下，提示数据不存在）
    3. 真删除（验证有没有删除，提示已经删除）
15. 预处理器：预处理器指令指导编译器在实际编译开始之前对信息进行预处理。
    1. 所有的预处理器指令都是以#开始
    2. 且在一行上，只有空白字符可以出现在预处理器指令之前。
    3. 预处理器指令不是语句，所以他们不以分号结束
16. varchar和nvarchar的区别
    1. 两者的最大长度设置不一样，前者是1-8000。后者是1-4000
    2. 前者能存储的字节数就是他的长度 后者能存储的字节数是他的两倍。
    3. 存储方式上看，前者是按照字节存储的。后者是按照字符存储的
    4. 存储量来看，前者比较节省空间，因为存储的大小就是字节的实际长度，而后者是双字节存储
    5. 使用上，如果存储内容是英文字符，建议使用前者。如果是带有汉字的，建议使用后者，因为后者使用的Unicode编码，统一的编码，会减少乱码出现的几率。

简单的来说，一般有汉字的使用后者。没有汉字的使用前者。

1. String和stringbuilder的区别
   1. 1
2. 内存泄漏：（内存浪费）未能释放已经不在使用的内存（因为疏忽或者错误导致应用程序产生的情况）
3. 缓冲区溢出：缓冲的数据超出了缓冲区的容量，造成多余的部分溢出。
4. 复杂度
   1. 算法效率：
      1. 时间效率
      2. 空间效率
   2. 时间复杂度：一个算法所花费的时间与其中语句的执行次数成正比例，算法中的基本操作的执行次数，为算法的时间复杂度。（执行的次数，并且根据n的 大小也记录了增长的趋势--比如O（1）表示算法消耗的时间不随规模的增长而增长）
      1. 常用的时间复杂度大小比较：O(1)<O(logn)<O(n)<O(n的2次方)<O(2的n次方)<O（n的阶乘）
      2. 计算时间复杂度的方式，就是算出程序运行的基本操作的执行次数的最坏情况。
   3. 空间复杂度：表示算法需要消耗的最大数据空间。
      1. 是时间复杂度一样 也是用o（n）这样的式子来表示，大小比较也如上所示。
   4. 编码复杂度:是一个定性的概念，并没有什么量化的标准。对于一个问题来说，如果用了冗长的算法思想，那么代码量就会非常巨大，其编码复杂度就会非常大。
5. Unix时间戳：是从1970年1月1日 开始所经过的秒数，不考虑闰秒。
6. 乐观锁和悲观锁
   1. 乐观锁：乐观的认为别人不会同时操作数据，乐观锁默认是不会上锁的。
   2. 悲观锁：悲观的认为别人一定会同时修改数据，任何情况都会上锁。
   3. 乐观锁适合在读取频繁的时候，悲观锁适合在写入频繁的时候。
7. 互斥锁：对共享数据进行锁定，保证同一时刻只能有一个线程去操作。
8. 死锁：指两个或两个以上的进程在执行过程中，由于竞争资源或者由于彼此通信而造成的一种阻塞的现象，若无外力作用，他们都将无法进行下去。
9. 主从复制：例：一台redis服务器的数据，复制到其他的redis服务器。前者称为主节点，后者称为从节点，数据的复制是单向的，只能由主节点到从节点。主节点以写为主，从节点以读为主。
   1. 读写分离：就比如主从复制的模式，主节点负责写，从节点负责读。
   2. 数据冗余：主从复制实现了数据的热备份，是持久化之外的一种数据冗余方式
   3. 故障恢复：当主节点出现问题时，可以由从节点提供服务，实现快速的故障恢复，实际上是一种服务的冗余
   4. 负载均衡：在主从复制的基础上，配合读写分离，可以由主节点提供写服务，由从节点提供读服务（即写redis数据时，应用连接主节点，读redis数据时，应用连接从节点），分担服务器负载，尤其是在写少读多的场景下，通过多个从节点分担读负载，可以大大提高redis服务的并发量。
   5. 高可用（集群）基石：除了上述作用外，主从复制还是哨兵和集群能够实施的基础，因此说主从复制是redis高可用的基础。
10. 在缓存穿透中设计到的布隆过滤器：
11. 哈希函数：hash（英文的意思是混杂、拼凑、重新表述的意思）hash是通过计算哈希值，打破元素之间的关系，使集合中的元素按照散列函数的分类进行排序。

(1)为什么要有hash？

* + 1. Hash函数是一种映射关系，根据数据的关键词key，通过一定的函数关系，计算出该元素存储位置的函数。表示为address=H[key]
    2. 相比较普通的数据或者链表来存储元素，哈希函数查找元素的时候，效率更高。

1. Lua脚本的特性（在redis中）
   1. 减少网络开销，在lua脚本中可以将多个命令放在同一个脚本中执行
   2. 原子操作，redis会将整个脚本作为一个整体执行，中间不会被其他命令插入（redis执行命令是单线程）--因为原子性，所以延伸出的缺点就是，不适合在lua脚本中写入比较复杂的操作，否则会使客户端一直处于等待的状态，影响客户端的其他操作。
   3. 复用性，客户端发送的脚本会永远存储在redis中，其他客户端也可以复用这一脚本来完成同样的逻辑。
2. 接口的添加操作要有幂等性，主要是在添加操作中，不管什么情况，只添加一次。（即成功的条件添加，失败的条件不管）
   1. Cas概念：是一种无锁原子算法，主要是为了保证原子性。
   2. Cas如何保证原子性：总线锁定，缓存锁定
      1. 总线锁定：
         1. 是指cpu使用了总线锁，所谓总线锁就是cpu提供的lock信号，其他cpu的总线请求将被阻塞。（总线：是计算机组件间传输数据的方式，也就是说通过总线，cpu与其他组件连接传输数据，就是靠总线完成的，比如cpu对内存的读写。）
         2. 虽然保证了数据的一致性，但是在锁定期间，总线锁定阻止了被阻塞处理器和所有内存之间的通信，因此总线锁定开销较大。
         3. 所以现代CPU为了提升性能，通过锁定范围缩小的思想设计出缓存行锁定（缓存行是CPU高速缓存存储的最小单位）
      2. 缓存锁定：
         1. 对cpu缓存行进行锁定，是基于缓存一致性实现的。
         2. 某个cpu对缓存数据进行更改时，会通知缓存了该数据的cpu抛弃缓存的数据或者从内存重新读取。
      3. 缓存一致性：
         1. 如果一个变量在多个cpu中都存在缓存，那么就可能存在缓存不一致的问题。因为在缓存中变量没有共享，各自在各自的缓存中操作，那么就存在缓存不一致的问题。
         2. 两种解决办法：总线加锁，缓存一致性协议
         3. 总线加锁
            1. Cpu和其他部件进行通信都是通过总线来进行的，如果对总线加锁的话，那么就阻塞了其他cpu通过总线对其他部件的访问，从而使得只能有一个cpu能使用这个变量的内存。 但是在总线加锁的期间，其他cpu无法进行访问，那么就导致了效率低下。
            2. 缓存一致性协议

保证了每个缓存中使用的共享变量副本是一致的。

当cpu向内存写入数据时，如果发现操作的变量时共享变量，而且在其他cpu中也存在该变量的副本，那么就会发出信号让其他cpu把该变量设置为无效状态，因此当其他cpu读取这个变量的时候，就会发现自己内存中的变量时无效的，那么就会从内存中重新获取。

* 1. Cas原子一致性的问题：
     1. 只能保证一个共享变量的原子操作
        1. Cas只针对一个变量使用，如果是多个变量，最好使用锁，当然也可以是将多个变量整合成一个变量。
     2. 在并发量大的情况下，cas将消耗大量的cpu资源
        1. 很容易发生多个线程反复更新某一个变量，更新不成功，会消耗大量的cpu资源（原子性）
     3. ABA问题
        1. 比如两个线程操作一个数据，线程1工作时间为10秒，线程2工作时间为2秒，
        2. 那么可能在线程1的工作时间内，此共享变量已经被线程2修改了很多次，只不过是最后一次和为操作此变量之前的数据一致
        3. 那么有的业务可能不需要关心中间的过程，只要最后的结果一样就行，但是有的业务就不允许变量有所变化。
        4. 相当于是只关心共享变量的起始值和结束值，不关心过程中共享变量是否被其他线程动过。
        5. 解决：加上版本号，根据版本号来判断该共享变量是否被修改过。

1. Cas原子性和锁的区别
   1. 两者都解决了并发中同步的问题，前者适合一个共享变量的原子操作，后者适合多个共享变量的原子操作