**Conectar con el servidor MySQL**

Lo primero que tendremos que hacer es conectar con el sistema gestor de MySQL. Para ello, desde la línea de comandos invocamos a MySQL. Para ello, simplemente tenemos que escribir el comando "mysql" e indicarle unas opciones de conexión.

% mysql

Con el "%" expresamos el principio de la línea de comandos. Ese principio es el prompt que tengamos en nuestra consola de Linux o MsDOS, que puede ser algo como c:\mysql\bin>. El carácter "%", por tanto, no tenemos que escribirlo.

Con esa sentencia se conecta uno con la base de datos con los parámetros por defecto. Es decir, al servidor local, con usuario y password igual a cadenas vacías.

Lo más normal es que tengamos que indicar algún otro dato para conectar con la base de datos, como el usuario, la clave o la dirección del servidor con el que queremos conectar. La sintaxis sería la siguiente:

% mysql -h nombre\_servidor -u nombre\_usuario –p

% mysql -h nombre\_servidor -u nombre\_usuario –p –port puerto\_mysql

**En el comando mysql el puerto siempre tiene que ir al final.**

Si deseamos conectarnos a la base de datos en local y con nombre de usuario root tendríamos que escribir:

% mysql -h localhost -u root –p

% mysql -h localhost -u root –p –port 3310

% mysql -h localhost -u root –p –P 3310

Lo primero que nos preguntará será el password para el usuario root. Una vez introducida la clave, ya estaremos dentro de la línea de comandos de MySQL. Con ello el prompt cambiará a algo como esto:

mysql>

Podríamos haber indicado la contraseña directamente en la línea de comandos para iniciar la sesión con MySQL, pero esto se desaconseja por razones de seguridad. De todos modos, la sintaxis hubiera sido:

% mysql -h localhost -u root –p mi\_clave

Nos fijamos que entre -h y el nombre del host hay un espacio en blanco, igual que entre -u y el nombre de usuario. Sin embargo, entre -p y la clave no debemos poner ningún espacio.

**Dentro de la consola de MySQL**

Una vez dentro, tendremos a nuestra disposición todas las sentencias de MySQL para el trabajo con la base de datos y el lenguaje SQL.

Lo más normal es que primero te tengas que conectar con una base de datos en concreto, de entre todas las que puedes tener creadas en tu servidor MySQL. Eso se hace con el comando use, seguido del nombre de la base de datos que deseas conectar.

mysql> use mibasedatos;

Esto nos conectaría con la base de datos llamada "mibasedatos".

**Nota:** Hay que fijarse que todas las sentencias dentro de la línea de comandos de MySQL acaban en ";". Si no colocamos el punto y coma, lo más seguro es que no se ejecute el comando y nos vuelva a salir el prompt para que sigamos introduciendo el comando. Si lo que queríamos era ejecutar la sentencia que habíamos escrito antes, con simplemente entrar el ";" será suficiente. Es decir, no debemos escribir de nuevo la sentencia entera, sólo el ";" y volver a apretar "enter".

Si queremos ver una lista de las bases de datos alojadas en nuestro servidor podemos escribir el comando show databases. Así:

mysql>show databases;

Con esto nos mostraría una lista de las bases de datos de nuestro servidor. Algo como esto:

mysql> show databases

-> ;
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5 rows in set (0.02 sec)

Si queremos crear una base datos, podremos hacerlo con el comando "create database" seguido del nombre de la nueva base de datos.

mysql> create database miprueba;

Eso nos creará una base de datos que se llama "miprueba". Como habíamos comentado, si queremos luego usar esa base de datos escribiríamos:

mysql> use miprueba;

Lógicamente, esta base de datos recién creada estará vacía, pero si estuviéramos usando una base de datos ya creada y queremos ver las tablas que tiene escribiríamos el comando "show tables".

mysql> show tables;

Si no hay tablas, nos dirá algo como "Empty set", pero si tenemos varias tablas dadas de alta en la base de datos que estamos usando, nos saldrá una lista de ellas:
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2 rows in set (0.00 sec)

Ahora, si deseamos obtener información sobre una tabla, para saber qué campos tiene y de qué tipo, podremos utilizar el comando describe seguido del nombre de la tabla.

mysql> describe administrador;
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4 rows in set (0.11 sec)

**Otras Sentencias SQL**

Desde la consola de MySQL podemos indicar por línea de comandos todo tipo de sentencias en lenguaje SQL, como selecciones, inserciones, actualizaciones, creación de tablas, etc. El mecanismo es el que se puede deducir. Simplemente colocamos la sentencia a ejecutar seguida del punto y coma. Veamos una serie de sentencias seguidas y el resultado de ejecutarlas:

mysql> create table prueba (id\_prueba int);

Query OK, 0 rows affected (0.08 sec)

mysql> insert into prueba (id\_prueba) values (1);

Query OK, 1 row affected (0.00 sec)

mysql> insert into prueba (id\_prueba) values (2);

Query OK, 1 row affected (0.00 sec)

mysql> insert into prueba (id\_prueba) values (3);

Query OK, 1 row affected (0.00 sec)

mysql> select \* from prueba;

![https://desarrolloweb.com/articulos/images/mysql/select.jpg](data:image/jpeg;base64,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)

3 rows in set (0.00 sec)

En definitiva, podemos ejecutar todas las sentencias que se han aprendido en el [manual del lenguaje SQL](http://www.desarrolloweb.com/manuales/9/)

**Para salir de la línea de comandos de MySQL**

Una vez hemos terminado de trabajar con MySQL, si queremos cerrar la conexión con el servidor, simplemente escribimos "quit" desde el prompt de MySQL:

mysql> quit

### Conectándose a la base de datos

Esta guía asume que ya tienes creada una base de datos, así como un usuario con los privilegios necesarios para hacer las operaciones que se requieren en la base de datos.

Los cuatro parámetros que necesitamos para establecer una conexión a la base de datos es el host donde reside la base de datos, el nombre de usuario, la contraseña y el nombre de la base de datos que vamos a manipular.

mysql -h [host] -D [base de datos] -u [usuario] -p

Esto te pedirá la contraseña, para que no sea guardada en el historial, por ejemplo:

mysql -h servidor.jveweb.net -D nombre\_base\_de\_datos -u juan -p

Puedes especificar la contraseña en el comando agregando la contraseña junto a -p, no dejes un espacio entre -p y la contraseña para conectarte de esta manera, aunque no usar la contraseña en el comando es recomendable, por ejemplo:

mysql -h servidor.jveweb.net -D nombre\_base\_de\_datos -u juan -p lacontraseña

El parámetro -D para especificar la base de datos a usar desde que nos conectamos también es opcional, si no lo usas puedes ver una lista de las bases de datos disponibles usando show databases; y seleccionar la base de datos a usar con use [nombre base de datos]; en la linea de comandos de mysql, por ejemplo: use **usuarios**;

Si funcionó, obtendremos un resultado similar a este:

Reading table information for completion of table and column names

You can turn off this feature to get a quicker startup with -A

Welcome to the MySQL monitor. Commands end with ; or \g.

Your MySQL connection id is 6324623

Server version: 5.1.39-log MySQL Server

Copyright (c) 2000, 2010, Oracle and/or its affiliates. All rights reserved.

This software comes with ABSOLUTELY NO WARRANTY. This is free software,

and you are welcome to modify and redistribute it under the GPL v2 license

Type 'help;' or '\h' for help. Type '\c' to clear the current input

statement.

mysql>

Para terminar la sesión escribe quit. Si te estás conectando a una base de datos ubicada en un host externo, es recomendable el uso de SSL al conectarse a la base de datos, para hacer esto usa el parámetro --ssl

### Enviando peticiones al shell de MySQL

Una vez que estamos en el shell de MySQL, podemos enviar peticiones de MySQL. Para ejecutarlas tenemos que terminarlas con un punto y coma (;), o con \g, por ejemplo:

show tables;

La petición no es ejecutada hasta que el punto y coma es encontrado, esto nos permite escribir peticiones de MySQL en lineas múltiples, por ejemplo:

show  
tables  
;

Si queremos presentar los resultados verticalmente, necesitamos terminar las peticiones con \G en vez de un punto y coma o \g

### Usando el editor

En sistemas basados en Unix como Linux, el comando edit desde dentro del shell de mysql lanza el editor que está definido en la variable de entorno EDITOR. Cuando usamos el comando edit, si habíamos hecho una petición previamente, el editor será abierto con esta petición, esto es muy útil para hacer correcciones a la última petición, de otra manera solo obtendremos un editor vacío para escribir lo que necesitemos. Una vez que terminemos de editar la petición, guardamos, salimos del editor, y entonces usamos un punto y coma o \g para ejecutar la petición(es) que acabamos de escribir.

Para configurar la variable de entorno EDITOR, usamos export, en este ejemplo yo configuro vim ya que es mi editor preferido, pero puedes utilizar uno más fácil como nano. El editor por default es vi:

export EDITOR=vim

Para revisar el valor de la variable de entorno EDITOR, podemos utilizar:

echo $EDITOR

### Procesando un archivo por lotes

Podemos ejecutar un archivo por lotes de peticiones MySQL utilizando:

mysql -u usuario –p contraseña -h host -D nombre\_base\_de\_datos < archivo\_lotes.sql

O, si estamos dentro de el shell de mysql, podemos usar:

source archivo\_lotes.sql

### Peticiones MySQL para manipular tablas

Quien tenga el trabajo de crear scripts y programas que interactúan con MySQL seguramente está familiarizado con estas peticiones, pero ya que utilizo mi propio sitio web como referencia pondré aquí algunas peticiones comunes.

**Listar tablas existentes en la base de datos**

show tables;

**Mostrar información de las tablas en la base de datos**

show tables solo nos mostrará los nombres de las tablas en la base de datos, para ver toda la información sobre las tablas, usa:

show table status;

La información presentada sobre la tabla es:

* Name - El nombre de la tabla
* Engine - Mecanismo de la tabla (MyISAM, InnoDB, Memory, CVS, etc.)
* Version - Número de versión del archivo .frm de la tabla
* Row\_format - El formato de almacenamiento de las filas (Dinámico, Redundante, etc.)
* Rows - Número de filas en la tabla
* Avg\_row\_length - Longitud promedio de las filas
* Data\_length - Longitud del archivo de datos
* Max\_data\_length - La máxima longitud del archivo de datos
* Index\_length - La longitud del archivo índice
* Data\_free - Número de bytes asignados pero no usados
* Auto\_increment - El próximo valor de auto-incremento
* Create\_time - Cuando fue creada la tabla
* Update\_time - Cuando fue actualizado el archivo de datos por última vez
* Check\_time - Cuando fue revisada la tabla por última vez
* Collation - El set de caracteres y la colación de la tabla
* Checksum - El checksum vivo
* Create\_options - Opciones extras utilizadas cuando fue creada la tabla
* Comment - El comentario de la tabla

Podemos especificar de que tabla queremos ver la información utilizando:

show table status like 'nombre\_de\_la\_tabla';

Y podemos buscar en otro campo por cierto valor, por ejemplo, para mostrar todas las tablas que usan el mecanismo de almacenamiento MyISAM, podemos utilizar:

show table status where `Engine` like 'MyISAM';

**Crear una nueva tabla**

Este es un ejemplo del comando para crear una tabla, agregué muchos campos diferentes para la referencia de como declararlos.

create table `nombre\_base\_de\_datos`.`tabla\_de\_prueba` (  
`campo\_id` int( 11 ) unsigned not null auto\_increment comment 'clave primaria',  
`campo\_indice1` int( 11 ) unsigned not null comment 'un índice',  
`campo\_indice2` int( 11 ) unsigned not null comment 'un índice',  
`campo\_indice3` int( 11 ) unsigned not null comment 'un índice',  
`campo\_unico1` int( 11 ) unsigned not null comment 'un campo único',  
`campo\_unico2` int( 11 ) unsigned not null comment 'un campo único',  
`campo\_unico3` int( 11 ) unsigned not null comment 'un campo único',  
`campo\_varchar` varchar( 100 ) not null comment 'un campo varchar',  
`campo\_date` date not null comment 'un campo date',  
`campo\_datetime` datetime not null comment 'un campo datetime',  
`campo\_float` float not null comment 'un campo float',  
`campo\_longtext` longtext not null comment 'un campo longtext',  
`campo\_bool` bool not null comment 'un campo bool',  
`campo\_char` char( 1 ) not null comment 'un campo char',  
`campo\_tinyint` tinyint not null comment 'un campo tinyint',  
primary key ( `campo\_id` ) ,  
index ( `campo\_indice1` , `campo\_indice2`, `campo\_indice3` ) ,  
unique ( `campo\_unico1` , `campo\_unico2`, `campo\_unico3`)  
) engine = myisam character set utf8 collate utf8\_general\_ci comment =  
'comentarios de tabla';

**Listar los campos en una tabla**

show columns from `tabla\_de\_prueba`;

**Cambiar el nombre de un campo en una tabla**

alter table `tabla\_de\_prueba` change `campo\_indice\_1` `nuevo\_nombre\_campo` int(11) unsigned not null;

**Agregar un campo a una tabla y hacerlo un índice**

alter table `tabla\_de\_prueba` add `nuevo\_campo\_indice` int(11) unsigned not null, add index(`nuevo\_campo\_indice`);

**Quitar un índice de una tabla**

alter table `tabla\_de\_prueba` drop index `nuevo\_campo\_indice`;

**Quitar un campo de una tabla**

alter table `tabla\_de\_prueba` drop `nuevo\_campo\_indice`;

**Agregar campos después de un campo especificado**

alter table `tabla\_de\_prueba` add `a\_borrar` varchar(12) not null after `campo\_date`;

**Agregar campos al comienzo de la tabla**

alter table `tabla\_de\_prueba` add `a\_borrar\_2` varchar(12) not null first;

**Agregar múltiples campos a la tabla**

alter table `tabla\_de\_prueba` add `a\_borrar\_3` varchar(12) not null after `a\_borrar`, add `a\_borrar\_4` varchar(12) not null after `a\_borrar\_3`;

**Borrar campos en una tabla**

alter table `tabla\_de\_prueba` drop `a\_borrar`, drop `a\_borrar\_2`, drop `a\_borrar\_3`, drop `a\_borrar\_4`;

**Renombrar una tabla**

rename table `nombre\_base\_de\_datos`.`nombre\_original` to `nombre\_base\_de\_datos`.`nuevo\_nombre`;

**Cambiar el comentario de una tabla**

alter table `tabla\_de\_prueba` comment='Los comentarios';

**Cambiar el valor de auto incremento de una tabla**

alter table `tabla\_de\_prueba` auto\_increment=3;

**Reparar una tabla**

repair table `tabla\_de\_prueba`;

**Optimizar una tabla**

optimize table `tabla\_de\_prueba`;

**Borrar todos los registros en una tabla**

truncate table `tabla\_de\_prueba`;

**Borrar una tabla**

drop table `tabla\_de\_prueba`;

### Peticiones MySQL para manipular registros en una tabla

Voy a utilizar las siguientes dos tablas ficticias para los ejemplos que voy a estar utilizando referentes a la manipulación de registros.

|  |  |
| --- | --- |
| Tabla de estados (estados) | |
| **estado\_id** | **estado\_nombre** |
| 1 | Jalisco |
| 2 | Guanajuato |
| 3 | Hidalgo |

|  |  |  |  |
| --- | --- | --- | --- |
| Tabla de ciudades (ciudades) | | | |
| **ciudad\_id** | **ciudad\_nombre** | **ciudad\_poblacion** | **estado\_id** |
| 1 | Guadalajara | 1494134 | 1 |
| 2 | Tequila | 33155 | 1 |
| 3 | Zapopan | 1243538 | 1 |
| 4 | Tonalá | 408729 | 1 |
| 5 | Tlaquepaque | 563006 | 1 |
| 6 | Guanajuato | 171709 | 2 |
| 7 | Celaya | 468064 | 2 |
| 8 | León | 1436733 | 2 |
| 9 | Pachuca | 275578 | 3 |
| 10 | Tizayuca | 100562 | 3 |

**Mostrar los registros de una tabla**

select [campos] from `tabla\_nombre` [where condiciones] [order by orden1 asc/desc,orden2 asc/desc] [limit inicio,limite];  
  
select [x.campo,y.campo] from `tabla1` x, `tabla2` y where y.`id`=x.`indice` [condiciones extras] [order by x.campo,y.campo] [limit inicio,limite];

El número de combinaciones que podemos hacer con el comando select es enorme, así que trataré de cubrir algunos usos comunes en los siguientes ejemplos. Los campos que usamos siguiendo el select son los campos que serán mostrados, y el orden en que los especificamos es el orden en el que serán mostrados. Después de esto especificamos la tabla o tablas donde estamos buscando.

Definiendo el where podemos especificar múltiples condiciones separadas por espacios. Si estamos utilizando más de una tabla en la búsqueda, necesitamos hacer una comparación de igual entre los campos que ligan ambas tablas. Los últimos ejemplos son sobre hacer estas peticiones en más de una tabla.

Las condiciones pueden ser dadas con operadores de comparación, como =, <, >, <=, >=, <> or !=. La expresión LIKE nos permite hacer comparaciones simple de patrones, podemos utilizar % como carácter comodín. between ... and ... nos permite especificar un rango de valores. Y podemos especificar más de una condición utilizando los operadores lógicos AND o &&, OR o ||, NOT o !, o XOR.

Podemos ordenar el resultado utilizando order by y especificando el campo que queremos utilizar para ordenar, y si queremos que el orden sea ascendente (asc) o descendente (desc), podemos usar más de un campo para hacer el ordenamiento, en cuyo caso el primer campo será usado primariamente para el orden, y el segundo campo será usado cuando el primer campo tenga más de una instancia.

Y finalmente, el valor limit define desde que registro comenzaremos a mostrar, y cuantos registros serán mostrados.

Espero que en los próximos ejemplos esto se volverá mucho más claro, toma las dos tablas como referencia para ver los resultados de cada comando.

select \* from `estados`;

+-----------+---------------+

| estado\_id | estado\_nombre |

+-----------+---------------+

| 1 | Jalisco |

| 2 | Guanajuato |

| 3 | Hidalgo |

+-----------+---------------+

3 rows in set (5.14 sec)

select \* from `ciudades` where `ciudad\_id` = '3';

+-----------+---------------+------------------+-----------+

| ciudad\_id | ciudad\_nombre | ciudad\_poblacion | estado\_id |

+-----------+---------------+------------------+-----------+

| 3 | Zapopan | 1243538 | 1 |

+-----------+---------------+------------------+-----------+

1 row in set (0.90 sec)

select `ciudad\_nombre`,`ciudad\_poblacion` from `ciudades` order by `ciudad\_poblacion` asc;

+---------------+------------------+

| ciudad\_nombre | ciudad\_poblacion |

+---------------+------------------+

| Tequila | 33155 |

| Tizayuca | 100562 |

| Guanajuato | 171709 |

| Pachuca | 275578 |

| Tonalá | 408729 |

| Celaya | 468064 |

| Tlaquepaque | 563006 |

| Zapopan | 1243538 |

| León | 1436733 |

| Guadalajara | 1494134 |

+---------------+------------------+

10 rows in set (0.04 sec)

select `ciudad\_nombre` from `ciudades` where `estado\_id` = '2' order by `ciudad\_nombre` desc;

+---------------+

| ciudad\_nombre |

+---------------+

| León |

| Guanajuato |

| Celaya |

+---------------+

3 rows in set (0.85 sec)

select \* from `ciudades` limit 2,3;

+-----------+---------------+------------------+-----------+

| ciudad\_id | ciudad\_nombre | ciudad\_poblacion | estado\_id |

+-----------+---------------+------------------+-----------+

| 3 | Zapopan | 1243538 | 1 |

| 4 | Tonalá | 408729 | 1 |

| 5 | Tlaquepaque | 563006 | 1 |

+-----------+---------------+------------------+-----------+

3 rows in set (0.06 sec)

select `ciudad\_nombre` from `ciudades` where `ciudad\_nombre` like 'G%';

+---------------+

| ciudad\_nombre |

+---------------+

| Guadalajara |

| Guanajuato |

+---------------+

2 rows in set (0.04 sec)

select \* from `ciudades` where `ciudad\_poblacion` between '500000' and '1000000';  
  
select \* from `ciudades` where `ciudad\_poblacion`>='500000' and `ciudad\_poblacion`<='1000000';

+-----------+---------------+------------------+-----------+

| ciudad\_id | ciudad\_nombre | ciudad\_poblacion | estado\_id |

+-----------+---------------+------------------+-----------+

| 5 | Tlaquepaque | 563006 | 1 |

+-----------+-------------+--------------------+-----------+

1 row in set (0.04 sec)

Nota: Mientras que ambas peticiones regresarían los mismos registros, utilizar between es más rápido que utilizar dos comparaciones, así que si estás lidiando con un rango de valores, siempre utiliza between.

select c.`ciudad\_nombre`,s.`estado\_nombre` from `estados` s, `ciudades` c where c.`estado\_id`=s.`estado\_id` order by c.`ciudad\_nombre`;

+---------------+---------------+

| ciudad\_nombre | estado\_nombre |

+---------------+---------------+

| Celaya | Guanajuato |

| Guadalajara | Jalisco |

| Guanajuato | Guanajuato |

| León | Guanajuato |

| Pachuca | Hidalgo |

| Tequila | Jalisco |

| Tizayuca | Hidalgo |

| Tlaquepaque | Jalisco |

| Tonalá | Jalisco |

| Zapopan | Jalisco |

+---------------+---------------+

10 rows in set (0.06 sec)

select c.`ciudad\_nombre`,s.`estado\_nombre` from `estados` s, `ciudades` c where c.`estado\_id`=s.`estado\_id` and c.`ciudad\_nombre` like 'G%';

+---------------+---------------+

| ciudad\_nombre | estado\_nombre |

+---------------+---------------+

| Guadalajara | Jalisco |

| Guanajuato | Guanajuato |

+---------------+---------------+

2 rows in set (0.05 sec)

select c.`ciudad\_nombre`,s.`estado\_nombre`,c.`ciudad\_poblacion` from `estados` s,`ciudades` c where s.`estado\_id`=c.`estado\_id`;

+---------------+---------------+------------------+

| ciudad\_nombre | estado\_nombre | ciudad\_poblacion |

+---------------+---------------+------------------+

| Guadalajara | Jalisco | 1494134 |

| Tequila | Jalisco | 33155 |

| Zapopan | Jalisco | 1243538 |

| Tonalá | Jalisco | 408729 |

| Tlaquepaque | Jalisco | 563006 |

| Guanajuato | Guanajuato | 171709 |

| Celaya | Guanajuato | 468064 |

| León | Guanajuato | 1436733 |

| Pachuca | Hidalgo | 275578 |

| Tizayuca | Hidalgo | 100562 |

+---------------+---------------+------------------+

10 rows in set (0.05 sec)

select c.`ciudad\_nombre`,s.`estado\_nombre`,c.`ciudad\_poblacion` from `estados` s, `ciudades` c where s.`estado\_id`=c.`estado\_id` order by s.`estado\_nombre` desc,c.`ciudad\_poblacion` asc;

+---------------+---------------+------------------+

| ciudad\_nombre | estado\_nombre | ciudad\_poblacion |

+---------------+---------------+------------------+

| Tequila | Jalisco | 33155 |

| Tonalá | Jalisco | 408729 |

| Tlaquepaque | Jalisco | 563006 |

| Zapopan | Jalisco | 1243538 |

| Guadalajara | Jalisco | 1494134 |

| Tizayuca | Hidalgo | 100562 |

| Pachuca | Hidalgo | 275578 |

| Guanajuato | Guanajuato | 171709 |

| Celaya | Guanajuato | 468064 |

| León | Guanajuato | 1436733 |

+---------------+---------------+------------------+

10 rows in set (0.15 sec)

**Contar los registros de una tabla**

select count(\*) from `tabla\_nombre` [where condiciones];

Las condiciones son opcionales, y pueden tener el mismo formato de las condiciones que utilizamos en peticiones select, esto simplemente nos devuelve el número de registros, por ejemplo:

select count(\*) from `ciudades`;

+----------+

| count(\*) |

+----------+

| 10 |

+----------+

1 row in set (0.06 sec)

**Sumar los registros de una tabla**

select sum(`ciudad\_poblacion`) from `ciudades`;

+-------------------------+

| sum(`ciudad\_poblacion`) |

+-------------------------+

| 6453216 |

+-------------------------+

1 row in set (0.05 sec)

**Insertar un registro**

insert into `estados` (`estado\_nombre`) values ( "Oaxaca");  
  
insert into `ciudades` (`ciudad\_nombre`,`ciudad\_poblacion`,`estado\_id`) values ('Oaxaca','258008',LAST\_INSERT\_ID());

En este caso agrego un nuevo estado, y una nueva ciudad, nota que en el campo estado\_id estoy utilizando como valor la función LAST\_INSERT\_ID(), que me da el valor de la última ID que fue insertada. Si quisiera insertar más de un registro con esta ID, podemos usar la misma petición de insertar para la inserción de más de un campo. Voy a tomar la petición pasada e insertar en vez de eso tres registros:

insert into `estados` (`estado\_nombre`) values( "Oaxaca");  
  
insert into `ciudades` (`ciudad\_nombre`,`ciudad\_poblacion`,`estado\_id`) values  
('Oaxaca','258008',LAST\_INSERT\_ID()),  
(`Salina Cruz`,`76219`,LAST\_INSERT\_ID()),  
(`Zaragoza`,`85869`,LAST\_INSERT\_ID());

Otra función útil que utilizo para llenar un valor es la función NOW() en campos de tipo datetime, utilizo esto mucho para manejar el tiempo de creación o modificación de registros. Por ejemplo, asumiendo que tuviéramos un campo llamado tiempo\_de\_creacion, podríamos usar:

insert into `estados` (`estado\_nombre`,`tiempo\_de\_creacion`) values ('Sonora', NOW());

**Actualizar un registro**

update `ciudades` set `ciudad\_nombre`='Algún nombre',`ciudad\_poblacion`='1000000' where `ciudad\_id`='5';

Cuando estamos actualizando un registro, necesitamos especificar que registro es el que queremos actualizar, usualmente la llave primaria es utilizada para este propósito debido a que es un valor único. Por supuesto, podemos modificar muchos registros en la misma petición si más de un registro cumple con la condición. Por ejemplo digamos que todos los registros creados el 12 de Febrero de 2010 se volverán "activos" cambiando el valor de un campo llamado activo de '0' a '1', aquí está lo que haríamos:

update `cuentas` set `activo`='1' where `fecha\_de\_creacion` between '2010-02-12 00:00:00' and '2010-02-12 23:59:59';

**Borrar un registro**

delete from `estados` where `estado\_id`='8';

La petición delete es más sencilla que una petición update pero algo similar, todos y cada uno de los registros que cumplan la condición(es) serán borrados. Se muy cuidadoso con esta petición, si estás apuntando a registros específicos, siempre usa la llave primaria para no golpear otro registro por accidente.

### Peticiones MySQL preparadas

La razón por la que aprendí sobre peticiones preparadas fue debido a la seguridad que ofrecen cuando estoy utilizando PHP para realizar las peticiones a la base de datos en un sitio web. Sin embargo, el uso de peticiones preparadas desde la linea de comandos nos ofrece la habilidad de definir una petición una vez y entonces llamarla cuantas veces queramos, cambiando solamente el parámetro que usamos. Por ejemplo, para mostrar un registro de la tabla de ciudades, mostrando el nombre del estado en vez de estado\_id, siempre tendría el mismo formato:

select c.`ciudad\_nombre`,s.`estado\_nombre` from `estados` s, `ciudades` c where c.`estado\_id`=s.`estado\_id` and c.`ciudad\_id` = ?;

En el ejemplo, estamos utilizando el ? como un apartado para la ID de el registro que queremos mostrar de esta manera. Esto es útil también cuando estamos utilizando una petición como esta desde PHP y necesitamos usar un valor que recibimos de alguien más. Antes de la existencia de peticiones preparadas, necesitábamos filtrar muy cuidadosamente la entrada de un usuario para poder prevenir un ataque de inyección de sql que tiene el potencial de borrar nuestra base de datos o darle acceso a una persona no autorizada. Al separar la lógica de MySQL de los datos evitamos este problema, ya que MySQL no interpreta el parámetro, simplemente lo maneja como datos. Otra ventaja es que es más rápido utilizar peticiones preparadas de MySQL.

Hasta donde se, las peticiones preparadas solo funcionan con SELECT, INSERT, UPDATE, REPLACE, DELETE y CREATE TABLE. Veamos un ejemplo utilizando la petición previa. Primero que nada, creamos la petición preparada y la nombramos mostrar\_ciudad:

prepare mostrar\_ciudad from "select c.`ciudad\_nombre`,s.`estado\_nombre` from `estados` s, `ciudades` c where c.`estado\_id`=s.`estado\_id` and c.`ciudad\_id` = ?";

Después preparamos el parámetro, llamado una\_ciudad, en este caso:

set @una\_ciudad = "2";

Y ejecutamos la petición preparada mostrar\_ciudad usando el parámetro una\_ciudad:

execute mostrar\_ciudad using @una\_ciudad;

+---------------+---------------+

| ciudad\_nombre | estado\_nombre |

+---------------+---------------+

| Tequila | Jalisco |

+---------------+---------------+

1 row in set (0.04 sec)

## ¿Cómo crear un nuevo usuario?

Vamos empezando por crear un usuario nuevo desde la consola de MySQL:

CREATE USER 'nombre\_usuario'@'localhost' IDENTIFIED BY 'contrasena';

CREATE USER 'nombre\_usuario'@'%' IDENTIFIED BY 'contrasena';

Lamentablemente, a este punto el nuevo usuario no tiene permisos para hacer algo con las bases de datos. Por consecuencia si el usuario intenta identificarse (con la contraseña establecida), no será capaz de acceder a la consola de MySQL.

Por ello, lo primero que debemos hacer es proporcionarle el acceso requerido al usuario con la información que requiere.

GRANT ALL PRIVILEGES ON \*.\* TO 'nombre\_usuario'@'localhost';

GRANT ALL PRIVILEGES ON DAI.\* TO 'alumno'@'%';

Los asteriscos en este comando hacen referencia a la base de datos y la tabla (respectivamente) a la cual el nuevo usuario tendrá acceso; específicamente este comando permite al usuario leer, editar, ejecutar y realizar todas las tareas en todas las bases de datos y tablas.

Una vez que has finalizado con los permisos que deseas configurar para tus nuevos usuarios, hay que asegurarse siempre de refrescar todos los privilegios.

FLUSH PRIVILEGES;

Tus cambios ahora surtirán efecto.

## ¿Cómo otorgar permisos de usuario diferentes?

Una pequeña lista del resto de los posibles permisos que los usuarios pueden tener:

* ALL PRIVILEGES: como mencionamos previamente esto permite a un usuario de MySQL acceder a todas las bases de datos asignadas en el sistema.
* CREATE: permite crear nuevas tablas o bases de datos.
* DROP: permite eliminar tablas o bases de datos.
* DELETE: permite eliminar registros de tablas.
* INSERT: permite insertar registros en tablas.
* SELECT: permite leer registros en las tablas.
* UPDATE: permite actualizar registros seleccionados en tablas.

GRANT OPTION: permite asignar privilegios de usuarios.

REVOKE OPTION: permite remover privilegios de usuarios.

Para proporcionar un permiso a usuario específico, puedes utilizar ésta estructura:

GRANT [permiso] ON [nombre de bases de datos].[nombre de tabla] TO ‘[nombre de usuario]’@'localhost’;

Si deseas darle acceso a cualquier base de datos o tabla, asegúrate de insertar un asterisco en lugar del nombre de la base de datos o tabla.

Cada vez que tu actualizas o cambias permisos, asegúrate de refrescar los privilegios mediante FLUSH PRIVILEGES;.

Si necesitas remover un permiso, la estructura es casi idéntica a la que los asigna:

REVOKE [permiso] ON [nombre de base de datos].[nombre de tabla] FROM ‘[nombre de usuario]’@‘localhost’;

Así como puedes borrar bases de datos con DROP, también puedes usar el comando DROP para borrar usuarios:

DROP USER ‘usuario\_prueba’@‘localhost’;

Para probar el nuevo usuario, debes cerrar sesión escribiendo quit y volviendo a iniciar sesión con éste comando en la consola:

mysql -u [nombre de usuario]-p