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| **实验目的与要求：**  **实验目的：**掌握常用的集合类，能够较为熟练的查阅Java提供的常见的类，并进行程序设计，掌握Java程序设计中的线程同步等技术。  **实验要求：**  **Part 1（25分）**   * 1. . 编写Java应用程序，实现浮点数（float）稀疏矩阵的乘法和加法运算，其中稀疏矩阵是指矩阵中的绝大部分元素的值为0。在命令行读入和输出矩阵中的元素的时候，采用三元组的方式，即行号、列号和数值，例如“第2行、第3列、数值3.2”表示为2 3 3.2。要求以1个3\*4的矩阵（[1.2 0 0 0; 0 0 3.1 0; 0 0 0 2.2]）和一个4\*5的矩阵（[0 1.1 1.5 0 0; 0 0 3.2 0 0; 0 1.3 0 0 -3.2; -1.0 6.2 0 0 0]）相乘，以及1个3\*4的矩阵（[1.2 0 0 0; 0 0 3.1 0; 0 0 0 2.2]）和1个3\*4的矩阵（[1.2 -3 -5.3 0; 0 1 0.1 -0.4; 2 2 1 0.2]）相加为例，在报告中附上程序截图、完整的运行结果截图和简要文字说明。（10分）   import java.util.\*;  public class SparseMatrix {  *// 定义稀疏矩阵，使用Map表示*  private Map<Integer, Map<Integer, Float>> matrix;  *// 构造函数初始化矩阵*  public SparseMatrix() {  matrix = new HashMap<>();  }  *// 向矩阵中添加一个元素*  public void addElement(int row, int col, float value) {  if (value != 0) {  matrix.putIfAbsent(row, new HashMap<>());  matrix.get(row).put(col, value);  }  }  *// 输出矩阵的稀疏格式（三元组形式）*  public void printMatrix() {  for (Map.Entry<Integer, Map<Integer, Float>> rowEntry : matrix.entrySet()) {  int row = rowEntry.getKey();  for (Map.Entry<Integer, Float> colEntry : rowEntry.getValue().entrySet()) {  int col = colEntry.getKey();  float value = colEntry.getValue();  System.out.println(row + " " + col + " " + value);  }  }  }  *// 矩阵加法*  public SparseMatrix add(SparseMatrix other) {  SparseMatrix result = new SparseMatrix();  *// 复制当前矩阵中的元素*  for (Map.Entry<Integer, Map<Integer, Float>> rowEntry : this.matrix.entrySet()) {  int row = rowEntry.getKey();  for (Map.Entry<Integer, Float> colEntry : rowEntry.getValue().entrySet()) {  int col = colEntry.getKey();  float value = colEntry.getValue();  result.addElement(row, col, value);  }  }  *// 添加另一个矩阵中的元素*  for (Map.Entry<Integer, Map<Integer, Float>> rowEntry : other.matrix.entrySet()) {  int row = rowEntry.getKey();  for (Map.Entry<Integer, Float> colEntry : rowEntry.getValue().entrySet()) {  int col = colEntry.getKey();  float value = colEntry.getValue();  result.addElement(row, col, result.matrix.get(row).getOrDefault(col, 0f) + value);  }  }  return result;  }  *// 矩阵乘法*  public SparseMatrix multiply(SparseMatrix other) {  SparseMatrix result = new SparseMatrix();  *// 遍历当前矩阵的行*  for (Map.Entry<Integer, Map<Integer, Float>> rowEntry : this.matrix.entrySet()) {  int row = rowEntry.getKey();  *// 遍历另一个矩阵的列*  for (Map.Entry<Integer, Map<Integer, Float>> otherRowEntry : other.matrix.entrySet()) {  int col = otherRowEntry.getKey();  float sum = 0;  *// 对于每一行，计算与另一矩阵列的点积*  for (Map.Entry<Integer, Float> colEntry : rowEntry.getValue().entrySet()) {  int currentCol = colEntry.getKey();  float value = colEntry.getValue();  if (otherRowEntry.getValue().containsKey(currentCol)) {  sum += value \* otherRowEntry.getValue().get(currentCol);  }  }  if (sum != 0) {  result.addElement(row, col, sum);  }  }  }  return result;  }  public static void main(String[] args) {  *// 示例矩阵1*  SparseMatrix matrix1 = new SparseMatrix();  matrix1.addElement(1, 1, 1.2f);  matrix1.addElement(2, 3, 3.1f);  matrix1.addElement(3, 4, 2.2f);  *// 示例矩阵2*  SparseMatrix matrix2 = new SparseMatrix();  matrix2.addElement(1, 2, 1.1f);  matrix2.addElement(1, 3, 1.5f);  matrix2.addElement(2, 3, 3.2f);  matrix2.addElement(3, 2, 1.3f);  matrix2.addElement(3, 5, -3.2f);  matrix2.addElement(4, 1, -1.0f);  matrix2.addElement(4, 2, 6.2f);  *// 矩阵乘法*  SparseMatrix product = matrix1.multiply(matrix2);  System.out.println("Matrix multiplication result:");  product.printMatrix();  *// 示例矩阵3*  SparseMatrix matrix3 = new SparseMatrix();  matrix3.addElement(1, 1, 1.2f);  matrix3.addElement(2, 3, 3.1f);  matrix3.addElement(3, 4, 2.2f);  *// 示例矩阵4*  SparseMatrix matrix4 = new SparseMatrix();  matrix4.addElement(1, 1, 1.2f);  matrix4.addElement(1, 2, -3f);  matrix4.addElement(1, 3, -5.3f);  matrix4.addElement(2, 2, 1f);  matrix4.addElement(2, 3, 0.1f);  matrix4.addElement(2, 4, -0.4f);  matrix4.addElement(3, 1, 2f);  matrix4.addElement(3, 2, 2f);  matrix4.addElement(3, 3, 1f);  matrix4.addElement(3, 4, 0.2f);  *// 矩阵加法*  SparseMatrix sum = matrix3.add(matrix4);  System.out.println("Matrix addition result:");  sum.printMatrix();  }  }  代码解释  SparseMatrix 类：  matrix 是一个存储稀疏矩阵的内部数据结构，使用了 Map<Integer, Map<Integer, Float>> 形式，外层 Map 代表行，内层 Map 代表列。  addElement(int row, int col, float value)：向矩阵中添加元素，只有当值不为零时才添加。  printMatrix()：按三元组格式输出矩阵元素。  add(SparseMatrix other)：实现两个稀疏矩阵的加法。  multiply(SparseMatrix other)：实现两个稀疏矩阵的乘法。  主函数：  matrix1、matrix2 分别是示例中的稀疏矩阵1和稀疏矩阵2，进行矩阵乘法操作。  matrix3、matrix4 分别是示例中的稀疏矩阵3和稀疏矩阵4，进行矩阵加法操作。  (1.2). 有12个国家（美国、中华人民共和国、德国、日本、英国、印度、法国、意大利、加拿大、韩国、以色列、俄罗斯），其属性有name、GDP2023和Olympics2024，分别表示国家名称、世界银行公布的2023年的国内生产总值（单位：百万美元）和在2024年巴黎奥会上获得的奖牌数量。  编写一个Java应用程序，要求使用TreeSet。（i）按照Olympics2024从大到小排序输出这些国家的信息；（ii）按照GDP2023从大到小排序输出这些国家的信息。要求以上(i)和(ii)两小题都通过以下两种方式实现：通过实现Comparator接口或通过实现Comparable接口。在报告中附上程序截图、完整的运行结果截图和详细的文字说明。（15分）  import java.util.Comparator;import java.util.TreeSet;  public class CountryApp {  *// 创建一个Country类来表示国家*  static class Country implements Comparable<Country> {  String name;  double GDP2023;  int Olympics2024;  public Country(String name, double GDP2023, int Olympics2024) {  this.name = name;  this.GDP2023 = GDP2023;  this.Olympics2024 = Olympics2024;  }  *// 输出国家信息*  public String toString() {  return "Country: " + name + ", GDP2023: " + GDP2023 + " Million USD, Olympics2024 Medals: " + Olympics2024;  }  *// 使用GDP2023进行排序（降序）*  @Override  public int compareTo(Country other) {  *// 按照GDP2023从大到小排序*  return Double.compare(other.GDP2023, this.GDP2023);  }  }  *// Olympics2024 排序的比较器（降序）*  static class OlympicsComparator implements Comparator<Country> {  @Override  public int compare(Country o1, Country o2) {  *// 按照Olympics2024从大到小排序*  return Integer.compare(o2.Olympics2024, o1.Olympics2024);  }  }  *// GDP2023 排序的比较器（降序）*  static class GDPComparator implements Comparator<Country> {  @Override  public int compare(Country o1, Country o2) {  *// 按照GDP2023从大到小排序*  return Double.compare(o2.GDP2023, o1.GDP2023);  }  }  public static void main(String[] args) {  *// 创建12个国家的实例，使用提供的真实数据*  Country[] countries = {  new Country("美国", 26704170, 113),  new Country("中华人民共和国", 18084810, 93),  new Country("德国", 5072707, 48),  new Country("日本", 4231143, 58),  new Country("英国", 3070677, 51),  new Country("印度", 3730314, 28),  new Country("法国", 3171209, 40),  new Country("意大利", 2610766, 38),  new Country("加拿大", 2184804, 32),  new Country("韩国", 1968019, 24),  new Country("以色列", 554173, 9),  new Country("俄罗斯", 1799000, 50)  };  *// 第一种方式：通过实现Comparable接口（按GDP2023排序）*  TreeSet<Country> setByGDP = new TreeSet<>();  for (Country country : countries) {  setByGDP.add(country);  }  System.out.println("排序方式1：按GDP2023从大到小排序输出：");  for (Country country : setByGDP) {  System.out.println(country);  }  *// 第二种方式：通过实现Comparator接口（按Olympics2024排序）*  TreeSet<Country> setByOlympics = new TreeSet<>(new OlympicsComparator());  for (Country country : countries) {  setByOlympics.add(country);  }  System.out.println("\n排序方式2：按Olympics2024奖牌数量从大到小排序输出：");  for (Country country : setByOlympics) {  System.out.println(country);  }  *// 第三种方式：通过实现Comparator接口（按GDP2023排序）*  TreeSet<Country> setByGDPComparator = new TreeSet<>(new GDPComparator());  for (Country country : countries) {  setByGDPComparator.add(country);  }  System.out.println("\n排序方式3：按GDP2023从大到小排序输出（使用Comparator）：");  for (Country country : setByGDPComparator) {  System.out.println(country);  }  }  }  **Part 2（25分）**  (2.1) 将第8章讲义（JavaPD-Ch08）中的5个应用程序（Example8\_1，Example8\_2，Example8\_3，Example8\_4，Example8\_6）在Eclipse中运行，如运行结果不唯一，则需要运行多次并至少得到两个不同的结果。对重要语句加上注释。在报告中附上程序截图、运行结果截图和简要文字说明（对运行结果做出解释）。（5分）  Example8\_1：  *// 定义一个继承自Thread类的类*class WriteWordThread extends Thread {  WriteWordThread(String s) {  setName(s); *// 设置线程的名字*  }  public void run() {  for (int i = 1; i <= 3; i++) {  System.out.println("Thread: " + getName()); *// 打印当前线程的名称*  }  }  }  public class Example8\_1 {  public static void main(String args[]) {  WriteWordThread zhang, wang;  zhang = new WriteWordThread("Zhang"); *// 创建线程Zhang*  wang = new WriteWordThread("Wang"); *// 创建线程Wang*  zhang.start(); *// 启动线程Zhang*  for (int i = 1; i <= 3; i++) {  System.out.println("Main Thread"); *// 主线程打印信息*  }  wang.start(); *// 启动线程Wang*  }  }  代码解释：  WriteWordThread类：  该类继承了Java的Thread类，用于表示一个线程。  在构造方法中，通过setName(s)设置线程的名称。setName()是Thread类提供的方法，可以为线程设置一个名称（在本程序中，线程会被命名为"Zhang"和"Wang"）。  run()方法是线程的执行体，重写run()方法后，定义线程的具体工作。在此，run()方法中有一个循环，循环输出当前线程的名字（通过getName()方法获取）。  main()方法是程序的入口点。  在main()方法中，我们首先创建了两个线程对象zhang和wang，分别赋予它们名字"Zhang"和"Wang"。  通过zhang.start()启动zhang线程，start()方法会使线程开始执行，线程会执行run()方法中的内容。  紧接着，主线程执行一个循环，输出3次"Main Thread"。  最后，调用wang.start()启动wang线程，使得wang线程开始执行其run()方法中的内容。  不同的输出结果是由于 线程调度的不可预测性。具体来说，以下几个因素决定了每次程序执行时的输出顺序：  线程启动顺序：  zhang.start() 和 wang.start() 的调用顺序是确定的，但是它们的执行顺序由操作系统的调度器决定。  线程在启动后，会被操作系统分配 CPU 时间片来执行任务。由于操作系统的调度机制是不确定的，可能会出现 zhang 先执行，也可能是 wang 先执行，甚至可能是两者交替执行。  主线程和子线程的交替执行：  主线程在调用 zhang.start() 后，会继续执行并打印 "Main Thread"。此时，主线程和子线程之间的执行顺序取决于操作系统的调度。主线程可能会先打印完 3 次 "Main Thread"，也可能与子线程交替执行。  线程的执行时间：  Thread 的 run() 方法内没有显式的 sleep() 或其他阻塞操作，所以两个线程会尽可能地执行完它们的循环。每次 System.out.println() 输出后，线程会被操作系统挂起，等待下一次调度。由于 zhang 和 wang 的执行时间和操作系统调度的不确定性，输出顺序会有所不同。  Example8\_2：  *// 继承Thread类创建一个自定义线程类*class WriteWordThread extends Thread {  int n = 0; *// 定义一个整数n，用来设置线程休眠的时间（单位：毫秒）*  *// 构造方法，接受线程名称和休眠时间n*  WriteWordThread(String s, int n) {  setName(s); *// 设置线程的名称*  this.n = n; *// 设置休眠时间*  }  *// 重写run方法，定义线程的执行任务*  public void run() {  for (int i = 1; i <= 3; i++) {  System.out.println("Thread: " + getName()); *// 打印当前线程的名称*  try {  sleep(n); *// 让线程休眠n毫秒，模拟耗时操作*  } catch (InterruptedException e) {  *// 如果线程被中断，捕获异常*  }  }  }  }  public class Example8\_2 {  public static void main(String args[]) {  *// 创建两个线程对象，并指定线程名称和休眠时间*  WriteWordThread zhang, wang;  zhang = new WriteWordThread("Zhang", 200); *// 线程Zhang休眠200毫秒*  wang = new WriteWordThread("Wang", 100); *// 线程Wang休眠100毫秒*  *// 启动两个线程*  zhang.start();  wang.start();  }  }  · WriteWordThread 类：  · 该类继承了 Thread 类，并重写了 run() 方法。在 run() 方法中，通过 sleep(n) 来让线程“休眠”一定的时间，从而控制线程执行的间隔。  n 是一个整数，表示线程休眠的时间（单位是毫秒）。  通过 setName(s) 来设置线程的名称，getName() 可以获取线程的名称并在输出中显示。  · main() 方法：  · zhang 线程的休眠时间为 200 毫秒，wang 线程的休眠时间为 100 毫秒。  两个线程 zhang 和 wang 被创建并启动。  由于每个线程在打印输出后都会休眠一定的时间，因此线程的输出顺序受到 sleep(n) 的影响。  · sleep(n) 方法：  · Thread.sleep(n) 使得当前线程暂停执行指定的毫秒数。调用这个方法后，线程进入休眠状态，直到休眠时间结束。  注意：如果线程在休眠期间被中断，会抛出 InterruptedException 异常，但这里的代码并未做特别处理，仅仅捕获异常。  使用了两个线程（WriteWordThread），并给每个线程设置了不同的睡眠时间（200 毫秒和 100 毫秒）。这种设置会导致线程在运行时交替执行，从而产生不同的执行顺序和输出结果。由于线程调度是由操作系统和 JVM 控制的，每次程序的输出可能会不同。  线程的输出顺序是由操作系统的线程调度器决定的，这取决于：   1. **线程的优先级**：在默认情况下，Java 中的线程优先级是平等的，操作系统根据资源的可用性来决定哪个线程优先执行。在多核处理器上，操作系统可能会根据 CPU 的空闲时间给线程分配不同的执行顺序。 2. **线程的睡眠时间**：Zhang 和 Wang 线程的 sleep() 时间不同，这意味着在 sleep 时间较短的线程（例如 Wang）在每次输出后会更快恢复执行，从而获得更多的 CPU 时间片。   Example8\_3：  class Left extends Thread {  int n = 0; *// 计数器*  *// 重写run方法，线程执行的任务*  public void run() {  while(true) { *// 无限循环*  n++; *// 每次循环计数器加1*  System.out.println(n + " Left"); *// 输出计数值和"Left"*  try {  *// 让线程休眠一个随机时间，单位是毫秒*  sleep((int)(Math.random() \* 100));  } catch (InterruptedException e) {  *// 如果线程被中断，捕获并处理异常*  }  }  }  }class Right extends Thread {  int n = 0; *// 计数器*  *// 重写run方法，线程执行的任务*  public void run() {  while(true) { *// 无限循环*  n++; *// 每次循环计数器加1*  System.out.println(n + " Right"); *// 输出计数值和"Right"*  try {  *// 让线程休眠一个随机时间，单位是毫秒*  sleep((int)(Math.random() \* 100));  } catch (InterruptedException e) {  *// 如果线程被中断，捕获并处理异常*  }  }  }  }public class Example8\_3 {  public static void main(String args[]) {  Left left = new Left(); *// 创建左边线程*  Right right = new Right(); *// 创建右边线程*  left.start(); *// 启动左边线程*  right.start(); *// 启动右边线程*  while(true) { *// 无限循环，直到满足终止条件*  try {  Thread.sleep(100); *// 主线程每100毫秒休眠一次，允许子线程继续运行*  } catch (InterruptedException e) {  e.printStackTrace(); *// 捕获并打印异常*  }  *// 如果任意一个线程的计数器n达到或超过8，则退出程序*  if(left.n >= 8 || right.n >= 8) {  System.out.println(left.n + "," + right.n); *// 输出当前两个线程的计数值*  System.exit(0); *// 退出程序*  }  }  }  } 程序流程：  1. 主线程启动 Left 和 Right 两个子线程。 2. Left 和 Right 线程开始分别增加各自的计数器 n，并输出 "n Left" 或 "n Right"。 3. 主线程每隔 100 毫秒检查一次两个线程的计数器值。 4. 当任意一个线程的 n 达到 8 时，主线程输出计数值并调用 System.exit(0) 终止程序。  线程调度：  * 由于线程是并发执行的，具体的执行顺序无法预测，因此输出的顺序是非确定性的。 * 主线程会不断检查两个子线程的计数器，一旦满足条件就会输出结果并退出。   Left 和 Right 两个线程的计数器 n 达到 8 的顺序，因为两个线程是并发执行的，因此它们的执行顺序和输出顺序是不确定的。  Example8\_4：  class TaskBank implements Runnable {  private int money = 0;  String name1, name2;  *// 构造函数，用于设置两个线程的名称*  TaskBank(String s1, String s2) {  name1 = s1;  name2 = s2;  }  *// 设置初始金额*  public void setMoney(int amount) {  money = amount;  }  *// 线程执行的任务*  public void run() {  while (true) {  money = money - 10; *// 每次扣除 10 单位*  if (Thread.currentThread().getName().equals(name1)) {  *// 如果是“会计”线程*  System.out.println(name1 + ": " + money);  if (money <= 100) {  System.out.println(name1 + ": Finished");  return; *// 会计完成任务后结束线程*  }  } else if (Thread.currentThread().getName().equals(name2)) {  *// 如果是“出纳”线程*  System.out.println(name2 + ": " + money);  if (money <= 60) {  System.out.println(name2 + ": Finished");  return; *// 出纳完成任务后结束线程*  }  }  try {  Thread.sleep(800); *// 每次操作后线程休眠 800 毫秒*  } catch (InterruptedException e) {}  }  }  }  public class Example8\_4 {  public static void main(String args[]) {  String s1 = "treasurer zhang"; *// 会计线程名称*  String s2 = "cashier cheng"; *// 出纳线程名称*  TaskBank taskBank = new TaskBank(s1, s2);  taskBank.setMoney(120); *// 设置初始余额为 120*  *// 创建并启动两个线程*  Thread zhang;  Thread cheng;  zhang = new Thread(taskBank); *// 创建会计线程*  cheng = new Thread(taskBank); *// 创建出纳线程*  zhang.setName(s1); *// 设置线程名称*  cheng.setName(s2); *// 设置线程名称*  zhang.start(); *// 启动会计线程*  cheng.start(); *// 启动出纳线程*  }  }  输出结果通常会是相同的  Example8\_5： class Task implements Runnable {  private int number = 0;  *// 设置数字初值*  public void setNumber(int n) {  number = n;  }  *// 线程执行的方法*  public void run() {  while(true) {  if (Thread.currentThread().getName().equals("add")) {  *// 如果是加法线程*  number++;  System.out.printf("%d\n", number); *// 输出当前值*  }  if (Thread.currentThread().getName().equals("sub")) {  *// 如果是减法线程*  number--;  System.out.printf("%12d\n", number); *// 输出当前值*  }  try {  Thread.sleep(1000); *// 休眠1秒*  } catch (InterruptedException e) {}  }  }  }  public class Example8\_5 {  public static void main(String args[]) {  Task taskAdd = new Task();  taskAdd.setNumber(10); *// 设置加法线程初值为10*  Task taskSub = new Task();  taskSub.setNumber(-10); *// 设置减法线程初值为-10*  *// 创建线程*  Thread threadA, threadB, threadC, threadD;  threadA = new Thread(taskAdd);  threadB = new Thread(taskAdd);  threadA.setName("add");  threadB.setName("add");  threadC = new Thread(taskSub);  threadD = new Thread(taskSub);  threadC.setName("sub");  threadD.setName("sub");  *// 启动线程*  threadA.start();  threadB.start();  threadC.start();  threadD.start();  }  }  输出的顺序取决于线程调度：例如，add 和 sub 线程的输出可能交替，可能先是 add 输出，再是 sub 输出，或者反过来。  (2.2). 运行以下三个程序（每个程序运行5次），并对输出结果给出分析。在报告中附上程序截图和简要的文字说明（包括对结果的分析）。（10分）  **程序1:**  · **并发执行**：三个线程并发运行，因此它们的输出会混合在一起。具体的输出顺序取决于线程调度，具有不确定性。  · **线程调度器**：操作系统的线程调度器决定了哪个线程先执行、哪个线程后执行，因此输出可能是字符 'a'、字符 'b' 和数字 1 到 100 之间的任意交替组合。  · **输出的结果**：每次运行程序时，输出结果可能不同。你可能看到连续的一段 'a'，然后是一段 'b'，或者字符和数字交替输出。  **程序2:**  **任务提交顺序：**  **任务是按顺序提交到线程池中的，打印字符的任务先于打印数字的任务进入线程池，因此字符任务优先执行。**  **线程池调度机制：**  **线程池的调度机制和任务的队列特性使得字符打印任务总是先执行完毕，数字打印任务在字符任务结束后才开始。**  **打印顺序的确定性：**  **字符输出顺序可能交替或连续，具体取决于调度器的行为。**  **数字的输出顺序是确定的，从 1 到 100，因为 PrintNum 的任务是一个单独线程完成的顺序任务，且不会与其他任务交错。**  **因此，程序的输出永远是先字符后数字，且数字的顺序是从 1 到 100。这种现象是由线程池任务的提交顺序以及线程调度的行为共同决定的。**  **程序3:** 总结：  * **原因**：输出结果总是 1 或 2，是由于多个线程在没有同步控制的情况下，几乎同时读取并更新共享变量 balance，导致数据竞争。 * **延迟的影响**：Thread.sleep(5) 放大了这种数据竞争，使得多个线程在更新余额时覆盖彼此的更改。 * **解决方案**：使用同步机制来确保每次只有一个线程能够更新余额，可以避免数据竞争，确保最终余额的正确性。   (2.3) 第8章讲义（JavaPD-Ch08）中的第5个应用程序（Example8\_5）存在线程间不同步的问题，请修改该程序，以解决不同步的问题。在报告中附上程序截图、运行结果截图和详细的文字说明（包括设计的思路和合理性分析）。（10分）  class Task\_fixed implements Runnable {  private int number = 0;  *// 设置数字初值*  public void setNumber(int n) {  number = n;  }  *// 线程执行的方法*  public void run() {  while (true) {  if (Thread.currentThread().getName().equals("add")) {  synchronized (this) {  *// 如果是加法线程*  number++;  System.out.printf("%d\n", number); *// 输出当前值*  }  } else if (Thread.currentThread().getName().equals("sub")) {  synchronized (this) {  *// 如果是减法线程*  number--;  System.out.printf("%12d\n", number); *// 输出当前值*  }  }  try {  Thread.sleep(1000); *// 休眠1秒*  } catch (InterruptedException e) {  e.printStackTrace();  }  }  }  }  public class Example8\_5\_fixed {  public static void main(String[] args) {  Task taskAdd = new Task();  taskAdd.setNumber(10); *// 设置加法线程初值为10*  Task taskSub = new Task();  taskSub.setNumber(-10); *// 设置减法线程初值为-10*  *// 创建线程*  Thread threadA, threadB, threadC, threadD;  threadA = new Thread(taskAdd);  threadB = new Thread(taskAdd);  threadA.setName("add");  threadB.setName("add");  threadC = new Thread(taskSub);  threadD = new Thread(taskSub);  threadC.setName("sub");  threadD.setName("sub");  *// 启动线程*  threadA.start();  threadB.start();  threadC.start();  threadD.start();  }  }  同步块的使用：  在原来的代码中，对共享变量 number 的读写操作没有同步控制，多个线程可能同时访问 number，导致结果不一致。  使用 synchronized (this) 来确保每次只有一个线程能够进入同步块，从而对 number 进行修改。  这样可以保证对 number 的更新操作是原子操作，不会被其他线程打断。  修改的位置：  在加法线程和减法线程各自的逻辑中使用了同步块来保护 number 的操作。  使用 synchronized 保证线程在对 number 执行读取、修改、写回的操作时，不会被其他线程同时进行干扰。  线程命名：  线程 threadA 和 threadB 的名称均为 "add"，它们共享同一个 taskAdd 对象。  线程 threadC 和 threadD 的名称均为 "sub"，它们共享同一个 taskSub 对象。  由于加法和减法任务分别属于不同对象，使用 synchronized (this) 会保证对每个任务对象的访问是独占的，因此加法和减法操作可以并发进行，但同一个任务对象中的操作不会并发。  修改后的运行结果分析：  在修改之后，每个加法线程和减法线程在更新 number 时，都通过同步机制保证了线程安全。  结果输出会有以下特点：  加法线程和减法线程分别操作自己对应的 number，输出的数值变化是按顺序递增或递减的。  synchronized 确保了每次对 number 的操作都是完整的，不会因多个线程的并发而导致操作丢失或数据不一致。  **Part 3（30分）**  (3.1). 编写Java应用程序实现如下功能：第一个线程不停地随机生成[0,1)之间的浮点数（float）并输出到屏幕，第二个线程将第一个线程输出的第1-5个浮点数的和与平均值输出到屏幕（紧跟在第一个线程输出的第5个浮点数之后）、将第一个线程输出的第6-10个[0,1)之间的浮点数的和与平均值输出到屏幕（紧跟在第一个线程输出的第10个浮点数之后）…。要求线程间实现通信。要求采用实现Runnable接口和Thread类的构造方法的方式创建线程，而不是通过Thread类的子类的方式。在报告中附上程序截图、运行结果截图和详细的文字说明（包括设计的思路和合理性分析）。（10分）  import java.util.ArrayList;import java.util.List;  public class RandomNumberSumCalculator {  public static void main(String[] args) {  SharedData sharedData = new SharedData();  *// 创建生成随机数的线程*  Thread producerThread = new Thread(new RandomNumberProducer(sharedData));  producerThread.setName("Producer");  *// 创建计算和与平均值的线程*  Thread consumerThread = new Thread(new RandomNumberConsumer(sharedData));  consumerThread.setName("Consumer");  *// 启动线程*  producerThread.start();  consumerThread.start();  }  }  class SharedData {  private final List<Float> numbers = new ArrayList<>();  private boolean isReady = false;  public synchronized void addNumber(float number) {  numbers.add(number);  System.out.printf("Generated: %.4f\n", number);  if (numbers.size() % 5 == 0) {  isReady = true;  notifyAll(); *// 通知消费者线程进行计算*  }  }  public synchronized List<Float> getNumbers() {  while (!isReady) {  try {  wait(); *// 等待生成足够的数据*  } catch (InterruptedException e) {  Thread.currentThread().interrupt();  System.out.println("Consumer thread interrupted");  }  }  *// 复制前5个元素用于计算，并从原始列表中移除*  List<Float> subList = new ArrayList<>(numbers.subList(0, 5));  numbers.subList(0, 5).clear();  isReady = false;  notifyAll(); *// 通知生产者线程继续生成数据*  return subList;  }  }  class RandomNumberProducer implements Runnable {  private final SharedData sharedData;  public RandomNumberProducer(SharedData sharedData) {  this.sharedData = sharedData;  }  @Override  public void run() {  while (true) {  float randomNum = (float) Math.random(); *// 生成 [0, 1) 的随机浮点数*  synchronized (sharedData) {  sharedData.addNumber(randomNum);  }  try {  Thread.sleep(200); *// 模拟一些延迟*  } catch (InterruptedException e) {  Thread.currentThread().interrupt();  System.out.println("Producer thread interrupted");  }  }  }  }  class RandomNumberConsumer implements Runnable {  private final SharedData sharedData;  public RandomNumberConsumer(SharedData sharedData) {  this.sharedData = sharedData;  }  @Override  public void run() {  while (true) {  List<Float> numbers = sharedData.getNumbers(); *// 获取生成的5个随机数*  float sum = 0;  for (float num : numbers) {  sum += num;  }  float average = sum / numbers.size();  System.out.printf("Sum: %.4f, Average: %.4f\n", sum, average);  }  }  }  线程通信机制：  使用 wait() 和 notifyAll()：  wait()：当消费者线程调用 getNumbers() 方法时，如果当前没有足够的浮点数（即少于 5 个），则消费者线程会等待。  notifyAll()：当生产者线程添加了足够的浮点数（即 5 个）时，它会调用 notifyAll()，通知消费者线程可以开始计算了。  同样，消费者线程在完成计算后会调用 notifyAll()，通知生产者线程继续生成新的浮点数。  互斥访问：  为了确保线程之间互不干扰，addNumber() 和 getNumbers() 都使用了同步块（synchronized），这样可以保证对共享资源的访问是线程安全的。  设计合理性分析：  线程的独立性和协同工作：  生产者线程和消费者线程各自独立，通过共享的数据结构进行通信。这种设计使得每个线程专注于自己特定的任务，符合单一职责原则。  使用 wait() 和 notifyAll() 实现线程间的协同工作，使得消费者线程能及时地在 5 个数生成后进行计算，保证了输出的及时性和一致性。  线程安全性：  使用 synchronized 保证对共享数据的互斥访问，避免了多线程对共享数据同时操作导致的不一致性。  wait() 和 notifyAll() 机制使得线程之间能够正确协调，避免出现死锁或者空等待的情况。  合理的任务划分：  一个线程负责生成数据，另一个线程负责计算，逻辑清晰，任务明确。  这种设计使得程序更具扩展性，如果需要进一步增加复杂的计算或改变生成数据的方式，只需修改对应的线程类即可。  (3.2). 编写Java应用程序实现如下功能：创建工作线程，模拟银行现金账户取款和存款操作。多个线程同时执行取款和存款操作时，如果不使用同步处理，会造成账户余额混乱，要求使用synchronized关键字同步代码块，以保证多个线程同时执行取款和存款操作时，银行现金账户取款和存款的有效和一致。要求采用实现Runnable接口和Thread类的构造方法的方式创建线程，而不是通过Thread类的子类的方式。在报告中附上程序截图（假设银行存款有100元，有3个取款线程和2个存款线程，每次取款和存款均为10元）、运行结果截图（显示每次存取款操作后的余额等信息，以说明线程间同步正确）和详细的文字说明。（10分）  import java.util.ArrayList;import java.util.List;  public class RandomNumberSumCalculator {  public static void main(String[] args) {  SharedData sharedData = new SharedData();  *// 创建生成随机数的线程*  Thread producerThread = new Thread(new RandomNumberProducer(sharedData));  producerThread.setName("Producer");  *// 创建计算和与平均值的线程*  Thread consumerThread = new Thread(new RandomNumberConsumer(sharedData));  consumerThread.setName("Consumer");  *// 启动线程*  producerThread.start();  consumerThread.start();  }  }  class SharedData {  private final List<Float> numbers = new ArrayList<>();  private boolean isReady = false;  public synchronized void addNumber(float number) {  numbers.add(number);  System.out.printf("Generated: %.4f\n", number);  if (numbers.size() % 5 == 0) {  isReady = true;  notifyAll(); *// 通知消费者线程进行计算*  }  }  public synchronized List<Float> getNumbers() {  while (!isReady) {  try {  wait(); *// 等待生成足够的数据*  } catch (InterruptedException e) {  Thread.currentThread().interrupt();  System.out.println("Consumer thread interrupted");  }  }  *// 复制前5个元素用于计算，并从原始列表中移除*  List<Float> subList = new ArrayList<>(numbers.subList(0, 5));  numbers.subList(0, 5).clear();  isReady = false;  notifyAll(); *// 通知生产者线程继续生成数据*  return subList;  }  }  class RandomNumberProducer implements Runnable {  private final SharedData sharedData;  public RandomNumberProducer(SharedData sharedData) {  this.sharedData = sharedData;  }  @Override  public void run() {  while (true) {  float randomNum = (float) Math.random(); *// 生成 [0, 1) 的随机浮点数*  synchronized (sharedData) {  sharedData.addNumber(randomNum);  }  try {  Thread.sleep(200); *// 模拟一些延迟*  } catch (InterruptedException e) {  Thread.currentThread().interrupt();  System.out.println("Producer thread interrupted");  }  }  }  }  class RandomNumberConsumer implements Runnable {  private final SharedData sharedData;  public RandomNumberConsumer(SharedData sharedData) {  this.sharedData = sharedData;  }  @Override  public void run() {  while (true) {  List<Float> numbers = sharedData.getNumbers(); *// 获取生成的5个随机数*  float sum = 0;  for (float num : numbers) {  sum += num;  }  float average = sum / numbers.size();  System.out.printf("Sum: %.4f, Average: %.4f\n", sum, average);  }  }  }  · **取款和存款交替输出**：从输出中可以看到，取款和存款的操作是交替进行的，取款线程和存款线程在系统调度器的控制下轮流执行。  · **余额变化有序且一致**：   * 每次取款减少 10，每次存款增加 10，余额变化合理且符合预期，没有出现负数或跳跃式的增减。 * 由于使用了 synchronized 同步代码块，线程之间是互斥访问共享资源的，因此余额的修改操作不会相互覆盖。   设计合理性分析  线程同步：  通过使用 synchronized 关键字确保对共享资源的互斥访问，使得每次存款和取款的修改操作都能完整地完成，避免了因多个线程同时访问而引发的数据不一致性问题。  线程的独立性：  取款和存款操作分别封装在 WithdrawTask 和 DepositTask 中，符合单一职责原则，每个类只负责一个操作。  线程的创建使用了 Runnable 接口，并通过 Thread 类进行启动，这种方式使得线程的逻辑与线程的控制解耦，增强了代码的可维护性和可扩展性。  任务的合理性：  每个线程进行 5 次操作，每次取款或存款的金额为 10 元，这样的设计可以直观地观察到每次存取款操作对余额的影响，从而验证线程间的同步是否正确。  模拟并发环境：  通过同时启动 3 个取款线程和 2 个存款线程，模拟了多线程对同一账户进行并发存取的情况，显示了使用同步机制的重要性。  (3.3). 有一座南北向的桥，只能容纳一个人，桥的南边有1000个人（记为S1,S2,…,S1000）和桥的北边有1000个人（记为N1,N2,…,N1000），编写Java应用程序让这些人到达对岸，每个人用一个线程表示，桥为共享资源，在过桥的过程中输出谁正在过桥（不同人之间用逗号隔开）。运行10次，分别统计南边的1000人和北边的1000人先全部到达对岸的次数（第i行输出格式为：第i次运行，南边/北边先完成过桥）。要求采用实现Runnable接口和Thread类的构造方法的方式创建线程，而不是通过Thread类的子类的方式。在报告中附上程序截图、运行结果截图和详细的文字说明（包括对结果的分析）。（10分）  import java.util.ArrayList;import java.util.List;import java.util.concurrent.atomic.AtomicInteger;  public class BridgeCrossingSimulation {  private static final int NUM\_PEOPLE = 1000;  private static final Object bridgeLock = new Object(); *// 桥的同步锁*  private static AtomicInteger southCount = new AtomicInteger(0);  private static AtomicInteger northCount = new AtomicInteger(0);  public static void main(String[] args) {  int southWins = 0;  int northWins = 0;  for (int run = 1; run <= 10; run++) {  *// 重置计数器*  southCount.set(0);  northCount.set(0);  *// 创建南边和北边的人线程*  List<Thread> threads = new ArrayList<>();  for (int i = 1; i <= NUM\_PEOPLE; i++) {  threads.add(new Thread(new Person("S" + i, "South")));  threads.add(new Thread(new Person("N" + i, "North")));  }  *// 启动所有线程*  for (Thread thread : threads) {  thread.start();  }  *// 等待所有线程完成*  for (Thread thread : threads) {  try {  thread.join();  } catch (InterruptedException e) {  Thread.currentThread().interrupt();  System.out.println("Thread interrupted: " + e.getMessage());  }  }  *// 判断哪一侧先完成*  if (southCount.get() == NUM\_PEOPLE) {  southWins++;  System.out.printf("第%d次运行，南边先完成过桥。\n", run);  } else if (northCount.get() == NUM\_PEOPLE) {  northWins++;  System.out.printf("第%d次运行，北边先完成过桥。\n", run);  }  }  *// 输出最终统计结果*  System.out.println("南边先全部完成的次数: " + southWins);  System.out.println("北边先全部完成的次数: " + northWins);  }  static class Person implements Runnable {  private final String name;  private final String direction;  public Person(String name, String direction) {  this.name = name;  this.direction = direction;  }  @Override  public void run() {  try {  *// 每个人花费随机时间到达桥口*  Thread.sleep((int) (Math.random() \* 100));  *// 过桥过程*  synchronized (bridgeLock) {  System.out.println(name + " from " + direction + " is crossing the bridge...");  Thread.sleep(10); *// 模拟过桥时间*  }  *// 统计过桥人数*  if (direction.equals("South")) {  southCount.incrementAndGet();  } else if (direction.equals("North")) {  northCount.incrementAndGet();  }  } catch (InterruptedException e) {  Thread.currentThread().interrupt();  System.out.println("Thread interrupted: " + e.getMessage());  }  }  }  可能的原因分析  线程启动顺序的偏向性：  在主线程中，南边的 1000 个线程首先被创建和启动，然后是北边的 1000 个线程。  由于启动顺序，南边的线程可能更早被操作系统调度，从而在竞争桥资源时总是占据优势，导致南边的人更快完成过桥。  在 for 循环中创建和启动线程时，程序首先启动了南边的线程。操作系统调度器可能会优先调度已经创建的线程，这就让南边的人在调度上占据了先发优势。  线程竞争中的不公平性：  在 Java 的线程调度中，线程的竞争并不是严格公平的。由于南边的线程先启动，它们在争夺锁对象（桥的锁）时可能会占据一定的优势，使得南边的人每次都可以更早过桥。  线程调度的随机性对每个线程的优先级可能不均衡，特别是在大量线程同时争夺有限资源的情况下，先创建和启动的线程可能会更有机会获得锁。  锁的竞争和资源获取的先发优势：  过桥的共享资源使用 synchronized 关键字进行同步，意味着每次只有一个线程可以获取到锁并完成过桥操作。  南边的线程先启动并获得锁的概率更高，导致北边的线程始终落后。  由于南边线程的启动顺序在前，它们有更多机会首先获取桥的锁，这样的竞争优势使得南边的线程始终领先。  桥的同步机制对公平性的影响：  使用 synchronized 锁来管理桥的访问没有引入任何形式的公平性控制，这使得调度的随机性可能造成南边线程在锁竞争中持续占据上风。  如果多个线程同时等待锁，操作系统会根据具体的调度策略来决定哪个线程可以获得锁。在当前实现中，调度器可能偏向于南边线程，因为它们先启动。  报告写作。要求：主要思路有明确的说明，重点代码有详细的注释，行文逻辑清晰可读性强，报告整体写作较为专业。（20分）  **说明：**  （1）本次实验课作业满分为100分，占总成绩的比例7%。  （2）本次实验课作业截至时间2024年11月20日（周三）21:59。  （3）报告正文：请在指定位置填写，本次实验不需要单独提交源程序文件。  （4）个人信息：WORD文件名中的“姓名”、“学号”，请改为你的姓名和学号；实验报告的首页，请准确填写“学院”、“专业”、“报告人”、“学号”、“班级”、“实验报告提交时间”等信息。  （5）提交方式：截至时间前，请在Blackboard平台中提交。  （6）发现抄袭（包括复制&粘贴整句话、整张图），**抄袭者和被抄袭者的成绩记零分。**  （7）延迟提交，不得分；如有特殊情况，请于截至日期之后的48小时内发邮件到panweike@szu.edu.cn，并在邮件中注明课程名称、作业名称、姓名、学号等信息，以及特殊情况的说明，我收到后会及时回复。  （8）期末考试阶段补交无效。 |

|  |
| --- |
| ++++++++++++++++++++++++++++++++++++++++++++++++++++++  **其他（例如感想、建议等等）。** |

深圳大学学生实验报告用纸

|  |
| --- |
| 指导教师批阅意见：  成绩评定：  指导教师签字：  2024年 月 日 |
| 备注： |

注：1、报告内的项目或内容设置，可根据实际情况加以调整和补充。

2、教师批改学生实验报告时间应在学生提交实验报告时间后10日内。