**NAME:- CHANDRA SHEKHARA PRASAD**

**ROLL\_NO:- MCA/19**

// 1) Write a program to create simple calculator for addition, subtraction, division, multiplication,modulus, factorial, gcd, lcm, power, square root, cube root using class and object?

#include <iostream>

#include <cmath>

using namespace std;

class Calculator

{

public:

    void add(int a, int b)

    {

        int sum = a + b;

        cout << "Addition=" << sum << endl;

    }

    void sub(int a, int b)

    {

        int s = a - b;

        cout << "Subtraction=" << s << endl;

    }

    void mult(int a, int b)

    {

        int m = a \* b;

        cout << "Multiplication=" << m << endl;

    }

    void div(int a, int b)

    {

        int d = a / b;

        cout << "Division=" << d << endl;

    }

    void mod(int a, int b)

    {

        int r = a % b;

        cout << "Remainder=" << r << endl;

    }

    /\*int gcd(int a,int b)

    {

        int l=a<b?b:a;

        for(int i=l;i>=1;i--)

        {

            if(a%i==0&&b%i==0)

            {

                return i;

                break;

            }

        }

    }

    int lcm(int a,int b)

    {

        int l=a<b?b:a;

        for(int i=l;i<=a\*b;i++){

            if(i%a==0&&i%b==0)

            {

                return i;

                break;

            }

        }

    }\*/

    void power(int a, int b)

    {

        int p = pow(a, b);

        cout << a << " to the power " << b << " is:" << p << endl;

    }

    void squareRoot(int a)

    {

        int sr = sqrt(a);

        cout << "Square root of " << a << " is:" << sr << endl;

    }

    void cubicRoot(int a)

    {

        int cr = cbrt(a);

        cout << "Cube root of " << a << " is:" << cr << endl;

    }

    int fact(int a)

    {

        if (a == 1)

        {

            return 1;

        }

        else

        {

            return a \* fact(a - 1);

        }

    }

};

int main()

{

    cout << "Hello!!!,i am a digital calculator...." << endl;

    cout << "I have following features...." << endl;

    Calculator calc;

    cout << "1.Addition" << endl;

    cout << "2.Subtraction" << endl;

    cout << "3.Multiplication" << endl;

    cout << "4.Division" << endl;

    cout << "5.Modulus division" << endl;

    cout << "6.Greatest common divisor(GCD)" << endl;

    cout << "7.Least common Multiplier(LCM)" << endl;

    cout << "8.Power" << endl;

    cout << "9.Square root" << endl;

    cout << "10.Cubic root" << endl;

    cout << "11.Factorial" << endl;

    cout << "==============================================" << endl;

    int c;

    string str;

    cout << "Do you want to explore?(Yes/No)" << endl;

    cin >> str;

    while (str == "Yes" || str == "yes")

    {

        cout << "Do you want to continue?(Yes/No)" << endl;

        cin >> str;

        if (str == "Yes" || str == "yes")

        {

            cout << "Enter your choice:";

            cin >> c;

            switch (c)

            {

            case 1:

                cout << "Enter two numbers:";

                int a, b;

                cin >> a >> b;

                calc.add(a, b);

                cout << "=====================" << endl;

                break;

            case 2:

                cout << "Enter two numbers:";

                int d, e;

                cin >> d >> e;

                calc.sub(d, e);

                cout << "=====================" << endl;

                break;

            case 3:

                cout << "Enter two numbers:";

                int f, g;

                cin >> f >> g;

                calc.mult(f, g);

                cout << "=====================" << endl;

                break;

            case 4:

                cout << "Enter two numbers:";

                int h, i;

                cin >> h >> i;

                calc.div(h, i);

                cout << "=====================" << endl;

                break;

            case 5:

                cout << "Enter two numbers:";

                int j, k;

                cin >> j >> k;

                calc.mod(j, k);

                cout << "=====================" << endl;

                break;

            /\*case 6:

            cout<<"Enter two numbers:";

            int l,z;

            cin>>l>>z;

            int hc=calc.gcd(l,z);

            cout<<"GCD of "<<l<<" and "<<z<<" is:"<<hc<<endl;

            cout<<"====================="<<endl;

            break;

            case 7:

            cout<<"Enter two numbers:";

            int n,o;

            cin>>n>>o;

            int lc=calc.lcm(n,o);

            cout<<"LCM of "<<n<<" and "<<o<<" is:"<<lc<<endl;

            cout<<"====================="<<endl;

            break;\*/

            case 8:

                cout << "Enter two numbers:";

                int p, w;

                cin >> p >> w;

                calc.power(p, w);

                cout << "=====================" << endl;

                break;

            case 9:

                cout << "Enter a number:";

                int q;

                cin >> q;

                calc.squareRoot(q);

                cout << "=====================" << endl;

                break;

            case 10:

                cout << "Enter a number:";

                int x;

                cin >> x;

                calc.cubicRoot(x);

                cout << "=====================" << endl;

                break;

            case 11:

                cout << "Enter a number:";

                int y;

                cin >> y;

                int fac = calc.fact(y);

                cout << "Factorial of " << y << " is:" << fac << endl;

                cout << "=====================" << endl;

                break;

                /\*default:

                    cout<<"Enter a valid choice.."<<endl;\*/

            }

        }

        else

        {

            break;

        }

    }

    return 0;

}

**OUTPUT:**
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// Write a program to give information about any number such as whether it is even odd, prime or

// not prime, or positive or negative, palindrome or not using class and object?

#include <iostream>

#include <iostream>

using namespace std;

class Prog

{

public:

    int num;

    void positiveornot(int a)

    {

        num = a;

        if (num >= 0)

        {

            cout << num << " is a positive number." << endl;

        }

        else

        {

            cout << num << " is a negative number." << endl;

        }

    }

    void evenornot(int a)

    {

        num = a;

        if (num % 2 == 0)

        {

            cout << num << " is an even number." << endl;

        }

        else

        {

            cout << num << " is an odd number." << endl;

        }

    }

    void primeornot(int a)

    {

        int i;

        num = a;

        for (i = 2; i < num; i++)

        {

            if (num % i == 0)

            {

                break;

            }

        }

        if (num == i)

        {

            cout << num << " is a prime number." << endl;

        }

        else

        {

            cout << num << " is not a prime number." << endl;

        }

    }

    void palindromeornot(int a)

    {

        num = a;

        int temp = num, n, res = 0;

        while (temp > 0)

        {

            n = temp % 10;

            res = res \* 10 + n;

            temp = temp / 10;

        }

        if (res == num)

        {

            cout << num << " is a palindrome number." << endl;

        }

        else

        {

            cout << num << " is not a palindrome number." << endl;

        }

    }

};

int main()

{

    int no;

    cout << "Enter a number:";

    cin >> no;

    Prog numb;

    numb.positiveornot(no);

    numb.evenornot(no);

    numb.primeornot(no);

    numb.palindromeornot(no);

    return 0;

}

**OUTPUT:**

![](data:image/png;base64,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)

// 3) Write a program to find area and perimeter of rectangle using class and object?

#include<iostream>

using namespace std;

class Rectangle{

    public:

        int ln,br;

        int area(int a,int b)

        {

            ln=a,br=b;

            int ar=ln\*br;

            return ar;

        }

        int perimeter(int a,int b)

        {

            ln=a,br=b;

            int pr=2\*(ln+br);

            return pr;

        }

};

int main()

{

    int l,b;

    cout<<"Enter length and breadth of the rectangle:"<<endl;

    cin>>l>>b;

    Rectangle r;

    int a=r.area(l,b);

    cout<<"Area of the rectanhgle having length:"<<l<<" and breadth:"<<b<<" is:"<<a<<" square units."<<endl;

    int p=r.perimeter(l,b);

    cout<<"Perimeter of the rectanhgle having length:"<<l<<" and breadth:"<<b<<" is:"<<p<<" units."<<endl;

    return 0;

}

**OUTPUT:**

![](data:image/png;base64,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)

// 4) Write a program to find area and perimeter of square using class and object?

#include <iostream>

using namespace std;

class Square

{

public:

    int side;

    int area(int a)

    {

        side = a;

        int ar = side \* side;

        return ar;

    }

    int perimeter(int a)

    {

        side = a;

        int pr = 4 \* side;

        return pr;

    }

};

int main()

{

    int s;

    cout << "Enter side of the square:" << endl;

    cin >> s;

    Square sq;

    int a = sq.area(s);

    cout << "Area of the square having side:" << s << " is:" << a << " square units." << endl;

    int p = sq.perimeter(s);

    cout << "Perimeter of the square having side:" << s << " is:" << p << " units." << endl;

    return 0;

}

**OUTPUT:**

![](data:image/png;base64,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)

// 5) Write a program to find area and perimeter of triangle having 3 sides using class and object?

#include <iostream>

#include <math.h>

using namespace std;

class Triangle

{

public:

    int a, b, c;

    int area(int d, int e, int f)

    {

        a = d, b = e, c = f;

        int s = (a + b + c) / 2;

        int ar = sqrt(s \* (s - 1) \* (s - 2) \* (s - 3));

        return ar;

    }

    int perimeter(int d, int e, int f)

    {

        a = d, b = e, c = f;

        int pr = a + b + c;

        return pr;

    }

};

int main()

{

    int s1, s2, s3;

    cout << "Enter three sides of the triangle:" << endl;

    cin >> s1 >> s2 >> s3;

    Triangle t;

    int a = t.area(s1, s2, s3);

    cout << "Area of the triangle having sides " << s1 << "," << s2 << " and " << s3 << " is:" << a << " square units." << endl;

    int p = t.perimeter(s1, s2, s3);

    cout << "Perimeter of the triangle having sides " << s1 << "," << s2 << " and " << s3 << " is:" << p << " units." << endl;

    return 0;

}

**OUTPUT:**
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// 6) Write a program to display type of triangle using sides of triangle?

#include <iostream>

using namespace std;

class Triangle

{

public:

    int a, b, c;

    void types(int e, int f, int g)

    {

        a = e, b = f, c = g;

        if (a == b && a == c)

        {

            cout << "This is an Equilateral triangle" << endl;

        }

        else if ((a == b && a != c) || (a == c && a != b) || (b == c && b != a))

        {

            cout << "This is an Isosceles triangle" << endl;

        }

        else

        {

            cout << "This is a scalene triangle" << endl;

        }

    }

};

int main()

{

    int s1, s2, s3;

    cout << "Enter three sides of a triangle:" << endl;

    cin >> s1 >> s2 >> s3;

    Triangle t;

    t.types(s1, s2, s3);

    return 0;

}

**OUTPUT:**

![](data:image/png;base64,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)

// 7) Write a program to create banking application to perform following using using class and

// object?

// a) Initialize with initial balance Rs 3000

// b) Deposit amount if balance is more than 1000 otherwise take Rs 100 as penalty for

// deposit

// c) Withdraw amount if balance is more than 1000 otherwise alert user for low balance

// d) check for balance

#include<iostream>

using namespace std;

class Opt{

    public:

        int bal=3000;

        void balance()

        {

            cout<<"Your current balance is Rs. "<<bal<<endl;

        }

        void deposit()

        {

            if(bal<=1000)

            {

                cout<<"Due to lower balance,you have to pay Rs. 100 as penalty..."<<endl;

            }

            else

            {

                int dep;

                cout<<"Enter the amount you want to deposit:";

                cin>>dep;

                bal=bal+dep;

                cout<<"Rs. "<<dep<<" Successfully deposited."<<endl;

            }

        }

        void withdraw()

        {

            if(bal<=1000)

            {

                cout<<"Alert!!! Low balance....."<<endl;

            }

            else

            {

                int wid;

                cout<<"Enter the amount you want to withdraw:";

                cin>>wid;

                bal=bal-wid;

                cout<<"Rs. "<<wid<<" Successfully withdrawn."<<endl;

            }

        }

};

int main()

{

    cout<<"Welcome to our Bank..."<<endl;

    Opt c;

    cout<<"1. Enter 1 to check balance"<<endl;

    cout<<"2. Enter 2 to deposit cash"<<endl;

    cout<<"3. Enter 3 to withdraw cash"<<endl;

    int a;

    string str;

    cout<<"Do you want to explore our features?(yes/no)";

    cin>>str;

    while(str=="Yes"||str=="yes")

    {

        cout<<"Do you want to continue?(Yes/No)"<<endl;

        cin>>str;

        if(str=="Yes"||str=="yes")

        {

            cout<<"Enter your choice:";

            cin>>a;

            switch(a)

            {

                case 1:

                    c.balance();

                    break;

                case 2:

                    c.deposit();

                    break;

                case 3:

                    c.withdraw();

                    break;

                default:

                    cout<<"Extremely SORRY,may be there is some technical issue!!!! Try again later...."<<endl;

            }

        }

        else

        {

            break;

        }

    }

    cout<<"Thank you for visiting us.... Have a nice day...."<<endl;

    return 0;

}

**OUTPUT:**

![](data:image/png;base64,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)

// 8) Write a program to search for a user defined number in array of 20 numbers using linear search

// and binary search using class and object? Allow user to choose searching method.

#include <iostream>

#include <algorithm>

using namespace std;

class ArraySearch

{

private:

    int arr[20];

    int num;

public:

    int choice;

    void getUserInput()

    {

        cout << "Enter 20 elements for the array:\n";

        for (int i = 0; i < 20; i++)

        {

            cin >> arr[i];

        }

        cout << "Enter the number to search: ";

        cin >> num;

        cout << "Choose search method:\n1. Linear Search\n2. Binary Search\nEnter your choice (1 or 2): ";

        cin >> choice;

    }

    void linearSearch()

    {

        for (int i = 0; i < 20; i++)

        {

            if (arr[i] == num)

            {

                cout << "Number found at index " << i << endl;

                return;

            }

        }

        cout << "Number not found in the array." << endl;

    }

    void binarySearch()

    {

        sort(arr, arr + 20);

        int left = 0, right = 19;

        while (left <= right)

        {

            int mid = left + (right - left) / 2;

            if (arr[mid] == num)

            {

                cout << "Number found at index " << mid << endl;

                return;

            }

            else if (arr[mid] < num)

            {

                left = mid + 1;

            }

            else

            {

                right = mid - 1;

            }

        }

        cout << "Number not found in the array." << endl;

    }

};

int main()

{

    ArraySearch obj;

    obj.getUserInput();

    if (obj.choice == 1)

    {

        obj.linearSearch();

    }

    else if (obj.choice == 2)

    {

        obj.binarySearch();

    }

    else

    {

        cout << "Invalid choice." << endl;

    }

    return 0;

}

**OUTPUT:**
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// 9) Write a program to implement stack and perform following using class and object?

// a) create an stack of size 10 using array

// b) insert 10 elements into stack using push and isfull method

// c) find factorial of difference between largest and smallest

// element of stack

// d) search any user defined element in stack using peak method

// e) delete 3 elements from stack using pop and isempty method

// f) display remaining element of stack

#include <iostream>

using namespace std;

class Stack

{

private:

    int arr[10];

    int top;

public:

    Stack()

    {

        top = -1;

    }

    bool isEmpty()

    {

        return top == -1;

    }

    bool isFull()

    {

        return top == 9;

    }

    void push(int element)

    {

        if (isFull())

        {

            cout << "Error: Stack is full" << endl;

            return;

        }

        arr[++top] = element;

    }

    int pop()

    {

        if (isEmpty())

        {

            cout << "Error: Stack is empty" << endl;

            return -1;

        }

        return arr[top--];

    }

    int peek(int c)

    {

        if (isEmpty())

        {

            cout << "Error: Stack is empty" << endl;

            return -1;

        }

        for (int i = 0; i < 10; i++)

        {

            if (arr[i] == c)

            {

                return i;

            }

        };

    }

    void display()

    {

        if (isEmpty())

        {

            cout << "Stack is empty" << endl;

            return;

        }

        cout << "Stack elements: ";

        for (int i = top; i >= 0; i--)

        {

            cout << arr[i] << " ";

        }

        cout << endl;

    }

    int fact(int a)

    {

        if (a == 1)

        {

            return 1;

        }

        else

        {

            return a \* fact(a - 1);

        }

    }

};

int main()

{

    Stack stack;

    int arr[10];

    // Insert 10 elements into the stack using push

    cout << "Enter 10 elements to the array:";

    for (int i = 0; i < 10; i++)

    {

        cin >> arr[i];

        stack.push(arr[i]);

    }

    // Display the stack

    stack.display();

    // to find factorial difference of largest and smallest numbers of the stack

    int lg = 0, sm = 10;

    for (int i = 0; i < 10; i++)

    {

        if (arr[i] > lg)

        {

            lg = arr[i];

        }

        if (arr[i] < sm)

        {

            sm = arr[i];

        }

    }

    int diff = lg - sm;

    int fcd = stack.fact(diff);

    cout << "Factorial of diffrence of largest and smallest numbers of the stack is:" << fcd << endl;

    // Search for a user-defined element using peek

    int searchElement;

    cout << "Enter the element to search: ";

    cin >> searchElement;

    int index = stack.peek(searchElement);

    if (index != -1)

    {

        cout << "Element found at index: " << index << endl;

    }

    // Delete 3 elements from the stack using pop

    cout << "Deleting 3 elements from the stack..." << endl;

    for (int i = 0; i < 3; i++)

    {

        stack.pop();

    }

    // Display the remaining elements of the stack

    stack.display();

    return 0;

}

**OUTPUT:**

![](data:image/png;base64,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)

// 10) Write a program to implement queue and perform following using class and object?

// a) create an queue of size 10 using array

// b) insert 10 elements into queue using insert method

// c) replace even numbers available in queue with nearest prime numbers

// d) display number of odd and prime numbers.

// e) delete 3 elements from queue using delete method

// f) display remaining element of queue.

#include <iostream>

#include <queue>

#include <cmath>

using namespace std;

class Queue

{

private:

    queue<int> q;

public:

    void push(int element)

    {

        q.push(element);

    }

    void pop()

    {

        if (!q.empty())

        {

            q.pop();

        }

    }

    void display()

    {

        if (q.empty())

        {

            cout << "Queue is empty" << endl;

            return;

        }

        cout << "Queue elements: ";

        queue<int> temp = q;

        while (!temp.empty())

        {

            cout << temp.front() << " ";

            temp.pop();

        }

        cout << endl;

    }

    void replaceEvenWithNearestPrime()

    {

        queue<int> temp;

        while (!q.empty())

        {

            int current = q.front();

            q.pop();

            if (current % 2 == 0)

            {

                int nearestPrime = findNearestPrime(current);

                temp.push(nearestPrime);

            }

            else

            {

                temp.push(current);

            }

        }

        q = temp;

    }

    bool isOdd(int num)

    {

        if (num % 2 == 0)

        {

            return false;

        }

        else

        {

            return true;

        }

    }

    bool isPrime(int num)

    {

        if (num <= 1)

        {

            return false;

        }

        for (int i = 2; i <= sqrt(num); i++)

        {

            if (num % i == 0)

            {

                return false;

            }

        }

        return true;

    }

    int findNearestPrime(int num)

    {

        int smaller = num - 1;

        int larger = num + 1;

        while (true)

        {

            if (isPrime(smaller))

            {

                return smaller;

            }

            else if (isPrime(larger))

            {

                return larger;

            }

            smaller--;

            larger++;

        }

    }

};

int main()

{

    Queue queue;

    // Insert 10 elements into the queue using push

    for (int i = 1; i <= 10; i++)

    {

        queue.push(i);

    }

    // Display the queue

    queue.display();

    // to search total number of odds and primes numbers

    int odd = 0, prime = 0;

    for (int i = 1; i <= 10; i++)

    {

        if (queue.isOdd(i))

        {

            odd++;

        }

        if (queue.isPrime(i))

        {

            prime++;

        }

    }

    cout << "Total number of odds:" << odd << endl;

    cout << "Total number of primes:" << prime << endl;

    // Replace even numbers with nearest prime numbers

    queue.replaceEvenWithNearestPrime();

    // Display the modified queue

    cout << "Queue after replacing even numbers with nearest primes: ";

    queue.display();

    // Delete 3 elements from the queue using pop

    cout << "Deleting 3 elements from the queue..." << endl;

    for (int i = 0; i < 3; i++)

    {

        queue.pop();

    }

    // Display the remaining elements of the queue

    queue.display();

    return 0;

}

**OUTPUT:**

![](data:image/png;base64,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)

**Polymorphisim**

// 1) Write a program to find area and perimeter of circle,square,rectangle and triangle using function

// overloading?

#include <iostream>

#include <math.h>

using namespace std;

class Box

{

public:

    void area(float r)

    {

        float ar = (3.14) \* r \* r;

        cout << "Area of the circle is:" << ar << " square units." << endl;

    }

    void area(int s)

    {

        int ar = s \* s;

        cout << "Area of the square is:" << ar << " square units." << endl;

    }

    void area(int ln, int br)

    {

        int ar = ln \* br;

        cout << "Area of the rectangle is:" << ar << " square units." << endl;

    }

    void area(int s1, int s2, int s3)

    {

        int s = (s1 + s2 + s3) / 2;

        int ar = sqrt(s \* (s - s1) \* (s - s2) \* (s - s3));

        cout << "Area of the triangle is:" << ar << " square units." << endl;

    }

    void perimeter(float r)

    {

        float pr = 2 \* (3.14) \* r;

        cout << "Perimeter of the circle is:" << pr << " units." << endl;

    }

    void perimeter(int s)

    {

        int pr = 4 \* s;

        cout << "Perimeter of the square is:" << pr << " units." << endl;

    }

    void perimeter(int ln, int br)

    {

        int pr = 2 \* (ln + br);

        cout << "Perimeter of the rectangle is:" << pr << " units." << endl;

    }

    void perimeter(int s1, int s2, int s3)

    {

        int pr = s1 + s2 + s3;

        cout << "Perimeter of the triangle is:" << pr << " units." << endl;

    }

};

int main()

{

    Box crl;

    float rad;

    cout << "Enter radious of the circle:" << endl;

    cin >> rad;

    crl.area(rad);

    crl.perimeter(rad);

    cout << '\n';

    Box sqr;

    int side;

    cout << "Enter side of the square:" << endl;

    cin >> side;

    sqr.area(side);

    sqr.perimeter(side);

    cout << '\n';

    Box rtnl;

    int l, bd;

    cout << "Enter length and breadth of the rectangle:" << endl;

    cin >> l >> bd;

    rtnl.area(l, bd);

    rtnl.perimeter(l, bd);

    cout << '\n';

    Box trnl;

    int a, b, c;

    cout << "Enter three sides of the triangle:" << endl;

    cin >> a >> b >> c;

    trnl.area(a, b, c);

    trnl.perimeter(a, b, c);

    cout << '\n';

    return 0;

}

**OUTPUT:**
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// 2) Write program to display following pattern using function overloading?

// Odd number based pyramid starts from value n received from user

//       n+1

//     n+3 n+6

//   n+5 n+10 n+15

// n+7 n+14 n+21 n+28

// even number based pyramid starts from value n received from user

//        n+2

//     n+4 n+6

//   n+6 n+10 n+14

// n+8 n+14 n+20 n+26

// user defined character suppose entered character is k

//    k

//   k k

//  k k k

// k k k k

#include <iostream>

using namespace std;

void displayPattern(char k) {

    cout << "             " << k << endl;

    cout << "         " << k << "       " << k << endl;

    cout << "     " << k << "       " << k << "       " << k << endl;

    cout << " " << k << "       " << k << "      " << k << "       " << k << endl;

}

void printPatternOdd(int n) {

    cout << "Pattern for odd value of n:" << endl;

    cout << "             " << n+1 << endl;

    cout << "         " << n+3 << "       " << n+6 << endl;

    cout << "     " << n+5 << "       " << n+10 << "       " << n+15 << endl;

    cout << " " << n+7 << "       " << n+14 << "      " << n+21 << "       " << n+28 << endl;

    cout << endl;

}

void printPatternEven(int n) {

    cout << "\nPattern for even value of n:" << endl;

    cout << "             " << n+2 << endl;

    cout << "         " << n+4 << "       " << n+8 << endl;

    cout << "     " << n+6 << "       " << n+12 << "       " << n+18 << endl;

    cout << " " << n+8 << "       " << n+16 << "      " << n+24 << "       " << n+32 << endl;

    cout << endl;

}

int main() {

    int oddN, evenN;

    char userChar = 'k';

    displayPattern(userChar);

    cout << endl;

    cout << "Enter an odd value for n: ";

    cin >> oddN;

    if (oddN % 2 == 0) {

        cout << "Please enter an odd value for n." << endl;

        return 1;

    }

    cout << "Enter an even value for n: ";

    cin >> evenN;

    if (evenN % 2 != 0) {

        cout << "Please enter an even value for n." << endl;

        return 1;

    }

    printPatternOdd(oddN);

    printPatternEven(evenN);

    return 0;

}

**OUTPUT:**

![](data:image/png;base64,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)

// 3) Write a program to sort 10 numbers in the array using following sorting algorithm and function

// overloading?

// a) merge sort

// b) quick sort

// c) heap sort

#include <iostream>

using namespace std;

class Sort

{

public:

    virtual void sort(int arr[], int n) = 0;

};

class MergeSort : public Sort

{

public:

    void merge(int arr[], int l, int m, int r)

    {

        int i, j, k;

        int n1 = m - l + 1;

        int n2 = r - m;

        int L[n1], R[n2];

        for (i = 0; i < n1; i++)

            L[i] = arr[l + i];

        for (j = 0; j < n2; j++)

            R[j] = arr[m + 1 + j];

        i = 0;

        j = 0;

        k = l;

        while (i < n1 && j < n2)

        {

            if (L[i] <= R[j])

            {

                arr[k] = L[i];

                i++;

            }

            else

            {

                arr[k] = R[j];

                j++;

            }

            k++;

        }

        while (i < n1)

        {

            arr[k] = L[i];

            i++;

            k++;

        }

        while (j < n2)

        {

            arr[k] = R[j];

            j++;

            k++;

        }

    }

    void sort(int arr[], int n) override

    {

        int currSize;

        int leftStart;

        for (currSize = 1; currSize <= n - 1; currSize = 2 \* currSize)

        {

            for (leftStart = 0; leftStart < n - 1; leftStart += 2 \* currSize)

            {

                int mid = min(leftStart + currSize - 1, n - 1);

                int rightEnd = min(leftStart + 2 \* currSize - 1, n - 1);

                merge(arr, leftStart, mid, rightEnd);

            }

        }

    }

};

class QuickSort : public Sort

{

public:

    int partition(int arr[], int low, int high)

    {

        int pivot = arr[high];

        int i = (low - 1);

        for (int j = low; j <= high - 1; j++)

        {

            if (arr[j] < pivot)

            {

                i++;

                swap(arr[i], arr[j]);

            }

        }

        swap(arr[i + 1], arr[high]);

        return (i + 1);

    }

    void sort(int arr[], int n) override

    {

        quickSortUtil(arr, 0, n - 1);

    }

private:

    void quickSortUtil(int arr[], int low, int high)

    {

        if (low < high)

        {

            int pi = partition(arr, low, high);

            quickSortUtil(arr, low, pi - 1);

            quickSortUtil(arr, pi + 1, high);

        }

    }

};

class HeapSort : public Sort

{

public:

    void heapify(int arr[], int n, int i)

    {

        int largest = i;

        int left = 2 \* i + 1;

        int right = 2 \* i + 2;

        if (left < n && arr[left] > arr[largest])

            largest = left;

        if (right < n && arr[right] > arr[largest])

            largest = right;

        if (largest != i)

        {

            swap(arr[i], arr[largest]);

            heapify(arr, n, largest);

        }

    }

    void sort(int arr[], int n) override

    {

        for (int i = n / 2 - 1; i >= 0; i--)

            heapify(arr, n, i);

        for (int i = n - 1; i >= 0; i--)

        {

            swap(arr[0], arr[i]);

            heapify(arr, i, 0);

        }

    }

};

void printArray(int arr[], int n)

{

    for (int i = 0; i < n; i++)

        cout << arr[i] << " ";

    cout << endl;

}

int main()

{

    int arr[10];

    cout << "Enter 10 elements: ";

    for (int i = 0; i < 10; i++)

    {

        cin >> arr[i];

    }

    cout << "array[10]:";

    for (int i = 0; i < 10; i++)

    {

        cout << arr[i] << " ";

    }

    cout << endl;

    int choice;

    cout << "Enter your choice (1 for Merge Sort, 2 for Quick Sort, 3 for Heap Sort): ";

    cin >> choice;

    Sort \*sort;

    switch (choice)

    {

    case 1:

        sort = new MergeSort();

        break;

    case 2:

        sort = new QuickSort();

        break;

    case 3:

        sort = new HeapSort();

        break;

    default:

        cout << "Invalid choice." << endl;

        return 1;

    }

    sort->sort(arr, 10);

    cout << "Sorted array: ";

    printArray(arr, 10);

    delete sort;

    return 0;

}

**OUTPUT:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAqwAAAEeCAMAAAB49rfhAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAACHUExURf///+uybDMzM4zS/4wzMzOM0smkDAykydKMMzNssv/rsmwzM//qp4p5AKDV/zMzjKuVDFe36P/SjNOiAHWNp7JsM2yy6zMzbLLr/9KybOv/0mwzbLLr0mxsbLLr64xsstLSjIzS0myy0tL/0rJsjLKyjLJsbIwzbGwzjNL/62xssjNsbAAAACTTjBMAAAAtdFJOU///////////////////////////////////////////////////////////AKXvC/0AAAAJcEhZcwAADsQAAA7EAZUrDhsAAA/GSURBVHhe7Z0Ll9u2EUZXsvZUltpuq1S2Eydt0jR9/v//13kAIF6UuNqHid17z7GXIgHMEPw4BEmAuJths/0Qlhawu/e/3/3O/2bsP4aFyOF4qeDf/+GP1cIzs3kIC/B22NUiu0RU9p/+bH8yTq3mdxfPgu/+4n8RKyzkvP0Ulpax//wlLJUcjm0550WnwUuJNV4E4P1y7ot735PGebtAri8j1t0S0wAAAAAAAADwDByOW+7D4aXZPe6B6zzNq6wLPJtReLOctkbxhmmJbg7H8E5gt93OvB14frEmo/Au6bwbXaKb88fvTTeH4/38u6znFms0Cu+UJNbNxx8kSH6623iotXevZ4+ap89f9ttt/oJ9L+lMNy7Hc/HSKuQSolh9zeHrjzstSVeGND2jU6iu+ioko/BOmcSqEvFfMcjpO3WVhzQVZKl6v++6saSnQsgxlxDEGtYcvv701/NP9yL9lGbG6N3fdOkURTsRyoX3SSbWJJmgG++sJFHzZBGv6rtkurG+f5uHnzMNpVyCizWu0SbD+UEtpjSt0bw3YdsLDLG+a/wGSzTgAsp1kwSXBJ2TxKpqzjSUy9T/j2sssZWW0rRGpRXQMRZBrO+aKbI2upHGo3JZrL9o4lysKZfgYo1rJrGmNB2xZk3eFsT6rrkgVo9/wrxYQxz0vE7KJeSRNYThLLIKPbFqwjlNItZ3TU+sQUsuNeGCWEs5KimX4MtxzSTWlKY1amhKgTYrFPTEGp6b2jNU5YJYbVjAPgusUy7BRRnXTGJNaVqjJ132snkaACXpDVamG202xkeeuqkVa3guKlrUHgC5VoWQK6SZypnEOqVpjWq2UGAVWSejAAAAAAAAAAAAAAAAAAAAsBx9487rdhiBjQr1UV8RBviW0PMOhgGxwjAUvacBVsxJPwsAMAAnngbAIByONAJgDNAqjAJahWHYM2QUAAAAAAAAAAAAAAAAAADgTWNfvqZnAAwDo1thGPzT/gADgFhhFGx+IIDVo3MDMbgVhiFMmAYwAD5tGsAAIFYYhTNPA2AAbEJU4ioAAAAAAAAAAAAAAAAAAMCbZkfnABiEPT1ZYBAOx1/ozgpjcL6n7zWMgQ7DRqwwBCpUxAojsNcvByFWGICTDcJGrDAAYYJBHl7BKBBZYRgQKwAAAAAAAAAAAAAAAAAAwJvF5m7d8pl2GADv0AowAIgVhgGxwjBYm5UmKwzDmfAKo8C02DAOO+bFhkE4bT+EJYB1czgSWGEAbO5W4ioAAAAAAAAAAAAAAAAAAMBbZsdQARiDDd1YYBAOR7QKg2CTtgGMwPlep8JiCBYMwE6brCfUCgPgQwVpDMAAnBErjILL1CULsGrs+xYbvsgCI3A48gILAAAAAAAAAAAAAAAAAADgDbPTL19vt3QRhFHYMVIABoEugjAMTIMFo0BghWEgsMIoEFhhGAisMAoEVhgGAiuMAp+8BAAAAAAAAAAAAAAAAAAAeNvol6+ZWQhG4MQ8WDAKzNYCw7C3yS/4bgCMwO7zl7sdH2SBIdhvtzQCYAh2D3eHI8OwYADO3malHQDrx2XqkgVYNXt/zkqrFQZA7q94gwUAAAAAAAAAAAAAAAAAAPCG0dGtdBCEEbDRrT4QC2Dd2FDBw5FuV7B6Dkeb/oKh2DAAPgj7TKsV1s9exwpuuMWCEdCRAn+nGQDDwBdZYBROPLqCQbB2K8Da2UiTlQYrAAAAAAAAAAAAAAAAAADAWybN1bLbbunRAmvm/PF7k+jheE//K1g1+093G1Mok7jCALhYbbDAaUs3bFgzJlYbk715+Jl2AKyZJFZpA5wQK6yZINZftCGAWGHVhDarfvRKGgK2CmCduFh5GgAD4GK1j7PxOUFYMTq6VZCwqh9qRasAAAAAAAAAAAAAAAAwGLvt1jq8tOirMKbRgBVxcfIB7wsDsA6SWHtjYmuxpjSRJvqeQr+Ekt02PyUsTd1rQazmazTgC3lJ2tWhKMfWzHnIyN43SBRrd0xsJdaYJrHR7btWm9WafSmyTn/wTb8pkod9m5P2lBfUmaWWkb2DofFGD5NoQlQixzItxE3hkNtxDnroj4mNYnX1pTQl7bqqw3cYs5BoxRrm8KwpSi4cM6zQYpZaRvaOxt/knwYVudrKwTp/nBbSJp8sc6fHcpKRH2b7HcfEBrGe0hX1JrGKZq6INZ4UFeZgxENoVlB/ltrOXsC60Xjj8VOEkxYM3WRH1DVTibUcE1tGVqEn1qZ/dzUltxouxaqt0SLT+V6nRSxyCZWxnfwsGhheaDVLbWcvYOXIgbQmnZIWHNnkgwjsKHfEKrEqBL8m4nXEeionMtKWRhnr1MJkJXLOS7LhYkV7VCkCqyCCLtZYm7SepbazF7BefKhAV6xxk6lwZ2sbseZjYheI9dTe+5d3NlZGK9Yi/LosK2u1rd2DZCrWaTiuZ6nt7AWsFr+xlmPVijVt0sMYZsycZOTiKMbEXhfr4Vg3ApRMmy6YbEUkj5suuMpaFVjPZqjz6KEsurMXsFrCzVNPrGmTLH7auxamY+2H2RUTwlWUz2ybta/VXEAa/YxKrlO4FwqjgdqU++CSzahnqe3sBawWvQZLw7En1rRJjmm8wa/F6s3ZoIAg1tmnATNabRSVq9exB6EJM1qV3bZYZS+qBrLvUkFnL2C9nOVW+1dRRyvWtEmPZgiWQUb9MbFlZJ3SRELYzNZYmlqZlVgtTXTJyY067WsCM1aXU2q3vxcwOOn+pol5OVGsAN+QdO+BWGHlTC0DxAqrRpp2qUFIf1YAAAAAAAAAeAS9niIzr2BrznOPzPTdU/0OdV3c5GFdLS/aI+wb1GHoavIMXHyY+gRuF+vse/uy08Ar8aj6uc3DJ4r1FTy8jehY0eVzMT52tHx2+ppiXUTstNIMl627s3TYqdGF8TvjUrSZr5/Ow+brHkqB9RFo6Ij1Jg/tcD/aQy9uaU+fRY5N75lqLjyw72VanViDQ81w2SVFWl/VzWO7qfg4hH/4j5rZ+ukN373uodnadPrzZLRivc1D49EeenELxbrQsbnSZoZAG0msm48/yAn+yYStaKlnP0WkpvZFr6QwpMTshRH3vsfiS5NY0PNZLjWbh1/NhBBy6UkY/AppktGMUJu94bKpokOBjfXD19+k1H/+pqua3VHzvq42mg3VqkrO66dL5eNVD4MtqcxUh221SC4pKs/2FA9z60s8zMQaKyqGzyibiYWOTX2jpvSJmWA/iVXL9V9R/tpHVLNJhclS5kRYlu0hKnyYKrpNHPqWShq92Gm1p1y60VPGNMloxtQrutygB1LJ3GisH77++K8vp/vD1y/t7lh9WW/axmjqY9srOdZPn7ycRR76sFup+lSHQlUtWmtl8H2KhzGrsMTD6JJkSxUVRz77MVUvI0sdCwam3s8Z5XFOZGLVBSsslOj7JEoxq8UuWmFaga4jsZuJtU4cjkZmIuUS/KhMaaLRibQt2M0JdlKBjXVR6f7T/oP8SSWnNLZGKyBtSnj9Cr2SsxrvUF3fvOwLHoZ9kjPHV3rpVbVIXXvGxO0e1jc3Vz2MLsXYHytKC/JjGtcoSx2LBnqRtarDiBQtSH15XisslOjGpNaKE8ew/ZUtYb8lb8reJo5epTRTLsGPSkqTjE7oSRGYEetUYGP99HB3+Onfqtl2d6xKplOuMKrXO9ncLTmr8ZZ6dMJVDy+J1dcIp8+/lVoVbvJQL9+lg9c91Mu58lBXlJjxzLdUXXZYa5oRHoFUkFu1wkKJwcWeWM273QdxyLZIfafsbeK0JzHNlEv+963T/kejE0vEGgtsrOugq7O2Aj+0u2PVKWd+z6gg5/GHbslZjTc0w3eveuixSZ3JDkFdLRpTqnzCTR5KqWUtXvUwuvSQVZS3P/tiXebYvFh7Q6CNVFBWU6FEP42E1nu1pDKIDj02ssZcgu9nSpOMTiwXaycqhBGCkqLdHbuqqPmOUWP3sVtyVuM17TOy6x76CvnjSb30qlqkDqz5WvN4D5Vy81UPo0sxsgqpReeZa7EucWxWrPPPGVNBbtUKCy5lp3XtvaTx8a6eVP637No4aRO3JlIuwa2kNO1ux2pUZsQ6FdhYDwmkjHZ3PJfQMWpIc6pXcsrXVGunnq96aDctsim0+0PTtKoWPbLFhz4Cj/bQyCQjLPAwijVVlF6PbL1nLgtUrjmWzGrKgnmtTgVlVsNlIr3ZaL2X5H4TZ5tUQrogkaonVq9lfRoQTaRcQtj/mKb3OmXawzmxFm4UpCqReF7vTqr61qje7Fr46JWcLqO2wxm9er7qoZiRQqKtWGRVLRaG7P1G5DYPjWo48XUPk1hTRakBaf4GsVrjP7LMMfHC97B+GnBBq5LWyJQkSAvZ9tGaKMFqRRzvqvktpzRiHv4jrcNe4r0kkr2cTMRc4cmb2gppktGMUJshcVSYETalAhvrMYFabXbHm2D6qzZqT2Ata6/kWD+yYH8iug/C4zz0TXbEYh221WJiLV7g3eahlVysWeJhEutUUXoTpSOfrcBihxc6lq6XVWTt1eFTCfd6r4NfKJ8dr6bsZH803nR7OiHKvADP5eEcUemPJl3WXoGbnbyFl6nx+GzldrH22iw3obHn8N/w4zl5Ng/nuFUHnQvMi/GatoSnRL95LLKm73c8nuoS+xT0avoCNfqMHs5wo1hf8cIsVfuqWpVaf5F9swbYq9Xam+RGsT5ff1YAAAAAAAB4FbJX9QCrwV+zVSBW+Fboq9y5R+6vIFbmd4XFeI+0xwySfFaxMr8rLCfrQhEihxx4kUI5FvEcg4qFp1wFMTDHXNNC3BQ7aJoE6i42n7qv5tt11YsS5nd9lywaixjHNNphLGUQRzmmXFP2uMnPB+s51RnKeJNYRTNXxDrTqafovxXOn6mgsGuVIt0bS8b8rt8U15bgR8jUpofF1BGOoytFEpgC2pilGk65suyCbrKDHeTUXuB7Yi0vxELV70FLL8WqAb/IxPyubxLtRpvkYGpLYgyCcB2LUu135wIr61Ouqj+WbLKiZyJdox+F+V1hFolLF8cipvto+12K1Vu2XbHGTSZUn/q1QytW5neFS1wei5gOXitWv+eW9a1Y0yY9wvU0lBONWK+OcXPBZCsiedxMV4OcKrB6e73z6KEs2j1kfte1IAfMj65e6aLakkrTIbffxZDgcPPUE2vaJItx6tcFbdaZAWOZgDT6GZVcM8ejz2EHAk1g9TS1vfrE8my9AuF1WTIWMY2N0M2b/+WRVVNIm7In1rRJy/eCZGNYmKgUNKPVRlFtZC1HcFiboCq7bbGKq8zvOg569+L30XpHrQt5gIpjEePjVbshKZqfcZRjK9a0SY3EgFpF1vAsN1sZwma2xtLUyqzEamlyt3zHSmm1rwnMWF1Oqd3Jw7ZAeHHu7v4PuPPj+fTnO5oAAAAASUVORK5CYII=)

// 4) Write a program to calculate interest that may be simple or compound using function overloading?

#include <iostream>

#include <math.h>

using namespace std;

class Calc

{

public:

    int p, t, n;

    float r;

    void interest(int p, int t, float r)

    {

        float si = (float)(p \* t \* r) / 100.0;

        cout << "Simple interest=" << si << endl;

    }

    void interest(int p, int t, float r, int n)

    {

        float a = p \* (pow(1 + (r / n), (n \* t)));

        float ci = a - p;

        cout << "Compound interest=" << ci << endl;

    }

};

int main()

{

    int p, t, n;

    float r;

    cout << "Enter principal amount,rate of interest,time:" << endl;

    cin >> p >> r >> t;

    cout << "Enter the number of times interest is compounded per year:" << endl;

    cin >> n;

    Calc a;

    a.interest(p, t, r);

    a.interest(p, t, r, n);

    return 0;

}

**OUTPUT:**

![](data:image/png;base64,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)

// 5) Write a program to overload sum method if arguments are numbers than it will add numbers or

// string than concat two strings using function overloading?

#include<iostream>

using namespace std;

class Ops{

    public:

        int sum(int a,int b)

        {

            return (a+b);

        }

        string sum(string a,string b)

        {

            return (a+b);

        }

};

int main(){

    Ops o;

    cout<<"Enter two integers:"<<endl;

    int a,b;

    cin>>a>>b;

    int c=o.sum(a,b);

    cout<<a<<"+"<<b<<"="<<c<<endl;

    cout<<"Enter two strings(first name and last name):"<<endl;

    string f,l;

    cin>>f>>l;

    string h=o.sum(f,l);

    cout<<"After concatenation my name is: "<<h<<endl;

    return 0;

}

**OUTPUT:**

**![](data:image/png;base64,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)**

// 6) Write a program to check whether a number or string is palindrome or not using function

// overloading?

#include <iostream>

#include <string.h>

using namespace std;

class A

{

public:

    void pallindrome(int num)

    {

        int temp = num, n, res = 0;

        while (temp > 0)

        {

            n = temp % 10;

            res = res \* 10 + n;

            temp = temp / 10;

        }

        if (res == num)

        {

            cout << num << " is a pallindrome number." << endl;

        }

        else

        {

            cout << num << " is not a pallindrome number." << endl;

            ;

        }

    }

    int pallindrome(string str)

    {

        string s = str;

        for (int i = 0; i < s.length() / 2; i++)

        {

            if (s[i] == s[s.length() - i - 1])

            {

                return 1;

            }

            else

            {

                return 0;

            }

        }

    }

};

int main()

{

    A a;

    int num;

    cout << "Enter a number:" << endl;

    cin >> num;

    a.pallindrome(num);

    string str;

    cout << "Enter a string:" << endl;

    cin >> str;

    int st = a.pallindrome(str);

    if (st == 1)

    {

        cout << str << " is a pallindrome." << endl;

    }

    else

    {

        cout << str << " is not a pallindrome." << endl;

    }

    return 0;

}

**OUTPUT:**

**![](data:image/png;base64,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)**

// 7) Write a program to find volume of rectangle and square box using function overloading?

#include <iostream>

#include <math.h>

using namespace std;

class Box

{

public:

    void volume(int s)

    {

        int v = s \* s \* s;

        cout << "Volume of the square is:" << v << " cubic units." << endl;

    }

    void volume(int ln, int br, int ht)

    {

        int v = ln \* br \* ht;

        cout << "Volume of the rectangle is:" << v << " cubic units." << endl;

    }

};

int main()

{

    Box sqr;

    int side;

    cout << "Enter side of the square:" << endl;

    cin >> side;

    sqr.volume(side);

    cout << '\n';

    Box rtnl;

    int l, bd, h;

    cout << "Enter length,breadth and height of the rectangle:" << endl;

    cin >> l >> bd >> h;

    rtnl.volume(l, bd, h);

    return 0;

}

**OUTPUT:**
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// 8) Write a program to add two complex numbers using operator overloading?

#include <iostream>

#include <math.h>

using namespace std;

class Complex

{

public:

    int a, b;

    Complex(int rp = 0, int ip = 0)

    {

        a = rp, b = ip;

    }

    void sum()

    {

        if (b >= 0)

        {

            cout << "The complex number is:" << a << "+" << b << "i" << endl;

        }

        else

        {

            cout << "The complex number is:" << a << "-" << abs(b) << "i" << endl;

        }

    }

    Complex operator+(Complex &o)

    {

        Complex t;

        t.a = a + o.a;

        t.b = b + o.b;

        return t;

    }

};

int main()

{

    int rp1, ip1;

    cout << "Enter real and imaginary part of 1st number:" << endl;

    cin >> rp1 >> ip1;

    Complex n1(rp1, ip1);

    n1.sum();

    int rp2, ip2;

    cout << "Enter real and imaginary part of 2nd number:" << endl;

    cin >> rp2 >> ip2;

    Complex n2(rp2, ip2);

    n2.sum();

    Complex n3 = n1 + n2;

    cout << "After addition:";

    n3.sum();

    return 0;

}

**OUTPUT:**

**![](data:image/png;base64,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)**

// 9) Write a program to find area and perimeter of 3 boxes in which dimension of box is known to user

// and the 2nd box is 3/4th of 1st box and third box is the addition of 1st and 2nd box using operator

// overloading?

#include <iostream>

using namespace std;

class Box

{

public:

    float ln, br;

    Box(float a = 0, float b = 0)

    {

        ln = a;

        br = b;

    }

    void area()

    {

        float ar = ln \* br;

        cout << "Area of the box is:" << ar << endl;

    }

    void perimeter()

    {

        float pr = 2 \* (ln + br);

        cout << "Perimeter of the box is:" << pr << endl;

    }

    Box operator+(Box &o)

    {

        Box t;

        t.ln = ln + o.ln;

        t.br = br + o.br;

        return t;

    }

};

int main()

{

    float a, b;

    cout << "Enter length and breadth of the box1:" << endl;

    cin >> a >> b;

    cout << "Box1..................." << endl;

    Box b1(a, b);

    b1.area();

    b1.perimeter();

    cout << "Box2..................." << endl;

    float d = a \* 3 / 4.0;

    float e = b \* 3 / 4.0;

    Box b2(d, e);

    b2.area();

    b2.perimeter();

    cout << "Box3..................." << endl;

    Box b3 = b1 + b2;

    b3.area();

    b3.perimeter();

    return 0;

}

**OUTPUT:**
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**Inheritance**

// 1. WAP to find area and volume of a TV using simple inheritance?

#include <iostream>

using namespace std;

class TV

{

public:

    int ln, br;

    TV(int a, int b)

    {

        ln = a, br = b;

    }

    void area()

    {

        int v = ln \* br;

        cout << "Area of the TV is " << v << " square units." << endl;

    }

};

class T : public TV

{

public:

    int ht;

    T(int a, int b, int c) : TV(a, b)

    {

        ht = c;

    }

    void volume()

    {

        int v = ln \* br \* ht;

        cout << "Volume of the TV is " << v << " cubic units." << endl;

    }

};

int main()

{

    int a, b, c;

    cout << "Enter length,breadth and height of the TV:" << endl;

    cin >> a >> b >> c;

    T d(a, b, c);

    d.area();

    d.volume();

    return 0;

}

**OUTPUT:**

![](data:image/png;base64,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)

// 2. WAP to find area, volume and weight of a box using multilevel inheritance?

#include <iostream>

using namespace std;

class Box1

{

public:

    int ln, br;

    Box1(int a, int b)

    {

        ln = a, br = b;

    }

    int area()

    {

        int ar = ln \* br;

        return ar;

    }

};

class Box2 : public Box1

{

public:

    int ht;

    Box2(int a, int b, int c) : Box1(a, b)

    {

        ht = c;

    }

    int volume()

    {

        int ar = area();

        int v = ar \* ht;

        return v;

    }

};

class Box3 : public Box2

{

public:

    int wpv;

    Box3(int a, int b, int c, int d) : Box2(a, b, c)

    {

        wpv = d;

    }

    int weight()

    {

        int v = volume();

        int w = wpv \* v;

        return w;

    }

};

int main()

{

    int a, b, c, d;

    cout << "Enter length,breadth and height of the box:" << endl;

    cin >> a >> b >> c;

    cout << "Enter weight per volume of the box:" << endl;

    cin >> d;

    Box3 b1(a, b, c, d);

    int ar = b1.area();

    int v = b1.volume();

    int w = b1.weight();

    cout << "Area,Volume and weight of the box is:" << ar << "," << v << " and " << w << " respectively" << endl;

    return 0;

}

**OUTPUT:**

![](data:image/png;base64,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)

// 3. WAP to find simple and compound interest using simple inheritance?

#include <iostream>

#include <math.h>

using namespace std;

class A

{

public:

    int p, t;

    float r;

    A(int a, int b, float c)

    {

        p = a, t = b, r = c;

    }

    float SI()

    {

        float si = (p \* t \* r) / 100.0;

        cout << "Simple interest:" << si << endl;

    }

};

class B : public A

{

public:

    int n;

    B(int a, int b, float c, int d) : A(a, b, c)

    {

        n = d;

    }

    float CI()

    {

        float a = p \* (pow(1 + (r / n), (n \* t)));

        float ci = a - p;

        cout << "compound interest:" << ci << endl;

    }

};

int main()

{

    int p, t;

    float r;

    cout << "Enter principal amout,time and rate of interest:" << endl;

    cin >> p >> t >> r;

    int n;

    cout << "Enter time period for compound interest:" << endl;

    cin >> n;

    B b(p, t, r, n);

    b.SI();

    b.CI();

    return 0;

}

**OUTPUT:**

![](data:image/png;base64,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)

// 4. WAP to create an application for Student Assessment using inheritance?

// a) There are 5 Students in the class.

// b) Each student has attributes like Name , Roll No for unique ID and 5 subjects like C, C++, Java,

// Python, IoT. Full mark of each subject is 100 that is combination of 40 Marks for internal and 60 for

// external. CreditPoint of each subject is 3.

// c) For each subject, accept number of classes attendered by students and total number of class taken

// by teacher and find the ratio between these two estimate the internal mark of the subject.

// d) external mark will be received from the teacher.

// e) Find grade of each subject.

// f) Find SGPA of student.

// g) Display the result as per the IGIT result format

#include <iostream>

#include <string>

using namespace std;

// Base class for Student

class Student {

    protected:

        string name;

        int rollNo;

        int subjects[5];

        int internalMarks[5];

        int externalMarks[5];

        float creditPoints[5];

        float SGPA;

    public:

        Student(string n, int r) {

            name = n;

            rollNo = r;

        }

        virtual void getInternalMarks() = 0;

        virtual void getExternalMarks() = 0;

        virtual void calculateGrade() = 0;

        virtual void calculateSGPA() = 0;

        virtual void displayResult() = 0;

};

// Derived class for Student Assessment

class StudentAssessment : public Student {

    public:

        StudentAssessment(string n, int r) : Student(n, r) {}

        void getInternalMarks()  {

            cout << "Enter the number of classes attended and total classes for each subject:" << endl;

            for (int i = 0; i < 5; i++) {

                int attended, total;

                cout << "Subject " << i + 1 << ": ";

                cin >> attended >> total;

                internalMarks[i] = (attended \* 40) / total;

            }

        }

        void getExternalMarks() {

            cout << "Enter the external marks for each subject:" << endl;

            for (int i = 0; i < 5; i++) {

                cout << "Subject " << i + 1 << ": ";

                cin >> externalMarks[i];

            }

        }

        void calculateGrade() {

            for (int i = 0; i < 5; i++) {

                subjects[i] = internalMarks[i] + externalMarks[i];

                if (subjects[i] >= 90) {

                    creditPoints[i] = 4.0;

                } else if (subjects[i] >= 80) {

                    creditPoints[i] = 3.5;

                } else if (subjects[i] >= 70) {

                    creditPoints[i] = 3.0;

                } else if (subjects[i] >= 60) {

                    creditPoints[i] = 2.5;

                } else if (subjects[i] >= 50) {

                    creditPoints[i] = 2.0;

                } else {

                    creditPoints[i] = 0.0;

                }

            }

        }

        void calculateSGPA() {

            float totalCreditPoints = 0.0;

            float totalCredits = 0.0;

            for (int i = 0; i < 5; i++) {

                totalCreditPoints += creditPoints[i] \* 3;

                totalCredits += 3;

            }

            SGPA = totalCreditPoints / totalCredits;

        }

        void displayResult() {

            cout << "Student Name: " << name << endl;

            cout << "Registration Number: " << rollNo << endl;

            cout << "Grades in all subjects:" << endl;

            for (int i = 0; i < 5; i++) {

                cout << "[" << i + 1 << "] Subject " << i + 1 << ": " << subjects[i] << endl;

            }

            cout << "SGPA: " << SGPA << endl;

        }

};

int main() {

    const int numStudents = 5;

    cout << "Enter student name and registration number for student: " << endl;

    string name;

    int rollNo;

    cin >> name >> rollNo;

    StudentAssessment students(name, rollNo);

    students.getInternalMarks();

    students.getExternalMarks();

    students.calculateGrade();

    students.calculateSGPA();

    students.displayResult();

    return 0;

}

**OUTPUT:**
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// 5. WAP to create an banking application using inheritance and do following.

// a) Create current account of the user with user Id and minimum balance 500.

// b) Allow user to deposit, withdraw and check balance on the account.

// c) Allow user to open fixed deposit account with the user defined amount available on the current

// account and display the interest obtained quarterly and the final maturity value with the interest

// obtained.

// d) Allow user to open Rd deposit account with the user defined amount available on the current

// account and display the interest obtained quarterly and the final maturity value with the interest

// obtained. Allow user to deposit premium monthly manually or automatically from the account.

#include <iostream>

#include <string>

using namespace std;

// Base class for Bank Account

class BankAccount {

protected:

    string userId;

    double balance;

public:

    BankAccount(string id, double bal) {

        userId = id;

        balance = bal;

    }

    virtual void deposit(double amount) = 0;

    virtual void withdraw(double amount) = 0;

    virtual void checkBalance() = 0;

};

// Derived class for Current Account

class CurrentAccount : public BankAccount {

public:

    CurrentAccount(string id, double bal) : BankAccount(id, bal) {}

    void deposit(double amount) override {

        balance += amount;

        cout << "Deposit successful. New balance: " << balance << endl;

    }

    void withdraw(double amount) override {

        if (balance >= amount) {

            balance -= amount;

            cout << "Withdrawal successful. New balance: " << balance << endl;

        } else {

            cout << "Insufficient balance." << endl;

        }

    }

    void checkBalance() override {

        cout << "Current balance: " << balance << endl;

    }

};

// Derived class for Fixed Deposit Account

class FixedDepositAccount : public BankAccount {

private:

    double principalAmount;

    double interestRate;

    int tenure;

public:

    FixedDepositAccount(string id, double bal, double amount, double rate, int tenure) : BankAccount(id, bal) {

        principalAmount = amount;

        interestRate = rate;

        this->tenure = tenure;

    }

    void deposit(double amount) override {

        cout << "Fixed deposit account does not support deposit." << endl;

    }

    void withdraw(double amount) override {

        cout << "Fixed deposit account does not support withdrawal." << endl;

    }

    void checkBalance() override {

        double interest = principalAmount \* interestRate \* tenure / 100;

        double maturityValue = principalAmount + interest;

        cout << "Fixed deposit account details:" << endl;

        cout << "Principal amount: " << principalAmount << endl;

        cout << "Interest rate: " << interestRate << "%" << endl;

        cout << "Tenure: " << tenure << " months" << endl;

        cout << "Interest obtained: " << interest << endl;

        cout << "Maturity value: " << maturityValue << endl;

    }

};

// Derived class for Recurring Deposit Account

class RecurringDepositAccount : public BankAccount {

private:

    double principalAmount;

    double interestRate;

    int tenure;

public:

    RecurringDepositAccount(string id, double bal, double amount, double rate, int tenure) : BankAccount(id, bal) {

        principalAmount = amount;

        interestRate = rate;

        this->tenure = tenure;

    }

    void deposit(double amount) override {

        if (amount > 0) {

            balance += amount;

            cout << "Deposit successful. New balance: " << balance << endl;

        } else {

            cout << "Invalid deposit amount." << endl;

        }

    }

    void withdraw(double amount) override {

        cout << "Recurring deposit account does not support withdrawal." << endl;

    }

    void checkBalance() override {

        double interest = principalAmount \* interestRate \* tenure / 100;

        double maturityValue = principalAmount + interest;

        cout << "Recurring deposit account details:" << endl;

        cout << "Principal amount: " << principalAmount << endl;

        cout << "Interest rate: " << interestRate << "%" << endl;

        cout << "Tenure: " << tenure << " months" << endl;

        cout << "Interest obtained: " << interest << endl;

        cout << "Maturity value: " << maturityValue << endl;

    }

};

// Derived class for Loan

class Loan {

private:

    double amount;

    double interestRate;

    int tenure;

public:

    Loan(double amount, double rate, int tenure) {

        this->amount = amount;

        this->interestRate = rate;

        this->tenure = tenure;

    }

    void checkLoan() {

        double interest = amount \* interestRate \* tenure / 100;

        double totalAmount = amount + interest;

        cout << "Loan details:" << endl;

        cout << "Amount: " << amount << endl;

        cout << "Interest rate: " << interestRate << "%" << endl;

        cout << "Tenure: " << tenure << " months" << endl;

        cout << "Interest obtained: " << interest << endl;

        cout << "Total amount: " << totalAmount << endl;

    }

};

int main() {

    CurrentAccount currentAccount("1234567890", 500);

    FixedDepositAccount fixedDepositAccount("1234567891", 500, 10000, 5, 6);

    RecurringDepositAccount recurringDepositAccount("1234567892", 500, 10000, 5, 6);

    Loan loan(5000, 5, 6);

    cout << "1. Deposit" << endl;

        cout << "2. Withdraw" << endl;

        cout << "3. Check balance" << endl;

        cout << "4. Open fixed deposit account" << endl;

        cout << "5. Open recurring deposit account" << endl;

        cout << "6. Take loan" << endl;

        cout << "7. Exit" << endl;

    int choice;

    while (true) {

        cout << "Enter your choice: ";

        cin >> choice;

        switch (choice) {

            case 1:

                cout << "Enter the amount to deposit: ";

                double depositAmount;

                cin >> depositAmount;

                currentAccount.deposit(depositAmount);

                break;

            case 2:

                cout << "Enter the amount to withdraw: ";

                double withdrawAmount;

                cin >> withdrawAmount;

                currentAccount.withdraw(withdrawAmount);

                break;

            case 3:

                currentAccount.checkBalance();

                break;

            case 4:

                cout << "Enter the principal amount: ";

                double fixedDepositAmount;

                cin >> fixedDepositAmount;

                fixedDepositAccount.deposit(fixedDepositAmount);

                break;

            case 5:

                cout << "Enter the principal amount: ";

                double recurringDepositAmount;

                cin >> recurringDepositAmount;

                recurringDepositAccount.deposit(recurringDepositAmount);

                break;

            case 6:

                loan.checkLoan();

                break;

            case 7:

                return 0;

            default:

                cout << "Invalid choice. Please try again." << endl;

        }

    }

    return 0;

}

**OUTPUT:**

**![](data:image/png;base64,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)**

5 //  WAP to find area, perimeter and volume of a Rectangular, square and Circular Box using multilevel inheritance and function overriding?

#include <iostream>

#include <cmath>

using namespace std;

// Base class for geometric shapes

class Shape {

    public:

        virtual int calculateArea() = 0;

        virtual int calculatePerimeter() = 0;

        virtual int calculateVolume() = 0;

};

// Base class for rectangular and square shapes

class RectangularShape : public Shape {

    protected:

        int length;

        int width;

    public:

        RectangularShape(int l, int w) : length(l), width(w) {}

        int calculateArea() override {

            return length \* width;

        }

        int calculatePerimeter() override {

            return 2 \* (length + width);

        }

        int calculateVolume() override {

            return length \* width;

        }

};

// Base class for circular shapes

class CircularShape : public Shape {

    protected:

        int radius;

    public:

        CircularShape(int r) : radius(r) {}

        int calculateArea() override {

            return static\_cast<int>(M\_PI \* radius \* radius);

        }

        int calculatePerimeter() override {

            return static\_cast<int>(2 \* M\_PI \* radius);

        }

        int calculateVolume() override {

            return static\_cast<int>(M\_PI \* radius \* radius \* radius);

        }

};

// Derived class for square

class Square : public RectangularShape {

    public:

        Square(int s) : RectangularShape(s, s) {}

};

// Derived class for rectangle

class Rectangle : public RectangularShape {

    public:

        Rectangle(int l, int w) : RectangularShape(l, w) {}

};

// Derived class for circle

class Circle : public CircularShape {

    public:

        Circle(int r) : CircularShape(r) {}

};

int main() {

    // Create instances of shapes

    Square square(5);

    Rectangle rectangle(4, 6);

    Circle circle(3);

    // Calculate and print properties

    cout << "Square Area: " << square.calculateArea() << endl;

    cout << "Square Perimeter: " << square.calculatePerimeter() << endl;

    cout << "Square Volume: " << square.calculateVolume() << endl;

    cout << "Rectangle Area: " << rectangle.calculateArea() << endl;

    cout << "Rectangle Perimeter: " << rectangle.calculatePerimeter() << endl;

    cout << "Rectangle Volume: " << rectangle.calculateVolume() << endl;

    cout << "Circle Area: " << circle.calculateArea() << endl;

    cout << "Circle Perimeter: " << circle.calculatePerimeter() << endl;

    cout << "Circle Volume: " << circle.calculateVolume() << endl;

    return 0;

}

**OUTPUT:**
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// 6. WAP to find simple interest provided by bank on the available amount on the saving account by

// various banks SBI, Union, HDFC, ICICI with rate of interest 6.5,6.5, 7.4, 7.9 respectively using

// function overriding and virtual class. Minimum rate of interest is 5.4 and mechanism to compute

// simple and compound interest is set by RBI.

#include <iostream>

#include <iomanip>

#include<cmath>

using namespace std;

// Base class for Bank

class Bank {

protected:

    double amount;

    double rateOfInterest;

public:

    Bank(double amt, double rate) {

        amount = amt;

        rateOfInterest = rate;

    }

    virtual double getSimpleInterest(int duration) = 0;

    virtual double getCompoundInterest(int duration) = 0;

};

// Derived class for SBI

class SBI : public Bank {

public:

    SBI(double amt) : Bank(amt, 6.5) {}

    double getSimpleInterest(int duration) override {

        return (amount \* rateOfInterest \* duration) / 100;

    }

    double getCompoundInterest(int duration) override {

        return amount \* pow(1 + rateOfInterest / 100, duration) - amount;

    }

};

// Derived class for Union Bank

class UnionBank : public Bank {

public:

    UnionBank(double amt) : Bank(amt, 6.5) {}

    double getSimpleInterest(int duration) override {

        return (amount \* rateOfInterest \* duration) / 100;

    }

    double getCompoundInterest(int duration) override {

        return amount \* pow(1 + rateOfInterest / 100, duration) - amount;

    }

};

// Derived class for HDFC Bank

class HDFC : public Bank {

public:

    HDFC(double amt) : Bank(amt, 7.4) {}

    double getSimpleInterest(int duration) override {

        return (amount \* rateOfInterest \* duration) / 100;

    }

    double getCompoundInterest(int duration) override {

        return amount \* pow(1 + rateOfInterest / 100, duration) - amount;

    }

};

// Derived class for ICICI Bank

class ICICI : public Bank {

public:

    ICICI(double amt) : Bank(amt, 7.9) {}

    double getSimpleInterest(int duration) override {

        return (amount \* rateOfInterest \* duration) / 100;

    }

    double getCompoundInterest(int duration) override {

        return amount \* pow(1 + rateOfInterest / 100, duration) - amount;

    }

};

int main() {

    double amount;

    int duration;

    cout << "Enter the available amount in the savings account: ";

    cin >> amount;

    cout << "Enter the duration (in years): ";

    cin >> duration;

    Bank\* banks[] = {

        new SBI(amount),

        new UnionBank(amount),

        new HDFC(amount),

        new ICICI(amount)

    };

    cout << "Bank\tSimple Interest\tCompound Interest" << endl;

    cout << "----\t---------------\t-----------------" << endl;

    for (int i = 0; i < 4; i++) {

        cout << (i == 0 ? "SBI" : (i == 1 ? "Union" : (i == 2 ? "HDFC" : "ICICI"))) << "\t"

             << fixed << setprecision(2) << banks[i]->getSimpleInterest(duration) << "\t\t"

             << banks[i]->getCompoundInterest(duration) << endl;

        delete banks[i];

    }

    return 0;

}

**OUTPUT:**

![](data:image/png;base64,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)

// WAP to display who is the owner of bike in which parent and child has a bike of same brand using

// using function overriding and virtual class?

#include <iostream>

#include <string>

using namespace std;

// Base class for Bike

class Bike

{

protected:

    string brand;

    string owner;

public:

    Bike(string b, string o)

    {

        brand = b;

        owner = o;

    }

    virtual void displayOwner()

    {

        cout << "Owner of " << brand << " bike: " << owner << endl;

    }

};

// Derived class for Parent

class Parent : public Bike

{

public:

    Parent(string b, string o) : Bike(b, o) {}

    void displayOwner() override

    {

        cout << "Parent owns " << brand << " bike." << endl;

    }

};

// Derived class for Child

class Child : public Bike

{

public:

    Child(string b, string o) : Bike(b, o) {}

    void displayOwner() override

    {

        cout << "Child owns " << brand << " bike." << endl;

    }

};

int main()

{

    Parent parent("Honda", "Minakshi");

    Child child("Honda", "Dibya");

    parent.displayOwner();

    child.displayOwner();

    return 0;

}

**OUTPUT:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAPAAAAArCAMAAABxcvVMAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAABUUExURf/////rsmwzM4zS/+uybDMzjP/SjDMzbLLr/4wzM2yy69KMMzMzMzNssrJsM+v/0tL/0oxssjOM0jNsbGwzbLKyjDOMsrJsbGyy0tKybIyM0gAAAFikJRMAAAAcdFJOU////////////////////////////////////wAXsuLXAAAACXBIWXMAAA7EAAAOxAGVKw4bAAADJElEQVRoQ+2Z6XabQAyFsRkTE2O3ddP1/R+0V7vAnNgkrk9J5/tBWCSN7mxgpalUKpV7s9m2epYpOz0hAz7vnvZ8+Qj6Zz35GzxE8GEAtwd4l2BxPoSACVcFK+8TfKTDcKuODyK4OSHoZitDjXAYdm7lJHfK8VM/oE8KzQYwEo0nsJEwpMmM6WIyd5JgfTQ2HgYItjScsvssNvSEm2HBhVPUDBcgmVISX+gvvLthOCMS7vf4W3CnUNCOsrkY4Y4yKUNrw9C3YUzuHNVwweYVkTdbVgQvS8MpX3FbWtdsSXDhbrIMF6AjzEdq8lmyoYkkIk5nTk3TnQrGUzoeO9jifPOyd+PLCeqCzSsicxruwfINsZEMXbAnCSTarXCI6FG0rZ1pgWAgcTldydnRzMoOSpseQ/e0D+PeAhk8a7Fa3Csic9zootyM2MjKN8HfWG9kuADepdlDVmgSrPm9LphtMav6tvv+Y4+BTsbTBSbOBwg2rxnBloYjNipbBMOAI3iGC/Du8dk1GWFwXfAOD0p7wI6Vjel5Viw3Q/DcCKflo4iN5GkjjG2VzJZNZsEFyyJBSy44+iI0TJuQaxxPPzG+x19Y8Fmw9YggN2MNJ2O+Qyo8DUdt2MUFNyfqSc+QGmKz67gPrWNs/EnwZqvqkobR/gnYmPbJA02sHu5u3JH9aAt1we7lxnxB27Gn4bCNLOEkmHaMyBBWOsuvEp2EFYc3XhJMAgCmmaUFYJWzgbW8s/k1QUMUxrQaJU/FBYeXG2MvOeOlFmk49PrlZaqfAciQBMtq0QwXjHClUqlUKpXK45GPHka/WrzCwIy+iu/KfOTLfPgD635cNgBGX+cfRbB+8qYGgrsIjk/oea4KVu4kmH9nNb//G8H+++2yOAhMsP8ocXAHnv78ny9WOla+o5ndWif6wMpJlBSN9RUrjagP5trKRDAfR4K1ZLGiYqWRBHOUWcF8MwtRrzUVK423CuZzzKrVFCud3tzeInhFxUrHN4qc8UQwNyBtKboaV1SsDHpWbO/hWcFeUnS87LiaYmWC/veAKJGErJB0EiVFpxYrK5XKA2maP2VOOEjXmR5gAAAAAElFTkSuQmCC)

**Friend class and friend function**

// 1. WAP to create a simple calculator for operations such as +, -, \*, /,%, factorial of largest among two

// numbers using friend class?

#include <iostream>

#include <cmath>

using namespace std;

class Calculator

{

private:

    int num1, num2;

public:

    void setNumbers(int a, int b)

    {

        num1 = a;

        num2 = b;

    }

    friend class Operations;

};

class Operations

{

public:

    static int add(Calculator &calc)

    {

        return calc.num1 + calc.num2;

    }

    static int subtract(Calculator &calc)

    {

        return calc.num1 - calc.num2;

    }

    static int multiply(Calculator &calc)

    {

        return calc.num1 \* calc.num2;

    }

    static int divide(Calculator &calc)

    {

        if (calc.num2 == 0)

        {

            cout << "Error: Division by zero" << endl;

            return 0;

        }

        return calc.num1 / calc.num2;

    }

    static int modulo(Calculator &calc)

    {

        if (calc.num2 == 0)

        {

            cout << "Error: Division by zero" << endl;

            return 0;

        }

        return calc.num1 % calc.num2;

    }

    static int factorial(Calculator &calc)

    {

        int larger = (calc.num1 > calc.num2) ? calc.num1 : calc.num2;

        if (larger < 0)

        {

            cout << "Error: Factorial of a negative number is not defined" << endl;

            return 0;

        }

        int fact = 1;

        for (int i = 1; i <= larger; i++)

        {

            fact \*= i;

        }

        return fact;

    }

};

int main()

{

    Calculator calc;

    int num1, num2;

    cout << "Enter two numbers: ";

    cin >> num1 >> num2;

    calc.setNumbers(num1, num2);

    cout << "Addition: " << Operations::add(calc) << endl;

    cout << "Subtraction: " << Operations::subtract(calc) << endl;

    cout << "Multiplication: " << Operations::multiply(calc) << endl;

    cout << "Division: " << Operations::divide(calc) << endl;

    cout << "Modulo: " << Operations::modulo(calc) << endl;

    cout << "Factorial of the larger number: " << Operations::factorial(calc) << endl;

    return 0;

}

**OUTPUT:**

**![](data:image/png;base64,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)**

// 2. WAP to find area and perimeter of rectangle and square using function overloading and friend class?

#include <iostream>

using namespace std;

class Shape

{

private:

    int length, width;

public:

    void setDimensions(int l, int w)

    {

        length = l;

        width = w;

    }

    friend int area(Shape);

    friend int perimeter(Shape);

};

int area(Shape s)

{

    return s.length \* s.width;

}

int perimeter(Shape s)

{

    return 2 \* (s.length + s.width);

}

int main()

{

    Shape rectangle, square;

    int choice, l, w;

    cout << "1. Rectangle" << endl;

    cout << "2. Square" << endl;

    cout << "3. Exit" << endl;

    while (true)

    {

        cout << "Enter your choice: ";

        cin >> choice;

        switch (choice)

        {

        case 1:

            cout << "Enter length and width of rectangle: ";

            cin >> l >> w;

            rectangle.setDimensions(l, w);

            cout << "Area of rectangle: " << area(rectangle) << endl;

            cout << "Perimeter of rectangle: " << perimeter(rectangle) << endl;

            break;

        case 2:

            cout << "Enter side of square: ";

            cin >> l;

            square.setDimensions(l, l);

            cout << "Area of square: " << area(square) << endl;

            cout << "Perimeter of square: " << perimeter(square) << endl;

            break;

        case 3:

            return 0;

        default:

            cout << "Invalid choice. Please try again." << endl;

        }

    }

}

**OUTPUT:**
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// 3. WAP to difference between sum of all even and odd numbers in an array of 10 numbers using friend

// function?

#include <iostream>

using namespace std;

class ArraySum {

private:

    int arr[10];

public:

    void getArray() {

        cout << "Enter 10 numbers: ";

        for (int i = 0; i < 10; i++) {

            cin >> arr[i];

        }

    }

    friend int findDifference(ArraySum);

};

int findDifference(ArraySum obj) {

    int evenSum = 0, oddSum = 0;

    for (int i = 0; i < 10; i++) {

        if (obj.arr[i] % 2 == 0) {

            evenSum += obj.arr[i];

        } else {

            oddSum += obj.arr[i];

        }

    }

    return evenSum - oddSum;

}

int main() {

    ArraySum obj;

    obj.getArray();

    int diff = findDifference(obj);

    cout << "Difference between sum of even and odd numbers: " << diff << endl;

    return 0;

}

**OUTPUT:**

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAgYAAAD1CAYAAAArpj0+AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAABUeSURBVHhe7d0xcuJIwwbg3v8MTjYjmszRknABlxMfgGjKyURL5ANQ5OvI2SauiciXxOULKCH6yBw5m2B9h/nVkmgEBlsyssewz1PFDJKFJFpCetVqSb/9zAUAgNz/Vf8DAAgGAMCKYAAAJIIBAJAIBkfsaTYK/f511QUAr/ulweC63w+j2VPVBQD8au2CweI6PwLtb31dL6phDtnTLIyK7zMKu/JKDDOr7717OD5Ag+UFQDtvqjEY3s7DfL7+ujqt/nigZqN8BzMJ4dt4UPXZUO2EpsPb9J1vh1mYnNsp/QqvLi8A3qTzUwnFee3RLDyFxdrR9fKUQXneu+w3zbuzyXnqrg+3VOwA0t83dsJFDUbZb3FdH67defX42fuzuzC/uQi/V/02Lb5PQjYYh3ktAZ1ezcN4kIeD782rS14rn2hX24B06qUIKfF7L8exUQb5+OsWL0xrqatyrk/n2XhqiuE25rOpJssLgLd5nzYG2SSc9/8OX+6qGoXbYREA4umGk4ubdMQ9zAcdjPMNfNUdXzcXJ+U4cnHnMemtjtDvxmHLEXo8au+Hy7AabjyYttrpxB18fbrb3OcpZnC2cXSa7zAnWf7/9L7sbuqF8mnjfhLHcVeEk/vJqCyDfFwhu1+V0eAx/N2/DGFZy7NlWl2VcxxPvUZlPr8JD5MtyyEvtxgK1+azhSbLC4C3ebfGh8Pbm5C23adXRQh4fGy+F4hHzdP8U/Uj9Bgqth2hF+GiNlyxA88eqq4O5Efoj/l/vd5qZ1Qc1cf9bdwR539tu4Pbt3zijjrrfcvHUY4ky3q1MsjCw4/l2yz08lCQ/pRPK9a+T/8ud9idlXNVRsOz1d+jq/yo/pnq++YjWJUBAJ/Cm4LB9LJeXbytyni4d5uD7D4/FB+eVV0rvV7+z2PcBa3Ud9hRWStxVXV1L1a7nz98K6bxtq+5f/lEazvhwZfqzabn0yrKsNqhd1bOJxchfiSuG01qPq5ijcK20ADAL9VR48Pa0W9HHooq+suNANIPl0Ud9K9Snqsvzm93sWf/RX7/sjol0mU5x519URuRguPuNgYAfE7vdiphX8W+a+18de310Uea6Wi4PFdfP7/9VBxV9w6qSvxHTANVDUPX5XxxU332bhwGRbsE4QDgkPzSYBB3Slk6Gb5uW1X2r3QWT4oPxs+q5XdVxXdu2WCvA7EhZVnA71jOeZi6qcLBtkW8z1UJALyfXxoMip3S9O+tR5SnX/OdSjYJ/U9y56Tl/NQv9YuXzU2y9YZ7XTgpC2Z1rj5eLtjROZQ4z/XGhp2Vcz6Pm5dBPmX3eSwYhC+b1xTueVUCAO+no8aHb7vzYboPwPlqPGnnEo845/Mw3HL+u+usUN43oBz3eXH9YW2elke11RFw/oc07OU038G+RyPH06twNx6syrk4gxEvS6z+3tDJ4CzfLU/T/Bbz/Dhen+euyjle7RDygFH7/Pmkl09rS/uTPa9KaLS8AHiT337mqvcAwH/cp218CAB8PMEAAEgEAwAgEQwAgEQwAAASwQAASAQDACARDACARDAAABLBAABIWt8SOd6nvrw/fWUw/vjHIAMA76JVMChCwf3ZWhCIj8+dCgcAcBT2fohSWYMQwvhuy1P0AICDoo0BAJDsHQx+PMT2Bj21BQBwBPYLBovrcDnN/x+eld0AwEF7ezDIQ0E/poLY8PDqtOoJAByytwWDp1kYlVUFrkYAgCPSPhjEUHA+CVkMBfOrqicAcAzaBQOhAACOWqv7GCyu+2Vjw23c5AgADt7eNzgCAI7HfpcrAgBHRTAAABLBAABIBAMAIBEMAIBEMAAAEsEAAEgEAwAgEQwAgEQwAACSdrdEXlyH/ubDEjwjAQCOxt7PSrju98NUOACAo7D3qYSv40EI2UPVBQAcMm0MAIBkv2DwNAuTSRYG469VDwDgkLVvY5CHgdH5JGRVZxjehvnVadUBAByyvRsfLq774XI6COO7m3BxUvUEAA7S3m0MTq/mYRiycJ89VX0AgEOl8SEAkOwdDGajfpiGYbhxHgEADl6rNgZPs1E4n6Rmh4XB+E4oAIAjsXfjQwDgeGhjAAAkggEAkAgGAEAiGAAAiWAAACSCAQCQCAYAQCIYAACJYAAAJIIBAJDsFQyu+/3Qz1+jmUcuA8AxeHMwWFzHpyoCAMfkbcHgaRb+zlPB8PY2DKteAMDhe1MwmE0mIRvehqvT06oPAHAMWgeDp9koTLJhmF8JBQBwbFoHg++TLAzGX6suAOCYtAoGRYPDwTjcXJxUfQCAY9I8GCyuw+V0EMbji6oHAHBsfvuZq96/KNYWXL5yfeJgfKc2AQAOWONgsEu8ydGjQAAAR+FNlysCAMdp7xoDAOB4qDEAABLBAABIBAMAIBEMAIBEMAAAEsEAAEgEAwAgEQwAgEQwAAASwQAASNrdEnlxHfpbH7E4DPP5VfUeADhUbwgGj2F8dxM8TBEAjo9TCQBAIhgAAEkHbQy0LwCAY9EuGGwxG/XDJBtodwAAR2DvUwkX43EYhCzcZ09VHwDgUO3fxuDkIvTy/7KHH2U3AHCw9g8Gi+sQWx0Mz07LbgDgYO0XDJ5mYRQbIw5vw5VcAAAHr1Xjw6fZKJxPsqqrNLydCwUAcCT2vioBADgebnAEACSCAQCQCAYAQCIYAACJYAAAJIIBAJAIBgBAIhgAAIlgAAAkggEAkLz5lsjX/X7xVMXSMMznV9V7AOBQtQ4GywcpeXgSAByfdsEgPmb5fBJ6QgEAHKVWbQwW3ychG4yFAgA4Uq2CweNj/k+vFxbX/dDvr16j2VM5AABw0FoFg4cs/2d6Ge7P5mE+r163w5BNzoUDADgC7S9XHN6un0o4vQp5NgjZfUwNAMAhaxUMvgyqNwDAUWoVDHq9/J+iocG6ZdsDAOCwtQoGp1/HYZBN1toTxPsaTLJBGH91qQIAHLr2dz6s7mWwalHgrocAcCzefEtkAOD4tL8qAQA4WoIBAJAIBgBAIhgAAIlgAAAkggEAkAgGAEAiGAAAiWAAACSCAQCQtLol8nW/H6bV+2cG4zC/uag6AIBD1MmzEmJgeBzfhZuLk6oPAHCI9j6VEB+7PA2DcDYQCgDg0O0dDL5PshCG34LKAgA4fHsFg2VtwfjradUHADhkewUDtQUAcFzeHAzUFgDA8XlzMFBbAADH503BQG0BABynNwUDtQUAcJxaB4OytiDPBWdqCwDg2HRy50MA4Di8ufEhAHB8BAMAIBEMAIBEMAAAEsEAAEgEAwAgEQwAgEQwAAASwQAASAQDACBpf0vkp1kYnU9CVnVGg/FduPFEJQA4eO1qDBbXoZ+Hgt7tPMzn1et2GLLJeRjNnqqBAIBD1SoYLO6nsXogXNUfrHh6FcaDELKHH1UPAOBQtW9jkD1Ub1YesjwvfPm96gIADlWrYHB6NQ/DMA39/igszxxc9/thOhhrYwAAR6B948Pc4rofLqdVx/A2zNfOLQAAh6r1qYRYQ3A5HZYND+/GYTC9XKtBAAAOV6tgMBv1wzTEUHBV9ji5CDd5QBiGLEwms7IfAHCwWgWD2MgwDL6UHTVfBvk/WxolAgCHpVUwOBvm/2STcL0ouwuL6zCJgWF4VnYDAAerdePDtYaHFXc+BIDj8KarEgCA49T6qgQA4HgJBgBAIhgAAIlgAAAkggEAkAgGAEAiGAAAiWAAACSCAQCQCAYAQNI+GDzNwqjfD/3la+RxywBwLNoFg8V16J9PQu92Hubz8nXbm+QB4boaAAA4ZK2CwfXltHiS4tVp1SN3+nUcBmEaRrOnqg8AcKiaB4OnWXjM/+v1Nh6vfHIRzgYhZA8/qh4AwKFqHgzyANDL/3t83FEz8BhjAwBwyFqdSjgbhpBNJqF+1uBpNgqTrOoAAA7abz9z1ftGFtf9cDmtOnKD8W04u78Mk95tmNcbHwAAB6d1MNjmut8Pj+O7cHOx0f4AADgo+weDeAnjZQjz+VXVAwA4VO3uY7AhnlboXz6G8Z1QAADHoFWNQWxoeF5vaTjUrgAAjkknbQwAgOOw16kEAOC4CAYAQCIYAACJYAAAJIIBAJAIBgBAIhgAAIlgAAAkggEAkAgGAEDytmDwNAujfj/0+6Mwe6r6bYiPYu6n1+7hAIDPo3UwmI3yHf0khG/jQdVnQxUapvEBS/N58bodZmFyLhwAwGfXKhjExyzfn92F+c1F+L3qt2nxfRKywXjtqYunV/MwHuTh4Pui6gMAfEatgkHcwd9cnFRd291PQxicbdQmLK5D8bTm6X3ZDQB8St02Pnyahcf8v15vFR6eZqPQvwzh9naYdz06nQAAn1i3wWBDbI9w/vAtzOdXYXViAQD4rN4pGCyKqxKK9gi1tgYAwOfWbTA4uQi9/L/pZTx3sN4e4emxOMkQXmmiAAD8Qp3XGJzFpgSDcdisKMjusxCGZ1UXAPAZdR4MTr+OwyCbhFGtlWG8zHGSDZ1WAIBP7refuer9q+IVBufFdYdbxHsX3FyU7+NNjs4nYTVkHgrmV9V7AOCzahUMAIDj9q6XKwIAh0UwAAASwQAASAQDACARDACARDAAABLBAABIBAMAIHm/YBDvftjvh37/uuqxQxpu+RqF2t2US02G+Y+Jd6F8tWw5XNb57lRleb2out9Tk2l95Py8gW0Lv7bGIP5A4q2Th7dhPp9Xr5v1JzA2GYa9xcdk159vwS9knQd+oVbBIO48Vkcw1Ws0q/664eQi3BQbtN3PSHjK7kMWBmH8dffDlZoMA8fEOg/vYHH9fP9VvNSObGpdYzAY39WOYuZhHCZ5we5TzdlrcCTUZBg4JtZ56F4euO9W+6/y5QF/m/Y+lXBxMw/D/PhmMqlqDqrzZymN7apR6NBsVJveZkgpUmLZLz7+eTXc85T40niK8275d3kKi7Wak63V75vJdMvJxBfnuYVFg/nZNa3yXGLZf5p3Z5Pz2nDluIoye2EZbp6CaPK9OivnBtZrubZMa8t6kL5TsS7Hzyznpfx8Wo/esG6/ND9d21nO1W90W5mWZbI+Xx+2vDa3HXtMa62c15702k6T5dVkWvvOT5Pv3vX6vM+2pdBi27tWPjvKOSqGe8Pvjpbi0xWb+uuPP37++c+/VdfKv//8+fOPP/78ufmn//31x88//vyn6qr876982Lz/rtdf/2s2TCXOU7372bzUx1Ub7p8/8+7avL02nrI7juf5uGsfK7/zRr84XL371XluoPjMn3/+/LM+rS3z03RaLy/bv6qu5+LnlqNvMq3Xhim7Yxm+XM5NbE4r+qu2zHd9t1QW//6Tl29exnk5//Pvv8U6E98X4yzm6Xk57lR9h3oZL79rMYvV33e+Wn7518p5c/1fKvrXPvehy2tjfsrfUstpFctsY12u+rWan9eWV9nj9Wl1ND9Nvns5zP7rczGeLrYt1WeKV22417a90ea6UEjjq02jjdp35GUdBoPnK/rWYFCza0Wue2mYXX9b27hVK9PmfNc/22Q85TDPv+NamTT4wTea5wZ2zU/9R9dmWruWbVl+q3Gsfbba0MSPNS/DDsq5iT2WRZpWNY7lvBXzuRy+Wq9eGn/dtjKPiv4bv5Fd89VU83Le2EhulFnz8XSwvLap5mc5nibT2rrNabAubGqyvJpMq6v5afLddy2vtuvzrmnVv/uuaa2VW4Nt73KeNqe1S/wuz8qzqWp+1l/PvwM/f3ZyVcJJr1e9+1jZfRbC8KzqWilm5/Gx7Kj0eusnbE8ubtK5pebjGYarF9qDlY3GXh6mzTy/7vm0ivFkD8X7Tqb1+5cwCI+pau8h1oFO78uOHw+pSrTJtLoq50ZOLkIc7fRy/8vChme1mRl8qd608DQL8asPvvxe9VgZnA3S8upKk3KO6388BXifrepsN9ffD11e21TLcN3L07qfVmW6j4bLq8m0OpmfpJtybrY+P59WsdzfsG15advb9nd6FdsE3FxUXS2dXtXaFZSv8WD64qmL/6pOgsHTxorwUcqd1GXt3FT5uownzFvoajw/4ohe2XF0Na1dfv+y2gh1Mq3ih5uFhx/5+8V1mA7H+Y9pFRTyn33RSK7JtN77u2+KG5FxXhxxo1NO69duADY3kCv18txf03I+G1Yb+Ep8Pxh/rbo+fnmV58jXp/VOk2rko5bXoeh821L5lb/Ti/E4P/BZD8h0FAyKHeJ7HTW8oFhP1671rr1apMquxlP8cF45+utqWrvUw0mX03p8fCoC4PAsDwq98odUBMIW03rv775NbBxbjP+u3ABMzj/j0UG3VyA0LefTMhmU5VEcJQ/C2WA1Ix+5vGIoOJ9k+eTWp5PP4Sf037xi5L22LdEv+51WNRZZceTD0v7BIN+g/B1T4pZqpfe2rdrqLboaT3lKZfpilVhX09olVl2WE2k3rfhD3/XjKDYC4Ufch4RYuxp3KPHoshi6xbTe+7u/KN8A3FQbnRe3AbFWpHrbmXzasTZ5ev98xdhVJbuPxuV8epUfqVUhL55GGJyt7fA+cnkV5TAY731wsW09XnxveRVAw+XVZFqdzM8+Olyf37ptaeWV32nnVyVU5bN2eoU9g0G8/KW49GYY5h9dXZA7/ZqvQNlk6+WAbXQ1nnJDG6vENtJuvvItR93ZtLaIlwRNa8uizbSKH/r0760pPf4tm1yGSah2HPn3HObjvcyP8JbnYZtM6z2/+zN5mW9eXrW8cdDy1PGzIJd/pv9O9eQX3/Jj3+nlWmiMR8mT/Ci96xsZtSnneP47u/8evuc7vOG39SO9j1xexaJY1l5EcduS7wTaLo3ifH5tPY5lfPk4yJd6O02WV5NpdTU/Tbzn+rzPtuVFDX6nST5s8W3q68k+4joWy2d4++G13Z9d62Cwdq17Hgp6RdXf6gYRccVfO98UV56qe9t1sHuJ6XI+D8Mt57para9djScXq8Ruh7EqrDae+7PVitfRtE7yo7tB/jOpf/7ycby2LNpM6/Qqnudbn+/l8lqeW6w3ooq10FE6D9tkWh2W86tiSCtuvrWaxvmkl5dP7dbC+TB3eZJL5zYvQ7id3xXhrnP5tOa3w9p51C3z05UW5VysR9k0TLMtpwI/cHk9W//OH8K3+W3rUwmxYVv993f+8C3Mb26K6uJWGiyvJtPqbH6a6Gh97nrb8qImv9OlfNhifdio2Wqqvm8qXsv9l1TwzG/x0oTqPQDwH9dJ40MA4DgIBgBAIhgAAIlgAAAkggEAkAgGAEAlhP8HBor5dhofW6IAAAAASUVORK5CYII=)**

// 4. Write a program to swap two numbers without using 3rd variable and with using 3rd variable using

// friend function?

#include <iostream>

using namespace std;

class Swap

{

private:

    int a, b;

public:

    void setValues(int x, int y)

    {

        a = x;

        b = y;

        cout << "Before swapping: num1 = " << a << ", num2 = " << b << endl;

    }

    friend void swapNumbers(Swap &);

};

void swapNumbers(Swap &obj)

{

    obj.a = obj.a + obj.b;

    obj.b = obj.a - obj.b;

    obj.a = obj.a - obj.b;

    cout << "After swapping: num1 = " << obj.a << ", num2 = " << obj.b << endl;

}

int main()

{

    Swap obj;

    int num1, num2;

    cout << "Enter two numbers: ";

    cin >> num1 >> num2;

    obj.setValues(num1, num2);

    swapNumbers(obj);

    return 0;

}

**OUTPUT:**

**![](data:image/png;base64,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)**

#include <iostream>

using namespace std;

class Box

{

private:

    int ln, br, ht;

public:

    Box() : ln(0), br(0), ht(0) {} // Default constructor

    Box(int a, int b, int c) : ln(a), br(b), ht(c) {}

    Box operator+(const Box &o)

    {

        Box t;

        t.ln = ln + o.ln;

        t.br = br + o.br;

        t.ht = ht + o.ht;

        return t;

    }

    friend void volume(const Box &b);

};

void volume(const Box &b)

{

    int v = b.ln \* b.br \* b.ht;

    cout << "Volume of the box is: " << v << endl;

}

int main()

{

    cout << "Box1..................." << endl;

    int a, b, c;

    cout << "Enter length, breadth and height of the box1:" << endl;

    cin >> a >> b >> c;

    Box b1(a, b, c);

    volume(b1);

    cout << "Box2..................." << endl;

    int d, e, f;

    cout << "Enter length, breadth and height of the box2:" << endl;

    cin >> d >> e >> f;

    Box b2(d, e, f);

    volume(b2);

    cout << "Box3..................." << endl;

    Box b3 = b1 + b2;

    volume(b3);

    return 0;

}

**OUTPUT:**
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