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Final Deliverable Functionality

* **Undo Button –**Previously, the undo button would return the player to the start of their turn. This should be changed to allow for single moves being undone.
* **End Turn Button –**Previously, the player’s turn would automatically end when their moves remaining was 0 and not before, this should not be the case. Player’s should be able to end their turn whenever they want and their turns should not be ended automatically when they run out of moves.
* **Placing Pieces On Start –** Players should be able to assign their pieces to spaces before the start of the game. This is in accordance with the Arimaa rules and was not implemented in the initial version of the game.

Software Artifacts

* UML is located on the last page of this document.

New Features Worked On

* **Undo Button –** We changed the functionality of the undo button to only affect the last move made. Previously, the undo button would return the player to the start of their turn
* **End Turn Button –** We added a new “End Turn Button” which ends the player’s turn even if they have moves left. Previously, the player’s turn would automatically end when their moves remaining was 0 and not before, this is no longer the case.
* **Placing Pieces On Start –** Work was started on getting piece placement implemented. This functionality allows players to assign their pieces to spaces before the start of the game. Work was not finished on this feature and will be resumed in a future iteration.

Bad Code Smells

* **Large Class –** The GUI class is excessively long. This class has many subclasses in it that need to be extracted into their own class files. ~ **Team**
* **Long Method/Switch Statement** – The *renderInitialBoard* method of the GUI class is very long. This method is extremely long because of a switch statement in the method that handles a lot of the rendering in similar ways. This switch statement will be changed to handle things in a more efficient manner and most of the logic will be extracted into a method that can be called with parameters for drawing different things. ~ **Jesse**
* **Duplicate Code –** The *loadGame* method and *actionPerformed* method have almost identical code. This code should be pulled out into a method that can be used in both places for whenever a game needs to be created and ran. ~ **Tayler**
* **Duplicate Code –** Every time we create a button we do the exact same thing. This code could be extracted into a method that creates any button that we want on the drawing canvas. This would also fix a Long Method bad code smell in the *main* method of the GUI class. ~ **Tayler**
* **Long Method –** The *createWinWindow* method is long and could have some of its functionality extracted into new methods that do specialized units of work. ~ **Trevor**
* **Long Method –** The *mousePressed* method has a lot of complicated logic that makes the method long and hard to follow. We will extract some of this logic into methods that handle these cases more clearly ~ **Jesse**
* **Long Class –** The Game class is very long. However, this class is also more contained and some of the functionality is important to stay how it is. However, there are some switch statements and repeated logic which could be extracted into methods. ~ **Team**
* **Long Method –** The *checkWin* method has multiple places where logic could be extracted into methods. These methods will be extracted. ~ **Trevor**
* **Long Method/Switch Statement –** The *push* method has a switch statement causes the method to be extremely long. The logic of the switch statement branches will be extracted into a method that can be called from the switch statement. ~ **Trevor**

Testing

* This project was part of the Software Quality Assurance (CSSE 376) class in the Spring term of the 2014-15 school year. Because of this, the project has a full test suite of test cases. These test cases currently have 98+% code coverage and will be used to verify that refactoring has not broken any functionality accidentally. These test cases may be viewed using GitHub.