**第一章: 白盒测试与代码质量**

**1. 白盒测试的相关概念:**

1) 定义:白盒测试又称为结构测试,透明盒子的测试,逻辑驱动测试,

基于代码的测试

2) 白盒测试是一种测试方法,是一种测试用例设计的方法.

3) 白盒测试主要针对被测程序的源代码,主要用于软件的验证,不考虑软件的功能实现,只验证内部的动作是否按照软件的设计说明书的规定来进行.

4) 测试用例由测试输入数据和输出结果组成.测试用例设计的好坏直接决定测试的效果和结果.

5) 黑盒测试用来检测程序每个功能是否能正常使用,它只检查程序的功能是否按照需求规格说明书的规定正常使用,程序是否能适当地接收输入的数据而产生正确的输出信息.主要针对软件的界面和软件的功能进行测试.

6) 为什么要做白盒测试:

1.黑盒测试无法对程序代码进行测试.

2.白盒测试可以发现黑盒测试中没有发现的问题,比如:

代码中存在的一些内存泄露,短时间黑盒发现不了;

有些分支,路径可能没有测试到,而这些分支和路径可能存在缺陷.

有些异常和错误情况在功能测试中很难模拟,需要通过白盒测试分析程序的源代码来找出错误.

7) 单元测试(测试过程) 单元:一个函数/过程/模块/一段代码/一个类

8) 白盒测试主要用在编码阶段,单元测试阶段,集成测试阶段,提高代码的质量.

9) 黑盒测试主要用在集成测试,系统测试的阶段.

10)灰盒主要用在集成测试阶段.

11)白盒测试必须遵守以下几条原则:

1.保证一个模块中的所有独立路径至少被执行一次.

2.所有逻辑值均需测试真和假两种情况.

3.检查程序的内部数据结构,保证其结构的有效性(变量,属性,方法)

4.在上,下边界以及可操作范围内运行所有循环.

12)根据测试程序是否运行,白盒测试分为:静态白盒测试和动态白盒测试.

1.静态黑盒测试(文档测试->) 2.动态黑盒测试(对软件进行测试,功能测试)

3.静态白盒测试:桌面检查,代码复查,代码走查

4.动态白盒测试:写测试代码进行测试(驱动程序/桩程序)

**2. 白盒测试的意义及相关内容:**

1.单元测试阶段:发现逻辑,边界条件,变量未初始化,内存越界等问题;

2.集成测试阶段:发现接口错误,任务配合等问题;

3.系统测试阶段:发现业务流程,界面操作(需求说明书)等问题.

1) 白盒测试需要开发部门提供的材料:

软件源代码,用户文档,规格需求说明书,系统软硬件环境,概要和详细设计.

2) 常用的测试用例设计技术:

逻辑覆盖测试->循环覆盖测试->基本路径测试->数据流分析->程序插桩

3) 白盒测试结果:统计信息->单元测试报告/质量报告(使用工具)

4) 正确高效的使用白盒测试工具.(自动化)

5) 白盒测试要求测试员了解编程技术/语言和方法.

**4. 代码质量**

1) 衡量软件质量指标:缺陷密度 顾客满意度 可靠性

**3. 动态白盒测试常用测试方法:逻辑覆盖法和循环测试法.**

1) 常用逻辑覆盖标准:语句覆盖,判定覆盖,条件覆盖,判定-条件覆盖,

条件组合覆盖,路径覆盖. –白盒测试6大法.

1.语句覆盖:选择足够多的测试用例.使得程序中的每个语句至少被执行一次.

2.判定覆盖:选择足够多的测试用例.使得程序中每个判定的真和假都执行一次.

满足判定覆盖就一定满足语句覆盖,满足语句覆盖不一定满足判定覆盖.

3.条件覆盖:选择足够多的测试用例.使得程序中每个判定的条件的真和假都执行一次. 满足条件判定,不一定满足语句或判定覆盖

if(条件1 ||条件2) -> 假 真 真 真 假 真

4.判定-条件覆盖:满足判定覆盖和条件覆盖

满足判定-条件覆盖,一定满足语句/判定/条件覆盖

5.条件组合覆盖: 选择足够多的测试用例.使得程序中每个条件的所有可能组合至少被执行一次.

满足条件组合覆盖一定满足判定-条件覆盖/语句/判定/条件覆盖

6.路径覆盖: 选择足够多的测试用例, 使得程序中所有路径至少被执行一次.

画出流程图,找出路径-> 赋值数据确保每条路径都走一遍

路径覆盖不一定满足条件组合/判定-条件/条件覆盖

路径覆盖一定满足判定覆盖和语句覆盖.

使用时选择顺序:条件组合>>路径覆盖>>判定-条件>>条件/判定>>语句覆盖

条件组合/条件覆盖和路径覆盖的关系:

**4. 循环覆盖测试(注重于循环构造的有效性)**

1)简单循环测试:

1.0次循环:从循环入口直接跳到循环出口

2.一次循环: 查找循环初始值方面的错误

3.两次循环:检查在多次循环才能暴露的错误

4.m次循环:检查在m次循环才能暴露的错误(m<n)

5.n-1,n次通过循环:检查在边界条件上和最大次数时可能出现的错误.

2)串接循环测试:1.如果这两个循环是相互独立的,就按照2个简单循环测试方法

2.如果两个循环存在依赖关系,就按照嵌套循环方法处理.

3)对于嵌套循环:1.从最内层循环开始,设置所有其他外层循环为最小值.

2.对内层循环做简单循环的全部测试,测试时保持外层循环的变量为最小值.

3.逐步外推,对其外面一层循环进行测试,测试时保持外层循环的变量为最小值

所有其它嵌套内层循环的循环变量取”典型”值

4.反复进行,直到所有各层循环测试完毕.

5.对全部各层循环同时取最小循环次数或者同时取最大循环次数.

4)对于不规则循环(非结构的循环):goto语句

首先重新设计循环结构,使他成为其他循环方式,再进行测试.

**5. 基本路径覆盖法:简化路径数量的测试方法**

1)4个步骤:1.分析程序,画出程序控制流图; 2.计算出圈复杂度(环复杂度)

3.导出独立路径; 4.设计测试用例

2)流图:圆+箭头 ->圆:流图的节点,代表一个条件(代表一个或多个语句);

箭头:流图的边,代表控制流; 边和节点圈定的范围,叫做区域

3)常见的流图的结构:顺序结构,if结构,case结构,while结构,until结构(do while)
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4)环形复杂度:三种方法1.V(G)=控制流图中区域的数量

2.V(G) =E(边)-N(节点)+2 3.V(G)=P(判定节点)+1

5)独立路径数量等于圈复杂度: (原则,每次一次路径不同)1-2-3-4-6-7-8

1-2-5-6-7-8 / 1-2-3-5-6-8 /1-2-5-6-8

最小原则:1-2-5-6-8 / 1-2-5-6-7-8 / 1-2-3-5-6-8 / 1-2-3-4-6-7-8

6)图形矩阵:是在基本路径测试中起辅助作用的软件工具,利用它可以实现自动地确定一个基本路径集合.

根据程序流程图,画出图形矩阵:

1 2 3 4 5 6 7 8

1 1

2 1 1

3 1 1

4 1

5 1

6 1 1

7 1

8

int a[][] =new int [8] [8]

a[0][1]=1; a[1][2]=1; a[2][3]=1; a[3][5]=0; a[5][6]=1; a[6][7]=1

有两个1的行算1个判定节点;有多少个1表示多少个边;多少行表示多少节点

连接权值:最简单的情况下,连接权值是1,用来代表存在连接,是0表示不存在

连接,可以给连接权值赋予更多的属性信息,比如:执行这条边的概率,执行这条

边所花的时间等.