# 无向图tarjan求割边割点、最近公共祖先总结

**割点：删除这个点之后整个图变成不连通的两个部分的点**

**割点集合：在一个无向图中删除该集合中的所有点，能使原图变成互不相连的连通块的点的集合**

**点连通度：最小割点集合点数**

**割边（桥）：类似于割点，删除一条边后会使一个连通图变得不完全连通**

**割边集合：所有割边的集合**

**边连通度：最小割边集合边数**

**与有割边割点的图对应，有一种无向图，它的边连通度（或点连通度）大于1，那么我们称它为双连通分量，即删掉任意点（或边），图仍然是连通的**

**用tarjan算法求割点**

**原理：在一棵DFS树中**

**根root是割顶当且仅当它至少有两个儿子**

**其他点v是割顶当且仅当它有一个儿子u, 从u或者u的后代出发没有指向v祖先(不含v)的B边, 则删除v以后u和v的父亲不连通, 故为割顶**

1. **基本算法同tarjan经典算法**
2. **每遍历一个新的（颜色为白色）u的儿子v都记录个数**
3. **low[u]值更新后进行以下判断（前提v未被遍历过）：**
4. **u为树根，且儿子个数大于1**
5. **u不为树根，但low[v]>=dfn[u]（说明v及其子节点都不能达到u以上的父亲节点）**

**满足以上任意条件u便为割点，记录在数组里，tarjan完成后再输出（中途输出会重复）**

**用tarjan算法求割边（桥）**

**原理**

**发现T边(u,v)时若发现v和它的后代不存在一条连接u或其祖先的B边, 则删除(u,v)后u和v不连通, 因此(u,v)为桥**

**桥的判定算法**

**发现T边(u, v)时若low[v]>=dfn[u],则(u,v)为桥**

1. **基本算法同tarjan经典算法**
2. **形参加上father，作用为记录u的父亲节点，避免在遍历v时遇到重边重新更新low[u]**
3. **在“v已被遍历”的位置加上判断 如果v点等于father，那么就不执行更新low[u]值**
4. **Tarjan算法结束后，遍历所有节点u及其子节点v，如果low[u]==low[v]，那么这条边就为割边**

**求点双连通分支(去掉割点之后所得的双连通分量)**

1. **tarjan求割点**
2. **每找到一个割点，将它上面的所有点弹出栈，所得的点集就是双连通分量**

**求边双连通分支**

1. **tarjan找桥边**
2. **删除桥边（1、2两步同时完成）**
3. **剩余各部分则为双连通分量**

**有桥的连通图，加边变成双连通图**

1. **tarjan找桥边并删除桥边**
2. **将点双连通分量收缩成为一个顶点**
3. **加回桥边，统计度为1的顶点个数**
4. **根据规律，需要加入的桥边最少为(n+1)/2条**

**最近公共祖先LCA**

**原理：在一棵树中，父亲结点与儿子结点的最近公共祖先为父亲结点**

1. **建立并查集**
2. **DFS先序遍历一棵树**
3. **在每个结点上，进行以下操作：**
4. **涂黑该结点**
5. **如果有关于该结点a的询问，搜索另一询问的结点b，如果b也被涂黑，那么它们的公共祖先为b所在并查集的祖先，输出结果**

**拓展：求一棵树中两个结点的距离**

1. **建立dis[]数组，记录从树根到i点的距离dis[i]**
2. **则a与b的距离为**

**d=dis[a]-dis[LCA]+dis[b]-dis[LCA]=dis[a]+dis[b]-2\*dis[LCA]**

**Poj 1144**

**描述**

一个电话线公司（简称TLC）正在建立一个新的电话线缆网络。他们连接了若干个地点分别从1到N编号。没有两个地点有相同的号码。这些线是双向的并且能使两个地点保持通讯。每个地点的线都终结于电话交换机。每个地点都有一个电话交换机。从每个地点都能通过线缆到达其他任意的地点，然而它并不需要直接连接，它可以通过若干个交换机来到达目的地。有时候某个地点供电出问题时，交换机就会停止工作。TLC的工作人员意识到，除非这个地点是不可达的，否则这种情况就会发生，它还会导致一些其它的地点不能互相通讯。在这种情况下我们会称这个地点（错误发生的地方）为critical。现在工作人员想要写一个程序找到所有critical地点的数量。帮帮他们。

**输入**

输入文件包括若组测试数据。每一组是一个网络，每一组测试数据的第一行是地点的总数量N<100. 每个接下来最多N行包括一个数字表示一个地点和与它相连接的地点的数字。这些最多N行完全描述了整个网络，比如，网络中每个直接连接的两个地点被至少一行包括。一行内的所有数字都要用空格隔开。每组数据需要用单独的一个0结束。最后的块只有一行即N=0。

**输出**

输出除了最后一个组其他每一个组的critical地点的数量，每个块用一行输出。

**样例输入：**

5

5 1 2 3 4

0

6

2 1 3

5 4 6 2

0

0

**样例输出**

1

2

**提示：**

你需要确定每行的结束。为了方便判断，每行的结束都没有多余的空白

**读入是难点，其余就是找割点的部分**

**POJ1523**

**描述**  
考虑一下下图所示的两个网络。假设在这些网络中数据只能在两个直接连接的节点中传输。在左图网络中一个单独节点3的错误就会阻止一些其它可用节点的互相通信。节点1和2可以保持通信，4和5也是如此，但是其他的配对就无法再保持通信了。

![http://poj.org/images/1523_1.jpg](data:image/gif;base64,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)

因此3节点就是这个网络中的Single Point of Failure（SPF）。严格来讲，如果一个任意的不可用节点会阻止原有全通网络中至少一对可用节点保持通信，那么这就是一个SPF。注意在右图的网络中并没有这种节点。因此这个网络就没有SPF。至少有两台机器需要错误才能导致这个网络中有可用的节点对无法通信。

**输入**

输入会包括若干网络的描述。一个网络描述会包括若干对的整数，每行一对整数来描述节点的连接情况，先后顺序是无关的，如：1 2和2 1描述了相同的连接。所有的节点编码会从1到1000.一个单独的0行来结束连接节点的列表。一个空的网络描述结束输入。输入文档中空白的行要被忽略。

**输出**

对于每个输入的网络中，你需要输出存在的SPF节点的列表在文档中。

文档中第一个网络需要用“Network #1”来定义，第二个则是” Network #2”等等（如样例）。每个SPF节点，输出一行，方式如下方例子所示，列出节点的编号和当这个节点失效时完全连通的子网络的个数。如果网络中没有SPF节点，输出“NO SPF nodes“即可。

**样例输入：**

1 2

5 4

3 1

3 2

3 4

3 5

0

1 2

2 3

3 4

4 5

5 1

0

1 2

2 3

3 4

4 6

6 3

2 5

5 1

0

0

**样例输出**

Network #1

SPF node 3 leaves 2 subnets

Network #2

No SPF nodes

Network #3

SPF node 2 leaves 2 subnets

SPF node 3 leaves 2 subnets

**读入是难点，接下来是找割点，删除割点并且DFS找点双连通分量**

**POJ3177**

**描述**

为了从F（1≤F≤5000）个牧场（从1到F进行编号）中的一个到达另一个牧场，Bessie和他的牛只能穿过烂苹果林。这些牛现在都累了，不想老走这个特殊的小路而是想要建一些新的小路，这样它们就有至少两种选择在任意牧场之间穿梭。在任意的两个牧场之间，它们现在至少有一条路径而他们想要至少有2条路径。

现在给出建好的R（F-1≤R≤10000）条路，每条都连接了两个不同的牧场，确定新修道路的最小数量（每个也是连接两个牧场）使得任意两个牧场之间都能有两条路连通。道路都是不同的，不会有相同的小路，即使他们在沿路的中间会碰到相同的牧场。

这里可能已经有一对牧场有超过一条小路的，并且你可能也会修一条新的另外的小路来连接相同的牧场。

**输入**

第一行：两个空格隔开的整数：F和R

第二到第R+1行：每行包括两个空格隔开的整数，表示一些小路端点所在的牧场。

**输出**

第一行：一个单独的整数，表述新修小道的数量

**样例输入**

7 7

1 2

2 3

3 4

2 5

4 5

5 6

5 7

**样例输出**

2

**提示**

例子的解释：

一个形象化的小路：

1 2 3  
 +---+---+   
 | |  
 | |  
 6 +---+---+ 4  
 / 5  
 /   
 /   
 7 +

建一个从1到6和从4到7的新路可以满足条件。

1 2 3  
 +---+---+   
 : | |  
 : | |  
 6 +---+---+ 4  
 / 5 :  
 / :  
 / :  
 7 + - - - -

检查一些路径：

1 – 2: 1 –> 2 and 1 –> 6 –> 5 –> 2   
1 – 4: 1 –> 2 –> 3 –> 4 and 1 –> 6 –> 5 –> 4   
3 – 7: 3 –> 4 –> 7 and 3 –> 2 –> 5 –> 7

可以看出每对牧场都是由两条路连接的

有可能加一些别的下路也能解决这个问题（比如6到7加一条道）。然而加两条已经是最小了。

**POJ3352**

**描述：**

夏天的建造时间到了。这一年，遥远热带小岛上的街道的管理员要修复并且升级岛上街道，这些街道连接了小岛上不同的景点。

这些街道很有意思。由于这个小岛的奇怪传统，这些街道需要被规划的没有任何十字路口，但是可以用桥和隧道来连通。在这种情况下，每条路就会在特定的景点之间连接，这样旅客就不会迷路了。

不幸的是，每条路都需要修理和升级，当建筑公司在一条特定的道路上工作时，这条道路是无法使用的。这就会导致一个问题，即使这个公司一次只修一条路，仍然有两个景点是无法访问的，。

所以，这个岛上的道路部门就决定召唤你的咨询服务来帮助他们解决这个问题。最后决定在景点之间建设新的道路。如果一条道路在建设中，这些新的道路能使任意两个景点之间仍然有路能够到达。你的任务就是找到这个新修道路的最小数量。

**输入**

第一行的输入包括两个正整数n和r，其中3≤n≤1000是景点的数量，2≤r≤1000是道路的数量。景点则是从1到n进行标号。每个接下来的r行会包括两个整数，v和w，中间空格隔开，表示一个街道连接了标号为v和w的景点。注意街道是双向的，并且任意一对景点之间会有至多一条路直接连接它们。当然，你也要保证在现在的这个配置下，任意两个景点是连通的。

**输出**

一行，包括一个整数，给出我们需要添加的街道的最小数量

**输入样例**

Sample Input 1

10 12

1 2

1 3

1 4

2 5

2 6

5 6

3 7

3 8

7 8

4 9

4 10

9 10

Sample Input 2

3 3

1 2

2 3

1 3

**输出样例**

Output for Sample Input 1

2

Output for Sample Input 2

0

**两道题完全相同，都是求有桥连通图变为双连通图所需要最少的边的个数**