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# Introduction

Before the emergence of Object-Oriented programming, is was hard to establish a con­nec­tion between the data and the functions belonging to a specific real-life con­cept, like a “student” or “employee”. You could e.g. use a naming conven­tion that would imply that certain data and functions were related, but it was still difficult to create a “unit” of some sort in your code, that would correspond to a specific con­cept in the domain you were trying to model. Object-Oriented pro­gram­ming (or just **OO-programming**) introduces concepts to allow just that!

# The Object concept

The central concept in **OO-programming** is the **object**. An object is something that is created (in the memory of the computer) when your application runs. Objects are created, used for certain purposes, and may also disappear again when they have ser­ved their purpose. If your application is a school management system, the appli­cation may start by reading data from an external source, and use that data to create several objects. Each object will be of a certain type; in a school management system, you might have objects of type **Student**, other objects of type **Teacher**, and so on. The ob­jects may be used for many purposes, like being shown on the screen, used for certain calculations, etc.. All that will (of course) be defined by the C# code somebody wrote for creating the application.

This might sound radically different than the simple types and variables we have seen so far – and it is! However, there is nothing magical about it. From the compu­ter’s point of view, things are represented the same way as before. Object-orientation is thus only a tool for making it easier for humans to express (human) logic in terms of code. If there is anything close to magic going on, it is perhaps inside the compiler itself, which has the rather formidable task of translating human-friendly code into (radically different) machine-friendly code…

## State and Behavior

The fundamentally new idea in OO-programming is to join both data and logic into single units (objects). In the OO-world, some different terms are used:

* When talking about the **data** contained in an object, we usually refer to the **state** of an object.
* When talking about the **logic** contained in an object, we usually refer to the **behavior** of an object.

It requires a bit of practice to be comfortable with these terms. As a specific example, suppose we have an object called **john** in our code. For now, we don’t worry about how such an object is created – we’ll learn that very soon. We already know that an object has a type – the type for the object **john** is called **Human** (very soon, we will also learn where such a type as **Human** comes from). So, the object **john** is supposed to represent a human being. More precisely, we can say that the object **john** repre­sents a model of a human being, i.e. that model which is defined by the type **Human**. Exactly what this model contains will be very situation-specific. In some applications, we may only need a very crude model of a human being, which only contains a little bit of state-and-behavior. Other applications may require use of a much more detail­ed model.

Suppose that **john** is a fairly simple object (i.e. **Human** is a very simple model of a human being). What “state” is the object **john** in? We defined above that the term “state” is related to data, so a “state” is simply a set of values, which in total describe the state that this particular object is in, at a given moment in time. In this simple exam­ple, we could define that the only relevant data is the name, weight and height. So, if we can obtain these three values, we will know what state the object **john** is in. You can think of the object **john** as a little box containing the described data:

john

Name: John Smith

Weight: 85

Height: 185

During the entire lifetime of the object **john**, we expect that it will always contain these three values, and that each value will always be meaningful. A natural way to use the object could then simply be to retrieve information from the object, if we need it for some purpose. Imagine that there are a lot of objects of the type **Human** present, and we want to calculate the average height for all of them. We would then “ask” each object for that particular information, and expect the object to “respond”.

More generally, we will usually want to be able to “ask” an object for information about its “state”. We may even want to be able to change the state of an object, by providing the new value for a particular piece of the state. Maybe the real-life John has gained a bit of weight, so we would like to update the value of Weight to 90.

## Public and private appearances

When you look at Name, Weight and Height in the blue box above, you may – very naturally – think *“Ah, that’s just three variables! One of type string, and two of type integer”*. The truth is slightly more complicated, however. As a first version of our object, it would indeed be very natural to define it to contain three “variables” (we will soon see that a different term is used for such “variables” inside objects), and also that we should be able to – for each variable – get its current value and update its value. Suppose now that we also want to know if an object – or rather; the person represented by the object – is over­weight. One – rather crude – definition of over­weight is that if your so-called **BMI** (Body Mass Index) is higher than 25, you are con­sidered to be over­weight. The BMI is defined as:

BMI = (weight in kilograms) / (height in meters)2

Calculating the BMI with the numbers for **john** given above gives a BMI value of 24,8. Good for John! But the pending question is: should we add a fourth variable to **john**, to hold the value of the BMI? It’s tempting to do this, but consider the definition of BMI. It only uses in­formation that is already present inside the object! Adding one more variable would therefore be a bad idea for three reasons:

* The object would use a bit more memory
* If you update the value of either Weight or Height, you must also update the value of BMI
* You may risk that the information inside the object becomes inconsistent!

The last two points are closely related; you should definitely[[1]](#footnote-1) avoid having redundant data in an object! Not only simple, duplicated data, but also data that can be calcula­ted from other data. So, no fourth variable inside **john**!

Deciding not to keep the BMI explicitly represented inside the object does however not solve the original problem: we wish to be able to ask the object what its BMI is, and we don’t want to calculate it ourselves. The last point is important; even if we would be able to calculate the BMI ourselves, by extracting the relevant information from the object, we should not have to be burdened with this. We should not need to know the details of BMI calculations, since we are only interested in the result!

This discussion brings us to another powerful feature of objects: the way an object “presents itself” to the outside world (i.e. the state-and-behavior the outside world can obtain from the object) may differ from how state-and-behavior is represented inside the object itself! In our case, the outside world is interested in knowing about four different properties of the object **john**: the Name, Weight, Height and BMI. However, the clever creator of **john** – or more precisely, the type **Human** of which **john** is one instance – has figured out that we actually only need to store the three first values inside the object:

John (public)

Name: John Smith

Weight: 85

Height: 185

BMI: 24,8

John (private)

name: John Smith

weight: 85

height: 185

The outside world

You can think of an object as having a “public” and a “private” side. The public side is how the object presents itself to the outside world, i.e. what state-and-behavior the object makes available to the outside world. The private side is how the state-and-behavior is actually represented inside the object. In some cases, the relation betwe­en public and private is straightforward: the (public) property **Height** is simply the value of the (private) variable **height** inside **john**. In other cases, the relation may be more com­plex, as we just saw for BMI. However, the outside world doesn’t need to know about this complexity. The BMI is “just another property” and can be treated as such.

This ability seems to solve our problem. We can present a simple set of public pro­per­­ties to the outside world, and hide away the details of implementation inside the object. There is a slight complication, though. We have argued that an external user should be able to obtain – and change – the value of a property. In the example, this makes perfect sense for Name, Weight and Height. But what about BMI? It does not make sense to set the value of BMI directly, since there is no correspon­ding variable inside the object…. Now what? Fortunately, the C# language makes it possible to set restrictions on what an external user can do with a property. For most properties, you can both **get** (i.e. retrieve the current value) and **set** (update the value) the value of the pro­perty, but you can also specify that only the get-part is available. That would be a natural restriction to put on the BMI property.

The above concerns the “state” of an object, and how an external user interacts with it. The “behavior” part is similar, and it may sometimes be hard to see exactly where to draw the line between interaction relating to state or to behavior. As a somewhat vague definition, we can say that behavior is something we invoke to make an object “do something”. A behavior will be implemented in terms of a **method** (which is essen­tially the same as a function) that an external user can call, in a manner very similar to calling a function. A simple example could be a method called **PrintInfo**, that prints some information about the object, in our example something like this:

*“Hi, my name is John Smith. My height is 185 cm, and my weight is 85 kg”.*

This is a “behavior” – when we invoke this particular behavior on the object **john**, this line is printed on the screen. It does not change the state of the object, however. We will of course see examples of more interesting behaviors later. Just as for state, it may also sometimes make sense to define certain behaviors (i.e. functions) to be “private”, for instance if their only purpose is to help in the implementation of more complex, publicly available behaviors.

# The Class concept

We have several times claimed that all objects must have a type, and that the object **john** has the type **Human** in the example above. Where do these types come from, and how do you define such a type?

In C# – and in OO-languages in general – types are defined by a **class definition**. A class definition is where you define all the features that every object of this class will have. This includes:

* Publicly available properties
* Publicly available behaviors (called methods)
* Private data structures, properties and methods needed to implement the public properties and methods.

Once a class definition has been completed, it will be possible to create objects of this particular class. The type of such an object is thus said to be the name of the class, i.e. the type of the object **john** is **Human**. Note that we now have two cate­gories of types in our type “universe”: the “simple types” like **int** and **bool**, and the “class types” like **Human**. Instances of these types have fundamentally different beha­­viors, which we will investigate in more detail shortly.

It makes sense to distinguish between the creator of a class definition and a client of a class (by “client” we here mean a part of the code which needs to use objects of a parti­cular class). The creator will of course know about all details – both public and private – of the class, while the client only needs to know about the public parts. From the client’s perspective, the class is a kind of “black box”; the client can cre­ate objects of a particular class, and can interact with the objects through the public parts (often cal­led the interface) defined in the class definition. However, the client cannot – and sho­uld not – obtain information about the internal structure of the class.

This separation of the public and private side of a class also enables a certain degree of freedom, with respect to changes in code. If a client uses objects of a certain class, the client only uses the public part. So, as long as the public part remains unchanged, it is possible for the creator of the class to update the code inside the class definition, e.g. to fix errors or improve performance, without affecting the client.

## Using objects of an existing class

Before we dive into the details of how to define a class, we take a look at how to use an already existing class. The first question would naturally be: what classes are avail­able for use? Class definitions can come from several sources, including:

* **The .NET class library:** The C# language is actually just one part of a larger soft­ware ecosystem called **.NET**, created by Microsoft. A part of this system is a very large collection of ready-to-use classes, called the .NET Class Library. It is well beyond the scope of these notes to detail the content of the library, but once you get to a level where you need to create fairly sophisticated software, you may often find a class in the library that suits your needs.
* **Third-party suppliers:** The classes in the .NET class library are usually quite gene­ral, and are not focused on a particular real-world domain (say, finance). Some companies develop smaller, more specialised class libraries, that you (or your company) can license for use in your own projects.
* **Open source:** Just as for other kinds of software, there is also a fair amount of open-source C# code available from various sources.
* **Your company:** Most companies dealing with software development will deve­lop a code base over time, which might also contain useful classes.
* **Yourself**: If all of the above fails, you may have to write a class definition your­self. This should be your last resort ☺.

There are various ways to try to navigate your way through a class library, and the easi­est solution is often to use Google (or whatever search engine you prefer) for the job. Microsoft has recently made some effort to create a “portal” for .NET documen­ta­tion[[2]](#footnote-2), which is also a good starting point. The mechanics for making a class available for use in your project can vary a bit, and we take a closer look at that later. For now, we will just assume that class defini­tions can be made available.

Let us assume that a class definition for a class called **Student** is available. We should then be able to create an object of class **Student**. In C# code, this is done like:

**Student firstStudent = new Student();**

This line contains some new elements, but also elements we have seen before. Compare it with a line of code we should be familiar with now:

**int age = 18;**

The overall structure of these two lines is actually the same:

* A type name (remember that a class is also just a type)
* A variable name
* The assignment operator (=)
* A right-hand-side

For the second line, the right-hand-side is very simple; just a numerical value. The right-hand-side in the first line is more spectacular:

**new Student();**

This line reads: “please create an object of the type **Student**”. The keyword **new** is crucial here; this instructs the application to create a brand new object of the class **Student**. The creation process is then set in motion, which essentially involves:

* Allocating a memory area, to hold the data that is part of the object.
* Running a piece of initialisation code defined in the **Student** class definition, which ensures that the object is in a meaningful state once it has been created.

Note that we as clients of the class do not need to know exactly what happens during this initialisation; we just need to know that the object is ready for use, once it has been created.

Once the line has completed, a brand new object of type **Student** has been created, and the variable **firstStudent** refers to that object. Note the term “refers to”, as op­posed “is equal to”. When we deal with objects, the assignment process is a bit more complex than assignment of primitive types like integers. When object creation is set in motion by the **new** keyword, we are in a sense making a method call. The return value of that call is a reference to an object. This also implies that the type of the vari­able **firstStudent** is not **Student**, but rather “reference to a **Student** object”. We dis­cuss this distinction and its implications in a moment; for now, we will just see what we can do with this variable.

Given the variable **firstStudent** that now refers to a **Student** object, we can now inter­act with the object through this variable. Suppose that the class creator has decided that the **Student** class should contain a (public) property called **Name**. How do we then retrieve the value of that property from the object? Like so:

**string name = firstStudent.Name;**

The most important thing to notice is the use of the “.” (dot) just after the variable **firstStudent**. This is how you specify that you want to interact with the object that **firstStudent** refers to. This is an extremely important point to understand! When you wish to interact with an object, you must specify what object you wish to interact with. Suppose we created not just one, but a couple of **Student** objects:

**Student firstStudent = new Student();**

**Student secondStudent = new Student();**

**firstStudent.Name = "Allan";**

**secondStudent.Name = "Jane";**

**Console.WriteLine(firstStudent.Name);**

**Console.WriteLine(secondStudent.Name);**

What will this code print on the screen? First ***Allan***, then ***Jane***. Even though both ob­jects have the same type, they can easily be in different states. Just as most humans have different names, weight, height, etc., but are all of the class **Human**. A common beginner’s mistake is to write code like:

**Student.Name = "Carl";**

That does not make sense, because **Student** is not an object; it is the name of a class definition (it does, however, turn out that code like the above can make sense some­times, but we will cross that bridge a bit further down the road…).

Just as you might wonder how we get to know what classes we have available, you may also wonder what properties and methods we have available for (objects of) a particular class. Again, there might be various sources of information available, but the Visual Studio environment can also help you. As soon as you type the (.) dot after a variable that refers to an object, Visual Studio will pop up a list box with all those properties and methods you can make use of. Scrolling to a specific entry will often pop up some additional information about this specific entry. If you add comments formatted in a specific way to your own class definitions, those comments will actu­ally also pop up when using objects of that class.

The example above illustrated how to retrieve a property from an object, i.e. a part of the state of the object. How about behaviors? Behaviors – in the form of methods – are invoked (or **called**, as we will usually say), in a very similar manner. Suppose we have defined a method **PrintInformation**, that does just that; prints out information about the object in a human-friendly way. Calling this method will look like:

**firstStudent.PrintInformation();**

This is very similar to what we just saw for properties, except for a subtle difference: the parentheses following **PrintInformation**. When a method is defined, the author can choose to define that method requires a number of **parameters**. You can think of a method parameter as a special kind of variable, which can be used to pass data to the method when the method is called. Some methods do not require parameters – the **PrintInformation** method finds the information it needs inside the object on which it is called, so the caller of the method need not provide any extra information. A method that does not need extra information – i.e. it takes zero parameters – will be called as above, using the method name followed by an empty set of parentheses.

Imagine now that we have a class that provides very simple mathematical methods like **Add**, **Multiply**, and so on. Would it make sense to have an **Add** method taking zero parameters? Not really – we need to tell the method what values to add. An **Add** method with two parameters would make more sense, so we could make calls like **Add(3,7)**. The value returned by **Add** can be picked up in a variable, like:

**int result = myCalculator.Add(3, 7);**

Are the values 3 and 7 then “parameters” to the **Add** method? Actually not. We usu­ally distinguish between method **parameters** and method **arguments**.

* The term **para­meter** is used in relation to the definition of a method; we can e.g. say that the defini­tion of the **Add** method states that **Add** takes two para­meters.
* The term **argument** is used in relation to calling a method; we can e.g. say that we called the method **Add** with two arguments: 3 and 7.

An argument to a method will thus be a specific value (or an expression which is eva­luated before the method is called), which is then passed to the method through the method parameters. If multiple arguments need to be specified, they are simply writ­ten one after another (separated by comma) within the parentheses.

We used two specific values in the example, but we can actually put any sort of ex­pres­sion into an argument list, as long as the type of the result matches the expected type of the argument! This is also a very important point. We have here assumed that the **Add** method takes two integer values as arguments. A call like the below would therefore be illegal:

**int result = myCalculator.Add("3", "7");**

However, the below is indeed legal, but maybe a bit mind-bending:

**int result = myCalculator.Add(myCalculator.Add(1,2), 3\*4);**

Again; we can put any expression we can dream up into an argument list, as long as it evaluates to a value of the expected type!

## Code Quality, part II

You may have noticed that we use a slightly different standard for naming classes, properties and methods, than we have used for variables so far. For classes, proper­ties and methods, we also use the camelCase standard, but now with a capitalised first letter! The argument is – again – that this is a widespread standard, and we see no reason not to adopt it as well. This standard is often referred to as **PascalCase**.

We also – again – note that we should strive to give all our classes, properties and methods descriptive names, to increase the clarity of the code. However, the naming of properties and methods should take the class within which they are defined into account. What does that mean? If you are creating a class named **Student**, and this class contains a property that can retrieve the name of the student, it might be temp­ting to name this property **StudentName**. Such a naming is too verbose. If you are dealing with a **Student** object, it should be pretty obvious what a property named **Name** will return.

## Further on object creation

Previously in this chapter, we claimed that you could create a **Student** object in the following way:

**Student firstStudent = new Student();**

That is probably also correct, but it will depend a bit on what options the creator of the **Student** class has made available for object creation. Recall that we claimed that using the **new** keyword would cause certain actions to happen:

* A memory area is allocated, to hold the data that is part of the new object.
* A piece of initialisation code defined in the **Student** class definition is executed, to ensure that the new object is in a meaningful state once it has been created.

The second part doesn’t really hold up, if you think about it. We have not given any details about the definition of the **Student** class, but it would be reasonable to expect it to provide several properties, for instance **Name**, **Address**, **DateOfBirth**, and so on. If you create a **Student** object as defined above, what state will it then be in? What would the **Name** property return? Probably nothing (e.g. an empty string), because we have not provided any information as part of the creation process! That is hardly a realistic modeling of the real world. In a school administration system, you would pro­bably not be able to create a new student in the system, unless some minimal amount of information is available (e.g. name, address and social security number).

Likewise, it seems reasonable to enforce a similar restriction on creation of **Student** objects. We should not be able to create a **Student** object with no informa­tion in it, since such an object is meaningless. Fortunately, the class creator can enforce such restrictions. With the knowledge we now have, we can see that the code for object creation looks similar to a method call:

**Student firstStudent = new Student();**

Note the (empty) parentheses. The object creation does in fact involve a method call, to this “initialisation code” we have mentioned before. Just as for any other method, the class creator can define that the method for object creation includes a number of parameters. A more realistic version of the above code could then be:

**Student firstStudent = new Student("Allan Smith", 1988);**

In this case, we must provide two arguments (i.e. actual values for name and year-of-birth) in order to create a **Student** object. Now it seems more plausible that a just-created **Student** object will be in a meaningful state from the moment it is created.

Deciding exactly what information to consider mandatory for object creation will of course be highly situational, and it turns out that the class creator can provide several “versions” of the object initialisation code, each taking different sets of information as parameters. Ultimately, the requirement specification for the application will dic­tate what versions that should be made available. In the terminology of class defini­tions, such a piece of initialisation code is known as a **constructor** (a method called when an object is “constructed”).

## Value types and Reference types

Before we dive into how to create class definitions ourselves, we need to understand a fundamental difference between objects and variables of so-called **simple types**.

Simple types are some of those types we saw early on in these notes, like **int** and **double**. We saw that we can e.g. define variables of a simple type, like:

**int age;**

We can also assign a value to such a variable, like:

**age = 18;**

We can even do both in one line, like:

**int age = 18;**

For objects, things looked a bit different. Object creation involved the use of the keyword **new**, like:

**Student firstStudent = new Student("Allan Smith", 1988);**

The syntax on the right-hand-side is thus a bit more complicated, when we are dealing with objects. The left side – i.e. where the variable is defined – looks pretty much the same. However, there is a subtle – but quite important – difference.

When you define a variable of a simple type like **int** or **double**, and subsequently assign a value to it, the content (when looking directly into the computer’s memory) of the variable will be that actual value, which is probably what you would expect. Such a variable is therefore known as a **value-type** variable.

However, if the type of the variable is a class (like above, where **firstStudent** is of type **Student**), the content of the variable is not the object itself, but instead a reference to the object. You may recall that we earlier on stressed that a variable like **firstStudent** has the type “reference to an object of type **Student**” rather than just **Student**. The re­ference is as such just an address specification into the memory of the computer; the important point to grasp is that the variable does not contain the object itself, only a reference or “handle” to it. Such a variable is therefore called a **reference-type** vari­able. These considerations give rise to (at least) two questions:

* Why does this difference exist?
* Should I care?

The first question is hard to answer precisely without getting into rather tech­nical details about computer memory management in C# programs, but it is to some extent a conse­quence of the fact that simple types have been around longer than classes and objects. When the concept of classes and objects entered programming languages, it was realised that a more advanced form of memory management was needed, but the existing, simpler memory management was retained for the simple types. The fact that this difference exists is simply something we as programmers must embrace.

Should you care about it? Yes, because this difference has some consequences that will seem quite surprising, if you don’t know a bit about what happens “under the hood”. Buckle up…

Consider first two variables of a simple type, like **int**. We can create them like this:

**int age1 = 18;**

**int age2 = 21;**

These two variables will occupy two separate areas of the computer memory, as illustrated below:

Age2

21

Age1

18

We can change the values of the two variables as we wish, even using the value of one variable to set the value of the other:

**age1 = age2;**

**age2 = 23;**

Age2

23

Age1

21

For objects, things work in a different way. The statement

**Student s1 = new Student();**

will create a new **Student** object somewhere in memory, and set **s1** to be a reference to that object (we have momentarily suspended our intention of giving descriptive names to all variables…):

s1

(Student object)

This is by itself not really something we need to think much about, since we know how to interact with an object through the reference (e.g. **s1.Name**). Let’s bring one more variable into play, and update the code to:

**Student s1 = new Student();**

**Student s2 = s1;**

How many variables have we created? Two. How many **Student** objects have we created? Only one! But both variables (of reference type) now refer to the same **Student** object, like so:

s2

s1

(Student object)

Is that a problem? Not as such, but try to guess what the code below will print on the screen:

**s1.Name = "John";**

**s2.Name = "Allan";**

**Console.WriteLine(s1.Name);**

If this didn’t surprise you… well, good for you! Some might guess that ***John*** would be printed, since we set the **Name** property for **s1** to “John”. However, the next state­ment will overwrite that value, since **s1** and **s2** both refer to the same object! Saying that we “set the **Name** property for **s1** to John” is too simplified. What we actually do is to “set the **Name** property for the object referred to by **s1** to John”. As it happens, **s2** also refers to that object, thus overwriting the value we previously assigned to the **Name** property. The assignment statement we saw previously:

**Student s2 = s1;**

will not create a new **Student** object, by only set the references equal to each other!

An additional difference between value-type and reference-type variables is the fact that reference-type variables can be set to refer to… nothing. The special keyword **null** is available for this particular purpose:

**Student s1 = null;**

This is often used in practice; you may have some sort of complicated object in your code, that is only created if certain circumstances apply. The fact that a reference-type variable can be equal to **null** does however make it more complicated to use such a variable for e.g. calling a method. Suppose that **s1** is indeed equal to **null**. What should happen if you try this?:

**Console.WriteLine(s1.Name);**

**s1** does not refer to any object, so there is no way to retrieve a name… If you try this, Visual Studio will respond with an error message reporting a “null pointer exception”. Trying to use a null reference is a very common error in program­ming, and is some­thing you will need to anticipate and handle. We do not really have any tools to pro­perly handle such a situation yet, but a slight modification of the line above will actu­ally make it more robust w.r.t. handling **null**:

**Console.WriteLine(s1?.Name);**

Note the addition of the question mark just before the “dot”. The question mark and the dot combined (i.e. “**?.**”) is known as the **null-conditional operator**. That sounds very fancy; what it does is however fairly simple:

* If the variable just before the operator (in our example: **s1**) is **null**: do nothing.
* Otherwise, do the part after the operator (in our example: get the value of the **Name** property)

This operator makes it very simple to prevent null pointer exceptions, but it is not a silver bullet; you still need to consider what should happen if a variable is indeed **null** at some point. In some cases it might be as intended, but it may in other cases be a symptom of an underlying problem in your logic, which you should then find and solve by other means.

TBD: maybe add something about nullable types here…?

This chapter should have provided you with enough knowledge to be able to use existing classes, by creating objects and using the available properties and methods. Next, we shall see how to create our own class definitions.

# Class definition elements

Being able to define your own classes provides you with the ultimate ability to create “packages” of functionality, that fit exactly to your needs. It is, however, still worth the effort to explore various sources for existing classes first. The amount of available classes is ever-growing, and one of those classes may be a close-enough fit.

With that in mind, we will embark on the – somewhat large – topic of creating classes from scratch. Visual Studio will help you get started: Highlight a project in the **Solu­tion Explorer** window – this could be the **Sandbox** project we have used previ­ously –right-click to bring up the context menu, and choose **Add | Class**. Choosing this entry brings up a dialog window, where you simply enter the name of the class you wish to create, in the text box at the bottom:

![](data:image/png;base64,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)

To create a class called **Human**, simply type “Human” (without the “”) into the box, and hit the **Add** button.

This sets a couple of things in motion in Visual Studio. A new file called **Human.cs** is added to the project, and the file is also opened by Visual Studio in the editor area. The initial content of the file should look like this (there will also be some lines at the top of the file starting with **using**; ignore those lines for now):

**namespace Sandbox**

**{**

**public class Human**

**{**

**}**

**}**

We need not worry about the first and last line; this is related to a unit of organisation called namespaces (see the chapter on Code Organisation), which is not important now. We will thus zoom in on the below bit (note: depending a bit on the precise way you create a new class, the keyword **public** may or may not have been included in the generated code. If it is not included in your code, then please add it, just before the **class** keyword):

**public class Human**

**{**

**}**

This is an absolutely minimal definition for the class **Human**. With this, we can actu­ally start to create objects of type **Human**, but they will not be very interesting, since they have neither state nor behavior.

What do the parts of this definition mean? Let’s break it down:

* First is the keyword **public**. This is an **access specifier**, which tells us that this class can be used by everyone else. You might wonder if you would ever choose otherwise, but once you create larger projects, it may make perfect sense to keep some classes “private”, i.e. only to be used internally in the application code. In these notes, we will almost always create public classes.
* Next is the keyword **class**. This simply tells us that a class definition will now follow.
* Then follows a **{**, often referred to as a **curly bracket**. This symbol – along with the counterpart symbol **}** – are the delimiters of the class specification. Every­thing related to the class definition must be placed within these brackets.

Since all class definitions must contain this bare minimum, Visual Studio is kind enough to generate this code automatically.

The specific content of a class definition will vary from class to class. However, the content falls in a few well-defined categories, which we will detail in the following.

## Instance fields

We have seen examples of variables several times, and variables will usually also be part of a class definition. However, variables in a class definition can have different purposes. Some variables will be used inside methods (we get to method definitions very soon), but other variables are used for representing the state of an object of the class. These variables are called **instance fields**. The word “instance” signifies that whenever a new object is created, this object will contain its own set of instance fields, that are independent of the instance fields in other objects. If you change the value of an instance field in one object, it will not effect the corresponding instance field in any other object.

If we wish to add an instance field to the **Human** class, to hold the name of an indi­vidual, it will look like this:

**public class Human**

**{**

**private string \_name;**

**}**

This sort of looks like what we have seen before, with a few additions. The keyword **private** indicates that this instance field can not be accessed from the outside. That is, if you create a **Human** object, and try to get hold of the value of the instance field (or try to change it), the compiler will consider that code to be in error, and therefore uncompilable. Again, you may wonder why you would create an instance field and then hide it away; the main reason is that we want access to such an instance field to go through a so-called **property**. We have mentioned these properties in the previ­ous chapter, and we shall see in a moment how to create a property. Also, we have prefixed the name of the instance field with an underscore (\_). This has emerged as a standard for “branding” instance fields in a way that distinguishes them from plain variables. We adopt that standard as well, and encourage you to do so.

If we wish to add more instance fields to our class, we can simply add them one after another (it is considered good form to define instance fields on separate lines):

**public class Human**

**{**

**private string \_name;**

**private double \_height;**

**private double \_weight;**

**}**

Note that we always specify instance fields to be “private”, since we wish to restrict access to instance fields to only be possible through **properties**.

## Properties

In the chapter about usage of existing classes, we stated that it is usually possible to retrieve certain “properties” from a given object. One example was an object of the type **Student**, where we assumed that a property called **Name** was available:

**string name = firstStudent.Name;**

Such a property only becomes available, if the creator of the **Student** class has deci­ded to include such a property in the definition of the class. Including a **Name** proper­ty in the **Human** class also seems like a very natural thing. The initial code for creating such a property looks like this (the rest of the class definition is omitted):

**public string Name**

**{**

**get { }**

**set { }**

**}**

If you type this code into the **Human** class definition in Visual Studio, you will be in­form­ed that the code is invalid… Don’t worry; we will insert the relevant code in a moment. First, we take a step back and see how a property can be used by someone who has created a **Human** object.

Imagine that somebody has created a **Human** object, like so:

**Human firstHuman = new Human();**

We also assume that the **Name** property is available for use, meaning that the below lines of code should be perfectly valid:

**firstHuman.Name = "Adam";**

**Console.WriteLine(firstHuman.Name);**

What happens in these two lines of code? It seems like the **Name** property is part of the state of any **Human** object. The type of that part of the state is **string**, and we can perform certain operations with the value of that part of the state. We can

* Set the value to something we specify
* Get the value out again, and e.g. print it.

These are two separate operations, but they involve the same part of the state. If we wish to enable these two operations, we must specify it in the definition of the **Name** property. This brings us back to the code from before:

**public string Name**

**{**

**get { }**

**set { }**

**}**

What we now need to figure out is what statements we need to write, in order to en­able the two operations. The statements needed to “get” the value should be written between the **{}** in the line with the **get** keyword, and likewise for **set**.

Let us consider the **set** operation. The result of that operation should be to update the state of the object to the given value, such that when somebody tries to **get** that pro­perty, that value is returned. So, the provided value must be stored inside the object somehow… That is exactly why we have instance fields! Previously, we defined an instance field of type **string**, with the name **\_name**. That seems like a proper place to store that value ☺. But how do we actually “store” the provided value in **\_name**? This is how:

**public string Name**

**{**

**get { }**

**set { \_name = value;}**

**}**

One single statement does the trick. Note, however, that a keyword **value** is also used here (you have probably noticed by now that keywords are **blue**). The **set** operation is always called when an assignment statement involving a property is performed, like:

**firstHuman.Name = "Adam";**

In general, **value** is simply set to the value of the right-hand-side (be it a simple value or an expression). In this case, **value** will be set to “Adam”, meaning that the **set** ope­ration will update the value of **\_name** to “Adam”, and thereby changing the state of the object.

With this in place, the **get** operation is relatively simple. We wish to retrieve the cur­rent value of the property **Name**, and since we have defined this value to be stored in **\_name**, we should simply return the current value of **\_name**:

**public string Name**

**{**

**get { return \_name; }**

**set { \_name = value; }**

**}**

Note the keyword **return**. This is also a fundamental part of the C# syntax, meaning *“return the value of the expression following the keyword* ***return****, to the caller of this method/property”*. In this simple case, the value of **\_name** is returned, as we wished.

If you have never dealt with properties before, it can be difficult to figure out exactly when these **get** and **set** operations are invoked. The general rules are:

* If a property appears on the left-hand-side of an assignment statement (i.e. we are assigning a new value to the property), the **set** operation is invoked.
* In all other scenarios where a property is being used, the **get** operation is invoked.

If you have paid close attention so far, you might see a way to short-circuit all this fuss for retrieving and setting a single value. Recall that the keyword **public** is used to indi­cate if a certain part of an object is accessible for everyone, which is why all pro­per­ties are marked as **public**, as opposed to all the instance fields marked as **private**. So, why not simply mark the instance fields as **public**? We can then just write code like:

**firstHuman.\_name = "Adam";**

**Console.WriteLine(firstHuman.\_name);**

No more messing around with properties, that just do the same thing anyway! In this very simple case, there would not be any practical difference. However, it is one of the pivotal principles in Object-Oriented programming to keep the details of internal implemen­tation private, the motivation being that we can then change this imple­men­tation without affecting the external client. If we make the **Human** class slightly more complicated, we can see this idea in action.

In the chapter about public and private appearance of an object, we used a property called BMI (Body Mass Index) as an example. The BMI for a person can be calculated from the weight and height:

BMI = (weight in kilograms) / (height in meters)2

How would we implement a **BMI** property in the **Human** class? First the skeleton code for a **BMI** property:

**public double BMI**

**{**

**get { }**

**set { }**

**}**

First consider the **get** operation. Since the BMI is calculated as above, we can calcu­late the value to return by using the current values of **\_weight** and **\_height**, as below:

**public double BMI**

**{**

**get { return \_weight/(\_height \* \_height); }**

**set { }**

**}**

The important point is that the value is now calculated; it is not just pulled out of an instance field. We could have chosen to create a **\_bmi** instance field and store the value there (think about why this would be a bad idea), but we didn’t…but the client of the object doesn’t need to know this! All the client knows is that a BMI value can be retrieved from a **Human** object, but the client does not know anything about how the value is produced. It could be stored in an instance field, it could be calculated…it doesn’t matter.

What about the **set** operation? Does it even make sense to have a **set** operation for the BMI? Not really… Since the BMI is calculated, it should not be allowed to set it “manually”, since that value may contradict the calculated value. Can we then pre­vent statements like the below?

**firstHuman.BMI = 20.8;**

Yes, we can! We simply remove the **set** operation from the **BMI** property definition:

**public double BMI**

**{**

**get { return \_weight/(\_height \* \_height); }**

**}**

This turns the property into a “read-only” property; you can retrieve the value, but not change it yourself. This is a fairly common situation, and this is indeed the correct way to handle it – this is not a “hack” in any way.

The property concept can be a bit hard to appreciate at first, since it can seem overly complex in many cases. If all properties in a class are simple one-to-one mappings to single instance fields, there is indeed not that much gained. However, as soon as you are in a situation where

* A property is something that needs to be calculated, or
* It is relevant to be able to execute some code before assigning a new value to an instance field

you will benefit from using properties. We have seen an example of the first situation already; the second situation could be if you wish to perform some sort of data vali­da­­tion, before you update the value of an instance field. Consider a **set** operation for a **Height** property:

**set { \_height = value; }**

What if somebody by mistake tries to set **Height** to -10.5…? That is hardly a meaning­ful value for a height property, so we should somehow detect and handle that error. That can be done by adding some code to the **set** operation before the actual assign­ment. Precisely what kind code we should add is a topic for a later chapter.

## Methods

By now, you have hopefully recognised that **properties** and **object state** are closely related; if we wish to know – or change – part of the state of an object, we do so by using pro­perties. But objects usually also have **behavior**. We can make the objects perform certain actions, that go beyond a simple state change. If we have an object represen­ting a collection of students (this could be part of a school administration system), a useful action could be to ask the object to add an additional student to the collec­tion (maybe in the form of a **Student** object). In code, it could look like:

**Student aStudent = new Student();**

**SchoolAdminSystem adminSystem = new SchoolAdminSystem();**

**// aStudent is updated with relevant data**

**adminSystem.AddStudent(aStudent);**

The last line contains a call of a method named **AddStudent**, which hopefully does what we expect: add a new **Student** object to the collection of existing objects. In this way, we are invoking a **behavior** for the object, by calling a method.

How do we then define such methods? A method is essentially a collection of state­ments, that can be invoked by calling the method on a specific object. A method defi­nition will always contain these elements:

* **An access specifier**: We have seen before that certain parts of a class definition can be declared as being **public** or **private**. This goes for methods as well. Some methods should be available for clients of the class, and should then be marked as **public**. Other methods may be “helper methods”, that only exist for making the implementation of public methods easier; these methods should be marked as **private**.
* **A return type**: We saw that the **get** operation in a property definition needs to specify the value it returns. Methods may also return values to the caller, and we need to specify what type (e.g. **string**, **int** or maybe a class type) this value will have.
* **A method name**: Just as for e.g. variables, we need to give our method defi­ni­tion a name, so we can refer to it when we wish to call it. As mentioned before, the name should be as descriptive as possible, and be written in CamelCase with a capital first letter.
* **A list of parameters**: We have already seen that some methods may require the caller to specify a list of arguments, in order to pass actual values to the method being called. In the method definition, a corresponding parameter list must be specified, including the type for each parameter.
* **A method body**: “body” here means the C# statements inside the method defi­nition. When the method is called, the statements will be executed.

Let us see an example of a method definition. At this point, we only know a few rather simple C# statements, so we can only create very simple methods. A - some­what con­trived – method on a **Human** class could be a method that returns whether or not this individual is higher than a given average:

**public bool HigherThanAverage(double averageHeight)**

**{**

**bool isHigher = \_height > averageHeight;**

**return isHigher;**

**}**

If we dissect the definition according to the elements mentioned above, we get:

* **Access specifier**: Is **public**, so an external client can call this method.
* **Return type**: Is **bool** – we can also see that the expression (in this case just a variable) after the **return** keyword indeed has the type **bool**.
* **Method name**: Is **HigherThanAverage**
* **List of parameters**: One parameter named **averageHeight**, of type **double**.
* **Method body**: The two lines of code between the { and the }.

One additional element is worth mentioning here: The first line of the method body contains a variable declaration, as we have seen many times before. When a variable is declared inside a method body, it is a so-called **local variable**. You may recall that a class definition can contain instance fields, that look almost like local variables; they have a type and a name (instance fields also have an access specifier).

Why do we distinguish between local variables and instance fields? An instance field is created when the object that encapsulates it is created, and only then. Likewise, it is destroyed when the object is destroyed. The lifespan of an instance field is there­fore exactly the same as the lifespan of the encapsulating object. If a method call changes the value of an instance field, another method call will be able to access that instance field and retrieve the value. The value thus “endures” between method calls. This is not the case for local variables. A local variable is created when the method in which it is de­fined is called. Also – and that is the most important point – the local variable is destroyed again when the method call is finished. Local variables thus have a much shorter lifespan that instance fields, since they only exist during a method call; not before, and not after.

The obvious consequence is that if you need to save a value inside an object across method calls, you will need to save it in an instance field… and saving something in an instance field is exactly to change the state of an object! Creating and changing the value of a local variable is not considered a state change, since these actions will not cause any “permanent” change in the state of the object.

For further illustration, consider the below method for adding two given numbers and printing the result on the screen:

**public void AddAndPrintResult(int a, int b)**

**{**

**int result = a + b;**

**System.Console.WriteLine(result);**

**}**

Two points are of interest here: First, note that this method takes two parameters, which are specified in the parentheses just after the method name. Each parameter is specified by a type and a name, and parameters are separated by comma. Also, note the keyword **void**, that appears where we would expect a type specification. The type specification should be for the return type…but this method does not return anything! The keyword **return** is not present in the method body either. This is fine, but the C# syntax specifies that you must specify a type at this position in a method definition. Therefore, the keyword **void** simply means “no type”. The **void** type is used quite often, so it is important to know its meaning.

With these final points, we are now capable of defining methods as part of a class definition. Once we learn about more advanced C# language constructions, we can create more complex methods with richer functionality. A couple of more general remarks about methods are in place, though:

* When you create methods, you should also strive for clarity. If you are creating a public method with complex functionality, you may quickly end up with a method containing many lines of code. Even though the method might work as speci­fied, it will then be a good idea to see if the method can be broken down into additional (probably private) methods, that can then be called from the public method. This should not change the functionality, but make the method easier to understand and maintain.
* When you add methods to a class, the methods should be relevant for that class. There is nothing that prevents you from adding a **Multiply** method to a **Human** class, but that doesn’t seem like a functionality that naturally belongs to that class. Figuring out what methods that should be present in a class is strictly speaking a software design matter.

Finally, you might wonder if properties are not just a special kind of methods. Indeed they are. The syntax is a bit different, and you do not have the same degrees of free­dom with regards to naming, parameters and return type, but you do have the ability to specify a “method body”, that will be executed when the **get** or **set** operation is invoked.

## Constructors

During the discussion about how to use an existing class, we saw an example of how to create an object of a specific class:

**Human firstHuman = new Human();**

We claimed that the statement on the right-hand-side will cause a new **Human** ob­ject to be created, and that a piece of “initialisation code” will be executed as well. The purpose of that code should be to ensure that the object is in a meaningful state from the moment it is created.

This “initialisation code” is also written as part of the class definition, in the form of a **constructor**. A constructor is also just a method, but with a special syntax and some limitations compared to ordinary methods. For our **Human** class example, the simp­lest possible constructor looks like this:

**public Human()**

**{**

**}**

This is as simple as it gets. Compared to an ordinary method, we again see an access spe­cifier as the first part. However, there does not seem to be a return type… That is the first important difference; you do not specify a return type for a constructor. Next, we see the word “Human”, i.e. exactly the same name as the class. This is also a defining characteristic for a con­structor; it always has the exact same name as the class it is defined in. Next follows the parameter list. The list is empty in this example, but we are indeed allowed to specify parameters to a constructor, in the same way as for ordi­nary methods. Finally follows the constructor body, on which there are no restrictions either.

The most important point is to understand that once the statement containing the **new Human()** part is executed, the code inside the constructor will be executed. In that sense, you can say that **new Human()** is a method call, that:

1. Creates a new **Human** object
2. Executes the code within the constructor’s body, on the newly created object
3. Returns a reference to the **Human** object to the caller

As said above, the caller would then expect the object to be ready to use, and thus be in a meaningful state from the start. If we assume that the **Human** class contains the instance fields we defined earlier on:

**public class Human**

**{**

**private string \_name;**

**private double \_height;**

**private double \_weight;**

**}**

then it would seem that the simple constructor – which does nothing – is not good enough. What would the initial values of the three instance fields be? C# does set the initial value for e.g. an **double** to a well-defined value (0.0), and for a **string** to the empty string, but that is hardly meaningful either. What then?

One solution could be to set the values to some sort of “default” values, like:

**public Human()**

**{**

**\_name = "Adam";**

**\_height = 180.0;**

**\_weight = 80.0;**

**}**

That’s not really what we want either. The essence of the problem is that we should not be able to create a **Human** object, until we have enough meaningful information about it. We discussed a similar problem for the **Student** class; you should not be able to create an “empty” **Student** object, since it does not make sense in the real world.

We can impose such a restriction by adding parameters to the constructor definition. If we define – and that should probably be a design decision – that you cannot create a new **Human** object without knowing the name, height and weight, you should then define the constructor as below:

**public Human(string name, double height, double weight)**

**{**

**\_name = name;**

**\_height = height;**

**\_weight = weight;**

**}**

In this way, the previous simple statement **new Human()** becomes invalid and un­com­­pilable. It now becomes mandatory for the caller to provide the information needed to create a meaningful **Human** object:

**Human firstHuman = new Human("Adam", 180.0, 80.0);**

This is a very sound principle: Define your constructors in a way that makes it impos­si­ble to create an object in a meaningless state.

For completeness, it should be noted that you can actually define more than one con­­structor for a class. This could e.g. reflect a situation where you would prefer that cer­tain information is available when an object is to be created, but you will also allow creation with less information. For a **Student** class, you could define one con­structor that takes all relevant information (name, address, country, phone, CPR number, and so on), but maybe also allow a version that only requires name and CPR number. Again, such requirements should be resolved during design.

You might get the impression from the above that a caller should provide initial values for all instance fields in a class. That is definitely not the case! Consider if a **Student** class also contained a field called **\_numberOfExamsPassed**. What would be a reason­able initial value for this field? Zero, of course! And that would be the case for all new **Student** objects. In general, the caller should only need to provide initial values for those properties that are individual for an object.

# Class collaboration, and a bit about Abstraction

Once we know how to create our own classes, we can start building more complex models, involving more than one class. We recommended earlier that you should break a complex method into a set of simpler methods, that can “collaborate” to implement complex functionality. Likewise, you should try to create simple classes, that are closely related to specific aspects of your model. Suppose we wish to create an application for simulating a car – this could perhaps be part of a racing game. We would probably create a **Car** class, and fill in functionality relating to various aspects of a real-life car. A real-life car is a very complex system, and you can perceive it as a set of sub-systems, that collaborate in a well-defined way. You could see the engine, the lighting system, the navigation system, etc.. as exam­ples of such sub-systems. If we cram all the functionality into a single **Car** class, it will end up being very complex. It would be a better approach to create classes corre­sponding to the sub-systems, like an **Engine** class, a **NavigationSystem** class, and so on. The role of the **Car** class would then be to hold the sub-systems together, and coordinate various actions between the subsystems. In C# code, we could imagine that part of the **Car** class could look like this:

**public class Car**

**{**

**private string \_modelName;**

**private Engine \_theEngine;**

**private NavigationSystem \_theNavigationSystem;**

**// other fields would probably follow...**

**public Car(string modelName)**

**{**

**\_modelName = modelName;**

**\_theEngine = new Engine();**

**\_theNavigationSystem = new NavigationSystem();**

**// (rest of constructor)**

**}**

**public void Start()**

**{**

**\_theEngine.Start();**

**\_theNavigationSystem.Start();**

**// (rest of Start method)**

**}**

**// other methods would probably follow...**

**}**

First, note that we now have instance fields that are of a reference type. For instance, the field **\_theEngine** is a reference to an **Engine** object. This is perfectly valid, and is a consequence of the notion of seeing a car being “composed” by sub-systems. When a **Car** object is created, we expect it to be in a meaningful state after creation, so it is quite natural that the **Car** constructor should ensure that a new **Engine** object and a new **NavigationSystem** is created. Likewise, the **Start** method “relays” the starting command to the subsystems, and the **Car** object thus acts as the coordinating entity. You can take this idea further, and imagine that **Engine** and **NavigationSystem** are themselves composed of sub-systems, until a point where the sub-systems become so simple that further decomposition is unnecessary.

What we see here is also a first example of a very important idea in Object-Orien­ta­tion: **abstraction**. We did intentionally not write *“important idea in Object-Oriented programming”*, since it is strictly speaking a design concept. However, modern soft­ware development does not distinguish software design and software development as sharply as it was traditionally done, so we can discuss the concept here as well.

**Abstraction** is the idea that you should be able to work with software development at various levels of “abstraction” or “complexity”. What does that mean? If you investi­gate how various car industry professionals work with the development of a real-life car, you will probably quickly realise that nobody knows all the details about the car… and that is a good thing!

A systems engineer may have “sub-system communication and coordination” as his area of responsibility. He will need to figure out how the various sub-system need to work together, but he will not know – and will not need to know – the details about how e.g. the navigation system works internally. All he is interested in knowing is how that sub-system interacts with the outside world. Of course, that needs to be speci­fied in sufficient detail. Once he knows that, he can use the sub-system as he sees fit, without knowing what goes on inside it. So, the systems engineer works at that parti­cular **level of abstraction**. A navigation system engineer probably works at a lower level of abstraction – he needs to work with all the internal details of the navi­gation system, but that system may itself rely on other, smaller sub-systems, and so on. As long as you know how to interact with a subsystem at your particular level of abstrac­tion, you don’t need to know about internal details.

You can hopefully see that this way of thinking fits very well to the main features of object-oriented programming; you can specify how an object presents itself to the outside world – i.e. how the outside world should interact with it – and then hide away the details of implementation inside the private sections of the object.

# Static – no object needed

Over the last pages, we have again and again insisted that you define methods in classes, and call methods on objects. This is a very clean distinction, but there are in fact situations where you don’t need objects in order to call methods. Suppose you have a class called **SimpleMath**, which contains simple methods for addi­tion, sub­traction and so on. The “header” of an **Add** method will probably look like:

**public int Add(int a, int b)**

So, the **Add** method takes two arguments **a** and **b**, and returns the sum. Very simple. So simple, that it is hard to see why we even need an object to call the method on… We said earlier that some methods may need arguments, in order to provide it with the infor­mation it needs to do its job. In this case, all the information needed is pro­vided as arguments. If called on an object, the method would not change anything in the state of the object. In fact, there aren’t any good arguments for having to create a **Simple­­Math** object, just to be able to call **Add**. Instead, the method can be declared as a **static** method:

**public static int Add(int a, int b)**

**{**

**return (a + b);**

**}**

We can now call the method like this:

**SimpleMath.Add(2, 6);**

We do not create a **SimpleMath** object, but simply call the method “on the class”. This may seem confusing, now that we have been accustomed to calling methods on objects, but it is an important feature to know. Consider this line of code:

**Console.WriteLine("WriteLine is a static method!");**

This should be quite familiar by now, but…what is **Console** actually? **Console** is the name of a class, not an object! If you investigate the .NET Class Library further, you will find that static methods are quite common. The very useful **Math** class is filled with static methods.

You can apply the **static** keyword to all the elements of a class definition: instance fields, proper­ties, and even on the class itself. If you define a class as being static, it becomes impos­sible to create an object of that class. Also, a static class can only contain static elements (how would you access a non-static element, if you cannot create an object…?).

Having static elements in a non-static class is however possible, and quite common. A very common static element is a so-called **constant**. A constant is a variable that can­not change its value. That sounds a bit contradictory, since you would expect a “vari­able” to be able to change its value… However, you will often need to use some fixed value in your code, the classic example being the value of **π** (pi). That value is actually found in the **Math** class, named **Math.PI**. You can create a constant inside a class defi­­nition like this:

**public class CardDeck**

**{**

**public const int CardsInDeck = 52;**

**}**

Notice the keyword **const** – this defines the instance field to be a constant. We also need to specify the value of the constant as well. You might expect that you should also add the keyword **static**, in order to make the constant static. However, since constants are always considered to be static – since there will never be a reason to create more than one instance of a constant – you don’t need to specify it explicitly.

For someone new to programming, it might be difficult to figure out when to declare a class element as being static. The question you should ask yourself is: *“does this ele­ment depend on the state of individual objects?”*. If the answer to that question is no, you can declare that element as being a static element. It is in fact recommended that you do this! Declaring something as static is not “cheating” or a “hack”; it is a way to inform the client of the element that the client can use it without having to create an object first. This saves both time and code.

# Exercises

|  |  |
| --- | --- |
| **Exercise** | OOP.1.1 |
| **Project** | MovieManagerV10 |
| **Purpose** | Observe how to use an existing class.  Implement simple use of an existing class. |
| **Description** | In this version of the movie manager application, a class named **Movie** has been added (in the file **Movie.cs**). It contains an absolute mini­mum of information about a specific movie. The class is put to use in **Program.cs**, where some **Movie** objects are created and used. |
| **Steps** | 1. Load the project, and open **Program.cs**. You will see that some code is already present. See if you can figure out what goes on in each line of code. If you hover the mouse cursor over a specific element, you should see some useful information pop up. Make sure you under­stand where    * Objects are created    * Arguments to the constructors are specified    * Properties are used    * Methods are called 2. Feel free to create additional **Movie** objects, and exercise them a bit (call methods, use properties, etc.) 3. We can only change the value of **NoOfViews** by calling the **Watch** method. Consider why it would be a bad idea to allow a user of the class **Movie** to change the value of **NoOfViews** directly, e.g. like this: **movieA.NoOfViews = movieA.NoOfViews + 1;** |

|  |  |
| --- | --- |
| **Exercise** | OOP.1.2 |
| **Project** | BankV05 |
| **Purpose** | Implement minor additions to an existing class. |
| **Description** | The project contains a minimal **BankAccount** class. The class is put to use in **Program.cs**, where a **BankAccount** object is created and used. |
| **Steps** | 1. Load the project, and take a look at the **BankAccount** class. Make sure you understand all the elements in the class definition. Then take a look at how the **Bank­Account** class is used in **Program.cs**. 2. We now want to add an extra property to the **BankAccount** class: the name of the account holder. Add this feature to the class. This will probably involve:    1. Adding a new instance field    2. Adding a property which uses the new instance field    3. Updating the constructor, such that the name of the account holder must be specified when a **BankAccount** object is created. 3. Once the class has been updated, make sure to test the new feature by updating the code in **Program.cs**. More specifically, you should test that you must now specify a name when creating a **BankAccount** object, and that you can retrieve the name by using the property added in step 2. |

|  |  |
| --- | --- |
| **Exercise** | OOP.1.3 |
| **Project** | RolePlayV10 |
| **Purpose** | Implement non-trivial additions to an existing class |
| **Description** | The project contains a **Warrior** class, which is initially very simple – it only contains a **Name** property. We now need to extend the class with an additional feature. |
| **Steps** | 1. Start out by taking a look at the **Warrior** class. Make sure you understand all the elements in the class definition. Specifically, make sure you can identify:    1. An instance field    2. A property    3. The constructor 2. Next, take a look at how the **Warrior** class is used in **Program.cs**. This is a very small test of the class. 3. We must now extend the **Warrior** class with a “level” feature. The require­ments for this feature are:    1. All warriors start at level 1.    2. The level can be retrieved freely, but not changed freely.    3. It must be possible to increment the level, i.e. increase the value of the level by 1. 4. Implement this feature in the **Warrior** class. You will need to consider if    1. An additional instance field is needed (Hint: we need to store the current level of a **Warrior** somewhere)    2. An additional property is needed (if so, do we need both the **get** and the **set** part? Hint: We only require that the value of the level can be retrieved through the property, not changed)    3. The constructor should be updated (Hint: The construc­tor should initialise all instance fields with a well-defined value. What would that value be for level, given requirement 3a?).    4. A method for incrementing the level is needed (Hint: the level should always just be increased by 1). 5. Test the updated **Warrior** class, by adding some code in **Program.cs**. |

|  |  |
| --- | --- |
| **Exercise** | OOP.1.4 |
| **Project** | RolePlayV11 |
| **Purpose** | Implement non-trivial additions to an existing class |
| **Description** | The project contains a **Warrior** class, including the functionality described in the previous exercise (a “level” feature). |
| **Steps** | 1. We must now extend the class with a “hit points” feature. Details of this feature are:    1. Hit points are set individually when a warrior is created.    2. Hit points can be retrieved freely, but not changed freely.    3. It must be possible to decrease hit points by a specified amount. This corresponds to the warrior being damaged by someone 2. Implement this feature in the **Warrior** class. You will need to consider if    1. An additional instance field is needed (Hint: we need to store the current hit points of a **Warrior** somewhere)    2. An additional property is needed (if so, do we need both the **get** and the **set** part? Hint: We only require that the value of the hit points can be retrieved, not changed)    3. The constructor should be updated (Hint: The construc­tor should initialise all instance fields with a well-defined value. What would that value be for hit points, given requirement 1a? How can we provide this value to the constructor? Extra hint: How is the value of the warrior’s name provided to the constructor?).    4. A method for decreasing the hit points is needed (Hint: how can the specific amount to decrease the hit points with be provided to the method?). 3. Implement a property called **Dead**, which returns a boolean value. The property should return **true** if hit points are equal to or below zero (Hint: we only need to include the **get** part of this new property). 4. Test the updated **Warrior** class, by adding some code in **Program.cs**. 5. A **Warrior** should not only receive damage, but also deal damage! Implement a method **DealDamage**, with these requirements:    1. Returns an integer value    2. Does not take any parameters    3. The returned integer value should be a random number between 10 and 30 (Hint: Figure out how the **Random** class from the .NET class library works). 6. See if you can make two warriors battle against each other, to the death! |

|  |  |
| --- | --- |
| **Exercise** | OOP.1.5 |
| **Project** | ClockV10 |
| **Purpose** | Implement a class from scratch, including use of the class |
| **Description** | This project contains an empty class definition **Clock**. Your job is to implement the class **Clock**, given the below requirements:   1. The clock should be able to display (i.e. print on the screen) hours and minutes. 2. The clock should use the 24-hour system. 3. It must be possible to set the clock to a specific time. 4. It must be possible to retrieve the current time from the clock. 5. It must be possible to advance the clock by a single minute.   **NB!** To avoid confusion: the class should only be able to “simulate” a clock, i.e. it should not in any way contain code that retrieves the real-world clock from the computer. A clock will only “tick” when you call a method which changes the time, as stated in requirement 5). |
| **Steps** | 1. Implement requirements 1-4. This will involve figuring out what instance fields, constructor, properties and methods you need for this. Remember to include code in **Program.cs** for testing the class. 2. Implement requirement 5. In this case, it becomes quite important to choose relevant test cases! Note that you may need to rethink how you represent time in the **Clock** class (Hint: maybe a single instance field is enough…?). |

|  |  |
| --- | --- |
| **Exercise** | OOP.1.6 |
| **Project** | DiceGame |
| **Purpose** | Work with a project containing collaborating classes |
| **Description** | This project contains three classes: **RandomNumberGenerator**, **Die** and **DiceCup**.   * The **RandomNumberGenerator** class contains code which can generate random numbers within a given interval. The class is already completed, and we will not be concerned with the details of this class. * The **Die** class represents a 6-sided die, and is already completed. * The **DiceCup** class needs a bit of work to be complete. The **Dice­Cup** class uses the **Die** class. |
| **Steps** | 1. Take a look at the **Die** class. It is complete, and fairly simple. Note how the **Die** class uses the **RandomNumberGenerator** class. 2. Open the **DiceCup** class. Note how the class contains two instance fields of type **Die**. Also note the constructor – what happens there? 3. The **DiceCup** class is not complete. Implement the **Shake** method and the **TotalValue** property, as specified in the comments in the code. Test that your code works as expected, by creating and using a **DiceCup** object in **Program.cs**. 4. How much would we need to change in **DiceCup** in order to have a dice cup with three dice? 5. When we create a **DiceCup** object, we would also like to be able to specify the number of sides the dice should have. Implement the changes in **Die** and **DiceCup** needed to enable this feature. |

|  |  |
| --- | --- |
| **Exercise** | OOP.1.7 |
| **Project** | RolePlayV12 |
| **Purpose** | Work with a project containing collaborating classes.  Reflect over class responsibilities. |
| **Description** | The project contains two classes: **Warrior** and **Sword**. The **Sword** class is initially not used for anything. |
| **Steps** | 1. Take a look at the **Warrior** class. It is very similar to what we have seen in the previous **RolePlayV…** projects. Here, we focus in particular on the me­thod **DealDamage**. What elements in the **Warrior** class definition (instance fields, properties, etc.) are needed in order to implement **DealDamage**? 2. The **DealDamage** method contains the logic for calculating the damage a specific **Warrior** object deals. We would like to move this logic to another class; the **Sword** class. Take a look at the **Sword** class, and make sure you understand how it works. 3. The next step is to connect the two classes. Do this by adding an instance field of type **Sword** to the **Warrior** class. The instance field should be initia­lised by an additional parameter (of type **Sword**) to the constructor (why is this a better solution than just creating a new **Sword** object directly in the **Warrior** constructor?). 4. Now that a **Warrior** object references a **Sword** object, the **DealDamage** method should be modified. Modify the method, simply by letting it call the **DealDamage** method on the **Sword** object. 5. When the code for **DealDamage** has been modified, we can remove several instance fields from the **Warrior** class. Figure out which instance fields we don’t need anymore, and remove them. 6. The code in **Program.cs** contains a small test. This code should also be modi­fied, such that each **Warrior** object is provided a **Sword** object at crea­tion. Run the test, to confirm that the **Warrior** objects are still capable of dealing damage. 7. Which class now contains the logic for specific damage calculation? Why is this a better division of responsibilities than before? 8. If you have time left, you could update the **Warrior** class further: 9. Make it possible to use two swords. 10. Make it possible to change a sword after creation. 11. Add a **Warrior**-specific damage factor, such that the damage generated by the sword is multiplied with this factor. This could e.g. represent that the warrior is stronger/weaker than average. |

|  |  |
| --- | --- |
| **Exercise** | OOP.1.8 |
| **Project** | StockPortfolio |
| **Purpose** | Work with a project containing collaborating classes.  Reflect over class responsibilities. |
| **Description** | The project contains three classes: **Stock**, **Portfolio** and **StockMarket**. Together, they form a very simple simulation of a stock market, and how it influences a portfolio of stocks. Further details about each class is provided as comments in the code. |
| **Steps** | 1. Take a look at the **Stock** class. The class is completed, and you need not add any code to it. Make sure you understand the meaning of the data stored in the **Stock** class. 2. Take a first look at the **Portfolio** class. The class is not complete yet, since the property **TotalEarningsPercentage** and the method **UpdateCurrent­Prices** are not implemented yet. Still, it should be possible (e.g. by reading the comments) to understand what data the class contains, and what is intended with the methods and properties. Make sure you also understand how the **Portfolio** class and the **Stock** class are related. 3. Take a look at the **StockMarket** class. The class is completed, and you need not add any code to it. Make sure you understand how the class is intended to be used. Make sure you also understand how the **StockMarket** class and the **Portfolio** class are related. 4. Take a look at the code in **Program.cs**, where the **Stock­Market** class is used. If you run the application now, it will always report the earnings to be 0.0 %, since the **Portfolio** class is incomplete. 5. Now return to the **Portfolio** class, and implement the property **Total­Earnings­Percentage** and the method **UpdateCurrent­Prices**, as described in the comments. A correct implementation will typically report earnings of a few percent. 6. Once the application works as intended, you can reflect a bit over the structure of the application. See if you can answer these questions:    1. What class holds information about stock prices?    2. What class decides how stock prices are changed?    3. What class decides what stocks we have in the portfolio?    4. If we wanted more than three stocks in the portfolio, where would we need to change the code?    5. Could some parts of the code become simpler, if additional methods or properties were added to some of the classes? |

|  |  |
| --- | --- |
| **Exercise** | OOP.1.9 |
| **Project** | StaticExamples |
| **Purpose** | Defining and using static methods and instance fields. |
| **Description** | The project contains the class **ListMethods**, which defines two methods **FindSmallestNumber** and **FindAverage**. The names should hopefully indicate what the methods do. Code that tests the class is included in **Program.cs**. The class is tested in the traditional way; create an object, and call methods on the object. |
| **Steps** | 1. Change the methods in the **ListMethods** class into static methods, by adding the keyword **static** to the method definitions. 2. Modify the code in **Program.cs**, such that it uses the methods in **ListMethods** as static methods. The output of running the application should of course be as before. 3. The project also contains a simple class **Car** (see the code). We would now like to track how the class is used. More specifically, we wish to track the number of    1. **Car** objects that have been created    2. Uses of the property **LicensePlate**    3. Uses of the property **Price** 4. Add static instance fields to the **Car** class, to enable the tracking described above. Increment the value of each variable at the appropriate places in the class. 5. Add a static method that can print out the values of the static instance fields. It could be called **PrintUsageStatistics**. 6. Test that your additions work, by including some test code in **Program.cs**. Create and use some **Car** objects, and finally call the static method created in step 5) to observe the **Car** usage statistics. |

1. ”Definitely” is a bit dogmatic, since there are certain cases where it might be a reasonable compromise to explicitly store data that could be calculated, e.g. if the calculation is very time-consuming, and the value is typically used many times before it needs to be recalculated. [↑](#footnote-ref-1)
2. https://docs.microsoft.com/da-dk/dotnet/ [↑](#footnote-ref-2)