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| D Create a digital document (PDF) that has zero handwriting on it. Print and bring to the final exam on *Tuesday April* 27*th from 8:00 am - 10:00am*.  D Your presentation and thoroughness of answers is a large part of your grade. Presentation means: use examples when you can, graphics or images, and organize your answers!  D I make every effort to create clear and understandable questions. You should do the same with your answers.  D Questions should be answered in order and clearly marked.  D Your name should be on each page, in the heading if possible.  D Place your PDF on GitHub (after you take the actual final) and in your assignments folder.  D Create a folder called **TakeHomeExam** and place your document in there. Name the actual document: **exam.pdf** within the folder. |
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Grade Table (don’t write on it)

|  |  |  |
| --- | --- | --- |
| Question | Points | Score |
| 1 | 70 |  |
| 2 | 15 |  |
| 3 | 40 |  |
| 4 | 10 |  |
| 5 | 15 |  |
| 6 | 10 |  |
| 7 | 10 |  |
| 8 | 20 |  |
| 9 | 15 |  |
| 10 | 20 |  |
| 11 | 35 |  |
| 12 | 10 |  |
| 13 | 10 |  |
| Total: | 280 |  |

Warning: Support each and every answer with details. I do not care how mundane the question is ... justify your answer. Even for a question as innocuous or simple as ”What is your name?”, you should be very thorough when answering:

**What is your name?:** My name is Attila. This comes from the ancient figure ”Attila the Hun”. He was the leader of a tribal empire consisting of Huns, Ostrogoths, Alans and Bulgars, amongst others, in Central and Eastern Europe. My namesake almost conquered western Europe, but his brother died and he decided to go home. Lucky for us! We would all be speaking a mix of Asiatic dialects :)

Single word answers, and in fact single sentence answers will be scored with a zero. This is a take-home exam to help study for the final and boost your grade. Work on it accordingly.

1. This VS That. Not so simple answers Ç:
   1. (7 points) Explain the difference between a *struct* and a *class*. Can one do whatever the other does?

Structs and classes are both programming tools that allow users to create and implement their own custom abstract data and encapsulate related methods. This does not mean they completely the same however. The main difference between the two is what access rights they assume. Classes assume their members are private access unless specified. This means that only objects of the same class have access to those members. Structs however are private. Anything can access all their data by default. Technically, both structs and classes have support for private and public members if they are specified. Aside from that, the original C language had support for simple structs. Some clever programmers have used this fact to create source code that could be compiled in both C++ as well as C, although doing so requires limiting the kind of code used, not adding anything unsupported by C within the struct itself, and formatting the rest of the code correctly.   
  
 So if they are so similar, does that mean they should just be used more or less at random according to a designer’s whims, sticking private members in structs with no hesitation? The answer is no. If I told you I had this series of characters on my program… “myColor”, there is a good chance you’d automatically assume it is a variable name, simply because of capitalization conventions. The compiler would give no trouble to naming a class myColor, but simply from the convention it conveys information about the code. The same is true for the use of classes and structs. Structs convey an intent by the designer that a data type is rather simple and plain. Classes on the other hand let it be known that a piece of code is likely more encapsulated and functional.

* 1. (7 points) What is the difference between a *class* and an *object*?

Classes are merely like the blueprints that describe how objects should work and what members they will have. However, they have not actually been called and instantiated. Objects are actually instantiated and only based off of a class. They have memory allocated to them and change during the life of the program. Here is an example.

“

//This is the class  
class Table

{

public:

Table()

{

int legs = 4;

}

int getLegs()

{

Return legs;

}

private:

int legs;

}  
“

void main()

{

//This is the object

Table myTabe();

//This is the object doing something

cout << myTable.getLegs();

}

* 1. (7 points) What is the difference between *inheritance* and *composition*? Which one should you lean towards when designing your solution to a problem?

Inheritance and composition are relationships classes can have. Inheritance can be thought of as something “is a” something. Composition however is like when something “has a” something. For example, assume I made a parent class called RoundShape that handled a great deal of code associated with the handling of shapes that are round and was thinking about making a new class called Circle. A Circle is a RoundShape and could reuse a lot of its code. I may make Circle inherit from RoundShape and only need to add code for the ways Circles are distinct from all other round shapes. In contrast, a graph has a collection of vertices and edges. If I were to have or make code to handle vertices and edges as two different types of classes, I could and in fact have made a graph class contain objects that were of the type vertex and edge. This graph can be said to be “composed” of these other objects.

It’s generally a better idea to prefer implementing solutions that utilize composition instead of inheritance. Using inheritance, it is easy to get into the trap of overutilizing the protected status. This can result in a very high degree of coupling between a derived class and the parent class. Inheritance on the other end helps force the good habit of developing code to an interface rather than a solution. Additionally, in some cases, inheritance’s “is a” model can break down. This occurs whenever something is a particular class, but for some reason is a unique exception and does not possess an attribute all other members of the class does. Inheritance in this case requires the programmer to go through roundabout ways to remove functionality from a derived class, while composition instead would have allowed the designer to just… not add that thing it doesn’t have. For example, imagine a class was made to describe mammals, with derived classes for specific species. It may seem reasonable to add code that provides support for information about the gestation period of mammals to the parent class. A platypus however, is unique in that out of the many mammal types that exist, it is the only mammal to lay eggs instead of give live birth. The composition approach could simply have animal subtypes attach an object of the class type GestationInformation, and add it to all mammals but the platypus, rather than trying to override the parent attributes and create explicit exceptions in code for just the platypus.

* 1. (7 points) What is the difference between a *deep* vs a *shallow* copy? What can you do to make one or the other happen?

Shallow copies are exact copies. This notably also includes copying stored memory addresses, such as pointers. A deep copy however will go ahead and check the values stored in those memory locations and copy them to a new memory address held by the copy. This is important because a simple copy can, intentionally or unintentionally, end up changing a stored value for the original as well as the copy if only one of the two changes it if this value is accessed by pointer. It’s not usually necessary to create a deep copy. The compiler will usually automatically create a fairly good shallow copy without having to tell it how to do so if it needs to. The exception to this is when dynamic memory allocation and pointers are involved. In this case, you must specify how the program will create the deep copy, such as by overloading the “=” operator.

* 1. (7 points) What is the difference between a *constructor* and a *destructor*? Are they both mandatory or even necessary?

At first glance, constructors and destructors both look somewhat similar syntactically, although they still have minor syntax differences. They both are named exactly after the class they are part of, although a destructor’s name begins with “~” to specify it is the destructor. Neither method has an attached type or return statement, and additionally the destructor does not support any arguments. As such, while a class can support multiple constructors if they accept different parameters, a class will only have one destructor.

Although their syntax looks somewhat similar to other methods in a class aside from these minor differences, neither the constructor or destructor can be explicitly called. Instead, the constructor is called automatically at the creation of an object according to which parameters are passed in, while the destructor in contrast is called any times an object is deleted or goes out of scope.

Strictly speaking, specifying a constructor or destructor is not required as the compiler will automatically provide them for you if one is missing, however it may be a good idea to do so. Destructors rarely need to be explicitly defined, with the only general exception that they should be defined if an object is to make heavy use of pointers and dynamic memory so that the destructor can define how to return memory to the system and avoid a memory leak. Constructors on the other hand are pretty useful for specifying the initial state of objects on their creation. Making any nondefault constructors for this purpose however requires a default constructor to be specified as well, even if the programmer doesn’t end up using it in the program.

* 1. (7 points) What is *static* vs *dynamic* typing? Which does C++ employ and which does Python employ?

Static vs dynamic refers to a mutually exclusive property of different programming languages. Static typing requires the programmer to specify the type of a variable explicitly. In contrast, with dynamic typing, the type of a variable does not need to be specified and is instead done automatically according to the context of the value it is created with. C++ and Java are examples of languages which employ static typing, while Python is a good example of a language which uses dynamic casting. Here is a simple example of how an integer is declared in C++ vs Python to illustrate.

C++:

int myNumber = 10;

Python:

myNymber = 10

* 1. (7 points) What is *encapsulation* vs *abstraction*? Please give some examples!

I don’t know much about the specifics of how electronic circuits work. This may seem almost impossible given that I study computers, devices which rely upon countless electronic circuits, however the reason this is possible is a concept called abstraction. Abstraction involves ignoring or hiding the irrelevant specifics in order focus only on the relevant details. In software design, abstraction is used as a design principle to roughly plan how a program will be created. Abstraction is often confused with encapsulation. While the two may sometimes overlap, they nonetheless have clear differences.

Encapsulation is an implementation concept of taking and bundling together a set of code related to some purpose, and then protecting it by making it so that outside pieces of code will only utilize the internals of the code through a set of predefined interfaces to protect and sometimes hide the internal state of the code. Here is a good example. Lets say I make a class to help model the inventory in a warehouse, and that inventory has a name, as well as a unique identifier number which is generated based upon that name. I could start by adding all the methods I believe would be useful when adding inventory. Then, it would be important to ensure that the name is not changed without also changing the identifier number, since that is dependent upon the name. In order to do this, both the name and identifier are set to private, and a method is written to properly handle changing a name so that the identifier also changes called setName(string newName). In this case, it is pretty clear. As the designer of this class, I have not hidden concept from myself about it, since I designed it and know how it works. I have however, encapsulated the code into a single entity capable of handling it.

* 1. (7 points) What is the difference between an *abstract class* and an *interface*?

In OOP, interfaces describe what objects can do. This idea can be extended to create an interface class. Interface classes are similar to abstract classes, or even a type of abstract class. The distinction is that while an abstract class has at least one pure virtual method and may have one or more normal methods as well, an interface will only have pure virtual methods. No method within an interface class will have any implementation, and much like abstract classes, interfaces can not directly be used to create objects.

The underlying concept behind both is polymorphism. It may be obvious what behavior and methods objects derived from a parent class should be capable of, however many derived classes of the parent may need vastly different code to achieve such a result. For example, a parent class called Shape may make sense to add a function called getArea() that returns the area of the shape. In fact, now that I’m proofreading my answers, some code on a later question did essentially that. Of course, every shape will require a different formula in order to calculate its area even if they all can return their area somehow, and can fill out the implementation in its own derived class. In turn, code outside doesn’t need to bother knowing what type of derived shape it will be getting the area for in advance to know it can call the getArea() function. On the other hand, it is important to be able to reuse code when possible, so defining implementations for a parent class can be helpful. This however, creates another issue, the possibility of inheritance issues. As such, a class which will be involved in a great deal of inheritance without much potential to reuse code is best implemented as an interface class. In contrast, when inheritance issues are less likely and it is desirable to reuse code by defining implementations in the parent class, abstract classes with one or more implementations for a method is preferable.

* 1. (7 points) What is the difference between a *virtual function* and a *pure virtual function*?

Virtual functions are an important way to implement run-time polymorphism. Virtual functions are when a method of a parent class can be overridden by its derived classes. This does not mean that this must be used, as a virtual function still contains an implementation, allowing the parent class it is part of to still be called to create a fully functional object if no pure virtual functions are used as well. In contrast, a pure virtual function is used to create abstract or interface classes. They have no implementation at all, and must somewhere down the line be overridden by a derived class in order to be able to create an object.

Example:

class Shape{

public:

~Shape();

int height, area;

//This is a virtual function

virtual int getHeight( )

{

return height;  
}

//This is a pure virtual function

virtual int getArea( ) = 0;

};

* 1. (7 points) What is the difference between *Function Overloading* and *Function Overriding*?

Function overloading and function overriding are both ways of achieving polymorphism in a program, however they differ in type. Function overloading is a way of achieving compile time polymorphism. It is achieved by defining and calling a function with the same name, but a different list of parameters. The compiler simply links the line of code to the corresponding function according to the parameters passed in where it gets called. In contrast, function overriding achieves runtime polymorphism. A derived class uses its own implementation for a function instead of its parents. Look at the above example in part (i). If a derived class called Ellipse is created with Shape as its parent and implements its own method for getHeight(), such as if it also stored a rotation for the ellipse and needed to return the height for a given rotation, it would be overriding its parent class when this function is called.

1. Define the following and give examples of each :
   1. (5 points) Polymorphism

Polymorphism is when the same form can give different behavior in certain circumstances. In OOP, it is used to create code that appears to behave more naturally and intuitively for given inputs. For example, a function can be overloaded creating compile time polymorphism in order appropriately handle inputs, such as treating a floating point or integer parameter different, or a function overridden so that a derived class can perform a function more appropriate for it creating runtime polymorphism.

* 1. (5 points) Encapsulation

Encapsulation is the bundling together of related piece of code that serves a single purpose. Proper class design in C++ is a good example. A class exhibits a good degree of encapsulation if it has a clear purpose, properly protects with access restrictions its attributes in order to preserve its integrity, and has public functions that clearly establish how it is supposed to communicate with outside code in order to serve its purpose. Encapsulation is primarily associated with the implementation of code.

* 1. (5 points) Abstraction

Abstraction is simply filtering out unnecessary details to efficiently think about a subject. For example, a project lead does not always need to know the specifics about how computers work, or how the team members he manages will eventually decide to specifically implement his plan in order to design the general blueprint for how a program will work. It is already enough that he knows what purpose the program as a whole must serve, what general parts to it must exist, and how he can divide those certain parts of the program between team members to iron out the details.

1. (a) (5 points) What is a default constructor?

Default constructors run when no parameter is passed when creating a class. It is like the established default protocol for how an object of a certain class should be created. If no default constructor exists and the user has not created nondefault constructors, the compiler will attempt to automatically generate one for you.

* 1. (5 points) What is an overloaded constructor? And is there a limit to the number of overloaded constructors you can have?

An overloaded constructor is a nondefault constructor which accepts a set of parameters. This is useful because it allows you to easily support selecting the initial state of your objects, like the initial dimensions in a constructor for a shape class. The only major limit to the number of overloaded constructors is the fact that they all must have separate parameter lists. Otherwise, the programmer can include however many they desire.

* 1. (5 points) What is a copy constructor? Do you need to create a copy constructor for every class you define?

Copy constructors define how to initialize an object using another object of the same class. It is not always needed as the compiler will attempt to generate a copy constructor for you which creates a shallow copy of the object. However, if the programmer wishes to obtain a deep copy, such as when pointers or dynamic memory allocation is used, they must explicitly design one. Copy constructors have this general syntax:

class exampleClass

{  
 public:

//This is the copy constructor

exampleClass(const point &rhs)

{//Internal copy code goes here

}

}

* 1. (5 points) What is a deep copy, and when do you need to worry about it?

Deep copies are copies which properly handle dynamic memory allocation and pointers. In a simple shallow copy, issues can arrise because everything is copied perfectly, including memory addresses. This leads to issues where changing the values stored at that address by the original or the copy will effect the value for both. Deep copies get around this by copying the values stored at these locations to a new address. If dynamic memory and pointers aren’t involved, you are free to simply use a shallow copy, which the compiler will generally provide.

* 1. (5 points) Is there a relationship between copy constructors and deep copying?

Yes, compiler generated copy constructors can cause issues when deep copying is needed. The compiler automatically creates a shallow copy constructor if none is explicitly created by the programmer. As such, whenever dynamic memory allocation and pointers are involved and a programmer wants the values of the copy and original object to stay separate, a programmer needs to design a copy constructor.

* 1. (5 points) Is a copy constructor the same as overloading the assignment operator?

Not quite. When written to work on an object, the assignment operator will replace the values of an already existing object. In contrast, a copy contstructor is used to create an entirely new objects. Additionally, the methods to go about setting up support for the two are not the same. A copy constructor must be set up like in the answer to 3(c), whereas the assignment overload looks like this:

exampleClass& operator = (const exampleClass& rhs)

{

//Self assignment check  
//Internal code

Return \*this;  
}

* 1. (10 points) Give one or more reason(s) why a class would need a destructor.

Destructors are necessary when dealing with pointers and dynamic memory allocation. If memory gets dynamically allocated without a destructor being defined and designed properly by the programmer, a memory leak will occur when the object gets deleted or leaves scope. As such, destructors should be made and filled with the corresponding code to delete dynamically allocated variables whever they are used.

1. (10 points) What is the difference between an abstract class and an interface?

|  |
| --- |
| **Hint:**  You should include in your discussion:   * Virtual Functions * Pure Virtual Functions |

In OOP, interfaces describe what objects are capable of doing. This idea can be extended to create an interface class. Interface classes are similar to abstract classes, and even a type of abstract class. The distinction is that while an abstract class has at least one pure virtual method and may have one or more normal methods as well, an interface will only have pure virtual methods. No method within an interface class will have any implementation, and much like abstract classes, interfaces can not directly be used to create objects because they are exclusively pure virtual functions.

The underlying concept behind both is polymorphism. It may be obvious what behavior and methods objects of a parent class should be capable of, however many derived classes of the parent may need vastly different code to achieve such a result. For example, a parent class called Shape may make sense to add a function called getArea() that returns the area of the shape. Of course, every shape will require a different formula in order to calculate its area even if they all can return their area somehow, and can fill out the implementation in its own derived class. In turn, code outside doesn’t need to bother knowing what type of derived shape it will be getting the area for in advance to know it can call the getArea() function. On the other hand, it is important to be able to reuse code when possible, so defining implementations for a parent class can be helpful. This however, creates another issue, the possibility of inheritance issues. As such, a class which will be involved in a great deal of inheritance without much potential to reuse code is best implemented as an interface class. In contrast, when inheritance issues are less likely and it is desirable to reuse code by defining implementations in the parent class, abstract classes with one or more implementations for a method is preferable, including the use of virtual methods, which can be functional methods but later overridden by a derived class if necessary.

1. Describe the following (make sure you compare and contrast as well):
   1. (5 points) Public

Public members are those that will be accessible to everything even outside the object as if it is a normal variable or function. Member with public access rights is similar to the default behavior of structs. It has no access protection and is declared in a class or struct code block with the private: keyword, as well as during inheritance, although not to escalate access rights. For example, “setter” and “getter” methods are customary public methods to allow outside code to interact with other more private methods in a controlled manner. These methods are called outside the object, and the object responds accordingly by changing or returning the corresponding attributes.

* 1. (5 points) Private

Private members are those that are restricted to only be usable by the specific object itself. Code outside the class is not able to access or change any private code within an object of a class. Not even different objects of a derived class can interact with it. There is one exception to this, a method can be specified as a friend to be allowed access to a private method. Private access can be a key aspect in encapsulation, as it helps protect and preserve the internal state of an object’s variables from being improperly modified. By default, all members of a class are private unless specified. It can be declared by writing “private: “, as well as during inheritance to hide members.

* 1. (5 points) Protected

Protected access means that only members of the base class as well as any derived classes have access to an object of the class’s members. Additionally, access can be granted to other functions by declaring them as a “friend” function. No other code can interact with the protected code. It can be useful when heavily using inheritance with the intent that subclasses be able to function similar to the base class. It can be declared by writing “private: “, as well as during inheritance to hide members, although not to escalate access rights. Here is an example.

class ExampleClass2 : protected ExampleClass

{

//Internals  
}

…

ExampleClass2 example2Object;

example2Object will have access to all the public and protected members of ExampleClass.

|  |
| --- |
| **Hint:**   * Make sure you define each item individually as well. * Use examples. * If your not sure, use examples to make your point. * Ummm, example code is always welcome. |

1. (10 points) What is the diamond problem?

![](data:image/jpeg;base64,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)

|  |
| --- |
| **Hint:**   * This is a question about multiple inheritance and its potential problems. * Use examples when possible, but explain thoroughly. |

The diamond problem is an issue that can arise when dealing with multiple inheritance. It occurs when a class, lets call it class Square, inherits from two classes, which we will call Rectangle and Trapezoid, which in turn inherited from a common parent class, which we will call Quadrilateral and imagine has the method getSides() which just returns the integer four. It is named as it is because the corresponding inheritance tree looks like a diamond. The issue is that Square will try to inherit Quadrilateral’s members such as getSides() from both Rectangle and Trapezoid, but won’t know which to inherit from.

This can be solved in C++ by using virtual inheritance like this:

class Rectangle: virtual Quadrilateral{… };

class Trapezoid: virtual Quadrilateral {… };

class Square: Rectangle, Trapezoid {… };

This lets the compiler know to treat Quadrilateral directly as the parent class that Square gets its getSides() function from, instead of trying to hand it two copies of getSides() from both Trapezoid and Rectangle.

1. (10 points) Discuss Early and Late binding.

|  |
| --- |
| **Hint:**   * These keywords should be in your answer: **static, dynamic, virtual, abstract, interface**. * If you haven’t figured it out .... use examples. |

Early and late binding are concepts related to polymorphism. Early binding, also known as static binding, is when the compiler pairs a function call and its definition during compilation. This can be used to achieve compile time polymorphism by overloading functions, as the compiler will simply pair a function with the corresponding definition for the passed parameters.

Late binding, also known as dynamic binding, is when the program only matches the correct definition for a function call while the program is running. This can be used to achieve runtime polymorphism. The method to achieve this is with the use of virtual functions. Labeling something as a virtual function lets the compiler know to perform late binding and override it with the correct function at runtime. Abstract classes and interfaces are good examples of this. An abstract class has at least one pure virtual function that doesn’t even have an implementation and as such can’t even produce an object outside of inheritance. Interface classes take this to an extreme however, being composed entirely of pure virtual functions to be overridden later.

1. (20 points) Using a **single** variable, execute the show method in *Base* and in *Derived*. Of course you can use other statements as well, but only one variable.

|  |
| --- |
| class Base{  public:  virtual void show() { cout<<" In Base n"; }  };  class Derived: public Base{  public:  void show() { cout<<"In Derived n"; }  }; |

**Hint:** This is implying that dynamic binding should be used. A pointer to the base class can be used to point to the derived as well.

void main()

{

Base \*singleVar = new Derived;

singleVar->show();

singleVar = new Base;

singleVar->show();

}

1. (15 points) Given the two class definitions below:

class Engine {} *// The Engine class.* class Automobile {} *// Automobile class which is parent to Car class.*

You need to write a definition for a Car class using the above two classes. You need to extend one, and use the other as a data member. This question boils down to composition vs inheritance. Explain your reasoning after your write you Car definition (bare bones definition).

class Car: public Automobile

{

private:

Engine thisEngine;

//Other private members can go here.

public:

//Public members can go here.

};

I chose to make Car a derived class of Automobile and composed of an engine. My reasoning for this is that it fit pretty neatly into the “is a” vs “has a” questioning to do it like this. A car is an automobile that has an engine. As such, its general behavior for whatever program this would be a part of would probably best be modeled like how Automobile is modeled, with minor tweaks as necessary.

1. (20 points) Write a class that contains two class data members *numBorn* and *numLiving*. The value of *numBorn* should be equal to the number of objects of the class that have been instanced. The value of *numLiving* should be equal to the total number of objects in existence currently (i.e., the objects that have been constructed but not yet destructed.)

class Num

{

static int numBorn;

static int numLiving;

public:

Num()

{

numLiving++;

numBorn++;

}

~Num()

{

numLiving--;

}

}

int Num::numBorn = 0;

int Num:: numLiving = 0;

1. (a) (10 points) Write a program that has an abstract base class named *Quad*. This class should have four member data variables representing side lengths and a *pure virtual function* called *Area*. It should also have methods for setting the data variables.
   1. (15 points) Derive a class *Rectangle* from *Quad* and override the *Area* method so that it returns the area of the Rectangle. Write a main function that creates a Rectangle and sets the side lengths.
   2. (10 points) Write a top-level function that will take a parameter of type *Quad* and return the value of the appropriate Area function.

**Note:** A **top-level function** is a function that is basically stand-alone. This means that they are functions you call directly, without the need to create any object or call any class.

#include <iostream>

using namespace std;

class Quad

{

public:

void setSideA(int input)

{

sideA = input;

}

void setSideB(int input)

{

sideB = input;

} void setSideC(int input)

{

sideC = input;

} void setSideD(int input)

{

sideD = input;

}

virtual int Area() = 0;

protected:

int sideA, sideB, sideC, sideD;

friend int areaQuad(Quad&);

};

class Rectangle : public Quad

{

protected:

friend int areaQuad(Quad&);

int Area()

{

return sideA \* sideB;

}

public:

void createRectangle(const int length, const int width)

{

sideA = sideC = length;

sideB = sideC = width;

}

};

int areaQuad(Quad& inQuad)

{

return inQuad.Area();

}

int main()

{

Rectangle rec1 = Rectangle();

rec1.createRectangle(5, 5);

cout << areaQuad(rec1) << endl;

return 0;

}

1. (10 points) What is the rule of three? You will have answered this question (in pieces) already, but in the OOP world, what does it mean?

The rule of three in regards to object oriented programming makes a prescription based upon three possible parts of a class. These three parts are the destructor, the copy constructor, and the copy assignment operator. The rule states that if a class has one of these explicitly designed, it should probably have all three. The reason for this is that the most common reason for creating any one of these is the same reason they all are created.

But first, why are any one of these generally created? The compiler will generally automatically create simple versions of all of these for you. For example, when trying to make use of the copy constructor or copy assignment operator, the compiler will try to automatically make you a shallow copy. In general the compiler does a pretty good job of this, with one exception. When pointers and dynamically allocated memory are involved, the compiler generated versions are usually insufficient for all three of these things. It will fail to make a deep copy for the copy constructor and copy assignment operator, and it will allow a memory leak unless the programmer defines a proper destructor for it. It is for this reason that these three parts are a good deal to implement together if any are to be used.

1. (10 points) What are the limitations of OOP?

Object oriented programming is a broad programming paradigm with three main focuses: encapsulation, inheritance, and polymorphism. The general idea is to bundle together and protect the state of related pieces of code focused on a singular purpose into an abstract data type which communicates with other code based upon signals it receives. The first main criticism of OOP is that this may not be necessary in smaller programs. For a very small program that doesn’t need the use of any abstract data types, this can be too much, and waste massive amounts of time overengineering a simple problem.

The second main limitation with OOP, is that it is a broad programming paradigm with those three main focuses. Each of those three focuses bring numerous benefits, but they also require sacrifices to obtain. Encapsulation can be a wonderful idea that creates a powerful piece of code capable of accurately achieving its purpose in an organic way, without the need for others to totally understand the mechanics of said code, only how interact with it. But it can also obfuscate and hide critical underlying issues when said code goes wrong. Inheritance can lead to less code repetition and better polymorphism, but it can also lead to ambiguity, complex code, and issues like the diamond problem. Polymorphism can make code respond dynamically to different possible states, however this by definition makes it at odds with the concept of creating deterministic and immutable programs. As such, the complex relationships that can emerge within OOP can lead to unobvious causes of failure as well as missed potentials for optimization. As such, some programs even outside of small ones may benefit more from a diametrically opposed coding paradigm to OOP such as functional programming.

All of this assumes that everyone will receive all of these benefits from the use of OOP. In reality OOP is just as much a theory as it is a skill that takes a great deal of study and practice to develop and use properly. While an experienced OOP designer has a major advantage creating massive and modular projects, an amateur is quite liable to instead create massive, unmanageable, and highly coupled code by focusing too heavily on classes.