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# 1 Introduction

## Sudoku
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There have been various algorithms implemented to solve the Sudoku problem. The way a human solves the easier problems revolves around using the numbers already in the board and using logic to determine the missing numbers in each cell. When the problem becomes harder and requires the person to start guessing numbers, simple algorithms such as backtracking can be used to come to a solution in a shorter time than the human. The problem with the brute-force backtracking is the efficiency of the algorithm especially as the number of empty cells starts to increase as the Sudoku problem gets harder.

The answer to solve this efficiency problem could be the use of the stochastic algorithm optimization. Where backtracking searches through all the possible solutions to find the optimal result, stochastic algorithms can reduce the number of searches by stochastically iterating through the solution space for a puzzle only taking improvements to the potential solution. This allows the algorithm to move forward towards the optimal solution without having to check every possible outcome of the puzzle with the complexity of the problem being almost irrelevant to the efficiency of the algorithm.

## Motivation

The problem with all these algorithms is since all stochastic algorithms are different it can be very hard to tell which one is the most efficient to use on a Sudoku puzzle and more importantly are different algorithms better for different difficulties of problem. On an easier puzzle a backtracking algorithm might be the most efficient as there are fewer empty cells and the backtracking can cycle through all the possibilities quicker than a stochastic algorithm can come to an optimum solution. However, the more complex problems might require a more efficient stochastic algorithm but it’s unclear which one is the best to choose.

This paper explores a number of the different stochastic algorithms that can be employed to solve Sudoku problems along with backtracking to allow for a base brute-force case to also be examined alongside the more efficient algorithms. These can then be compared against each other in terms of their speed and number of iterations taken to reach the optimum solution. These can also be compared at a number of different difficulties of puzzle across a wide set of problems to ensure the comparison is as accurate as possible.

## Aim

To develop a test bed that allows for the comparison of three main sudoku solving algorithms at a range of difficulty of puzzle.

## 1.4 Objectives

1. Explore current methods of sudoku solving and select three
2. Develop test bed to allow comparison of algorithms
3. Establish test data for comparison of algorithms
4. Implement algorithms into the test bed

1. Evaluate implemented sudoku algorithms at multiple complexities
2. Explore state of the art sudoku solving tools and evaluate selection

# 2 Background Research

Within this chapter, the topics that will be covered are Sudoku puzzle generation and the ways that it can be achieved, the algorithms that are intended to be implemented for the system and details of similar research into Sudoku algorithm comparison. This allows me to justify the design decisions that are made later on during the development.

## 2.1 Sudoku Puzzles

When looking at the way an algorithm solves a Sudoku, we first need to look at the techniques used by a person to solve a puzzle and how these are adapted for the computer algorithms. The techniques used by the solver will depend on the difficulty of the puzzle and also the skill of the solver to be knowledgeable about all possible techniques. The logical approach taken by a human solver is not easily adapted by a programmer into an efficient algorithm, so we have to look at Sudoku from a different angle when using algorithms.

Since a Sudoku puzzle is usually a 9x9 grid containing 81 cells, we can define the 3 criteria that a valid solution must meet as [2]:

* Each Row must contain each number 1-9 only once
* Each Column must contain each number 1-9 only once
* Each 3x3 sub-box must contain each number 1-9 only once

This gives the rules that an algorithm needs to follow when deciding if it has reached a solution to the puzzle. This is the basis of all algorithms for Sudoku solving as these are the constraints that they used to test for the number of errors and correct solutions.

## 2.2 Puzzle Generation

Sudoku puzzle generation is important to this project as it allows for vast amounts of test data to be created and for the test data to be designed to be the most effective for comparison of algorithms. An example of this is being able to set the difficulty of the puzzles that are being produced which can be imported from a third party that has a database of pre-generated puzzles stored or by generating original boards within the system.

### 2.2.1 Pre-generated Puzzles

The simplest way for an algorithm to be tested on a valid sudoku board is to take already generated puzzles from the internet or Newspaper and implement them in a format that can be read by the algorithm and then solved [3]. This is used is research when a single algorithm’s performance is being tested against a limited selection of puzzles and a vast number of these puzzles it not required [4].

Choosing pre-generated puzzles guarantees that each puzzle will only have one solution and the difficulty of the puzzle will be guaranteed for each one, allowing for more emphasis on the algorithms. However, my aim is a comparison of algorithms and a more accurate comparison requires a big sample size. This is possible with pre-generated puzzles if I can get them automatically integrated from the generation website to my implementation but the complexity of that is similar to generating my own puzzles.

### 2.2.2 Generating Puzzles

There are two main advantages of generating puzzles as test data, the first is that you can control the difficulty of the puzzles that are being created which allows you to test algorithms against a very specific difficulty which allows for more accurate data. This is done by regulating the number of cells that are filled in the 9x9 board with more cells filled making the puzzle easier and having less making it harder.

The second is that these generated puzzles can be created in huge volumes due to them being created by the system which is infinitely faster than manually entering them from a third party. Also, when these puzzles are created the format that they are in is controlled by the system and therefore allows them easily to be parsed in and out of algorithms to be tested.

This is why many papers in the subject of sudoku solving, also incorporate the creation of the puzzles as it not only improves the research that they are doing but also allows for really good test data. This is shown [5] where the solving of sudoku puzzle using genetic algorithms are being looked at but also generation is incorporated into it.

Research into existing computer-based puzzle generators shows that there are 2 methods for random puzzle generation given a grid.

Bottom-up generation begins with blank grid [6]:

* Adds random numbers to random cells in the grid
* Solve the puzzle to find unique solution, if not unique remove number and try another random number and cell
* Repeat for desired difficulty

Top-down generation begins with solved grid [7]:

* Remove numbers from random cells
* Solve the puzzle to find unique solution, if not unique add number back and try another cell
* Repeat for desired difficulty

Both these methods are similar in the way they created the final puzzle to solve, they both require a solving algorithm to determine if there is unique solution for the current puzzle but there is a difference in what the solving algorithm needs to accomplish in the generation. Top-down generation starts with a solved grid, the most efficient way to do this is using a solving algorithm on an empty grid, this works in creating a solution as every solving algorithm as the 3 constraints of a sudoku in it as these are the constraints used to check whether a solution is correct or not. Therefore, using this to create a completed puzzle ensures that it will be a valid solution.

Another difference is when the puzzle is solved to find a unique solution. Bottom-up generation will start by solving an almost empty grid and as more numbers added less computation will need to be done for the puzzle to be solved. Also, there will initially be many solutions to the grid and therefore the solving algorithm will need to be run multiple times to prove that there are these different solutions.

Whereas in top-down generation, after the grid is initially populated by the solving algorithm, the solving algorithm will be run over an almost complete grid and as more numbers are removed, the computation will increase. Also, the search for multiple solutions will grow as more numbers are removed whereas in bottom-up it will decrease as more numbers are added.

The solving algorithm used for generating the grid in top-down generation and for finding a unique solution in both methods has varied but the most common and overall fastest algorithm is the brute-force backtracking solver, due to it being effective at finding multiple solutions quickly as it tries every possibility. There is also research into using genetic algorithms for Sudoku generation [5] that due to the randomness of stochastic algorithms allows for multiple solutions in the bottom-up version to be found very fast. It also enables the generation of the complete grid in top-down to be done with potentially more randomness than if a brute-force variation was used instead.

The desired difficulty of the Sudoku when one is being algorithmically generated is dependent on the number of numbered cells that is given. The fewer numbers are given the more work that has to be done in order for the puzzle to be solved. However, this is not always true [8] as it is purely based on the techniques that need to be used in order for the puzzle to be solved and a puzzle that contains more filled cells can need the use of more complex strategies by the solved to complete the puzzle. Although there are many exceptions to this rule, the majority of puzzles follow the correlation between number of cells filled and difficulty to solve.

## 2.3 Algorithms

The algorithms most commonly looked at are the stochastic algorithms which are all the ones being compared apart from backtracking. Simulated Annealing, Genetic Algorithm and Hill Climb are all similar in design but have a different take on the stochastic approach.

Selecting the right algorithms is important as there needs to be a variation in the algorithms that are being compared to allow for good data to come out of the project. Backtracking is the brute-force algorithm and therefore is a good base for other algorithms to try and beat. The other stochastic algorithms are used to compare against each other and try and beat backtracking in time taken and efficiency.

### 2.3.1 Backtracking

Brute-force backtracking is the most basic and least intelligent algorithm for sudoku solving. In the theme of all brute-force algorithm, it involved searching the whole solution space for a valid answer to the puzzle [9].

The algorithm will select the first empty cell in the grid and try and place a 1. If the 1 breaks on of the 3 constraints of Sudoku, then the algorithm will try the number 2 all the way up to the number 9. When a number of found that does not break any of the constraints then it is added to the cell and the algorithm moves on to the next empty cell, repeating the process until it reaches the end of the grid.

If the algorithm iterates through all the numbers 1-9 without finding a valid option, it will backtrack back to the previous cell and try a new number. This allows for all the possible options for the solution to be tested and therefore the only exit scenarios are that the puzzle is solved, or all possible solutions were tested, and the Sudoku is unsolvable.

Backtracking can be used effectively for comparison against other [10], more complex algorithms as it gives a very good base case of the most straight forward type of algorithm and therefore gives a good comparison of if the more complex algorithm is worth it.

### 2.3.2 Simulated Annealing

Simulated Annealing (SA) is an optimization technique which is used for finding the optimal state of a problem by running a series of moves given certain conditions [11]. For each move, a neighbouring state is found by making a small random change to the state of the current state. The new state is then evaluated using a cost function to determine if the new state is an improvement on the current state. If the new state is an upgrade on the current state, then the algorithm changes the new state into the current state. If the new state is worse, then the state only changes given an acceptance probability condition is met, if this is not met then the new state is abandoned, and another move is made.

The acceptance probability is proportional to a temperature which changes throughout the run. Initially, the temperature is set high which allows for more bad moves to be made but as more moves are made the temperature decreases, meaning there is a lower chance for a bad move to be made by the algorithm.

One of the first examples of SA [12] shows how the algorithm can be adapted to allow for solving of Sudoku puzzles. Each state is represented as a matrix with each initially empty cell being filled with random values so that every 3x3 block within the puzzle contains the numbers from 1-9, allowing for one of the constraints of a valid solution to always be true. This means that when a new neighbouring state is being created, the way it differs from the current state is by randomly choosing 2 cells within a block that are not fixed and swapping them.

The way the cost function is implemented in [12] is by looking at each row and column individually and calculating the number of values in each that is missing. Then the total cost of the state is the sum of all rows and columns values, this can be optimised by only recalculating at most 2 rows and 2 columns after each new move as the only costs that will have changed are if the numbers have been swapped.

Another approach [13] uses Quantum Simulated Annealing (QSA) which is different to SA in the way it determines the distance between neighbouring states are. In SA the temperature is used for moving from current to new states, whereas in QSA there is a tunnelling field strength which is used to determine the distance between the current state and the neighbouring state.

### 2.3.3 Genetic Algorithm

Genetic algorithms (GA) [14] are a family of optimisations inspired by survival of the fittest and evolution. It involves using a fitness function on each chromosome in a population to find the optimum solutions. These are then taken and used to create a new population that is closer to the potential solution.

There are 3 principle stages of a GA:

* Population Initialisation: create a population containing a selection of random chromosomes.
* Fitness Calculation: test each chromosome in the population against a fitness function to determine which are closer to a potential solution
* Selection: choose chromosomes from the population based on the fitness scores. Then, either 2 chromosomes are combined to form new chromosomes which is called crossover, or a chromosome is changed on its own. That is called mutation.

Fitness calculation occurs on all the chromosomes in the population to allow for the best to be selected for reproduction. Selection then occurs repeatedly until a new population is created, allowing the fitness calculation to be repeated again.

To adapt this algorithm to allow for solving of sudoku some changes have to be made. There are different ways that the initialisation can be achieved, similar to Simulated Annealing [15] it can be implemented by imposing a restraint on the random initialisation by only allowing every block to contain the numbers 1-9, meaning the fitness function only needs to check rows and columns to check correctness. This implementation [16] does not restrict the randomness of the initialisation but instead the fitness function checks all 3 conditions of the Sudoku puzzle.

The fitness functions involve calculating the number of errors in the potential solution using the constraints that weren’t already satisfied by the initialisation function. Here [17] there are 4 constraints defined with an added constraint of the original numbers in the puzzle remain in their original position, something that [16] this implementation achieves in the fitness function.

This means that these two stages in the GA must allow for the 4 constraints in the puzzle to be met, the splitting of these constraints between the 2 steps should make no difference to the outcome of the algorithm.

The third stage of GA, selection, can be described as crossover and mutation due to that being the processes used to create the new population. When using GA for Sudoku solving, the constraints that were satisfied in the initialisation stage of the algorithm must be upheld during the crossover and mutation stage. In [17] the constraints handled in initialisation are 3x3 sub-boxes and that original numbers remain in their positions. This means that when crossover occurs, it must occur in the 3x3 boxes to ensure they stay valid but also make sure an original number is not one of the numbers being changed.

### 2.3.4 Hill Climb or Tabu Search

## 2.4 Existing Systems

There are a range of research papers comparing Sudoku solving algorithms, but the algorithm choices and methods of comparison differ for each one.

The paper [13] uses different types of stochastic algorithm and combinations of these algorithms for comparison that result in finding what algorithms are able to solve Sudoku problems and which are not. The use of only stochastic algorithms is useful as it is algorithms that have never been used before for solving Sudoku and therefore gives an idea of which of them can successfully solve a puzzle and which cannot. This, however, only considers stochastic algorithms but other types of algorithm may be more efficient or quicker.

This project [10] also contains a variety of stochastic, backtracking, exact cover, and constraint programming algorithms that can be compared but this implementation takes more of a generic approach to algorithm design and therefore is more of a test of what algorithms can successfully solve Sudoku puzzles. This means that it allows for a wide selection of algorithms to be compared against a Sudoku puzzle but doesn’t get any deep analysis into the algorithms as it is just an implementation.

This research [18] looks at backtracking, constraint programming and rule-based algorithms for comparison of their efficiency. Rule-based involves using rules used by humans to solve Sudoku which allows for an interesting comparison. However, there is no implementation of any stochastic algorithms for comparing against the backtracking or constraint programming.

Here [19] there is a comparison being made between brute-force, backtracking and dancing links as they are all derivates of brute-force and therefore make a good comparison. This, however, does not incorporate more complex and smart algorithms into the comparison as it only focuses on the more basic brute-force and its optimisations which misses out on some important comparisons.

This website [20] gives an empty 9x9 grid that can be filled in to with a puzzle problem and it will solve the puzzle as long as there is one solution. It uses rule-based algorithms for solving as using a well selected group of rules is very efficient at solving every kind of puzzle. The website also allows for checking whether a puzzle only has one solution and the difficulty based on which rules have to be applied for the puzzle to be solved.

## 2.5 Implementation Technologies

### 2.5.2 Python

Python [21] is an interpreted, object-oriented, high-level programming language that was conceived in the late 1980s, it is used by many of large organisations such as Wikipedia and Google for web applications. However, it has a big use in data analysis use to the effective use of scientific computing libraries such as NumPy, SciPy and Matplotlib.

The comparison between algorithms can be simplified by using the already existing libraries and it allows for easy visualisation of the data found which can be very useful for comparing the algorithms. There are also good libraries for both Genetic and Simulated Annealing that allow the implementation of the algorithms to be simplified.

### 2.5.1 Visual Studio Code

Visual Studio Code [22] is an Integrated development environment (IDE) for developing software using a range of programming languages, it integrates with Github [23] to allow for pushes to be made within the application itself. An advantage is that it allows for extensions to be added to enhance the software development phase. There is an extension for Python [24] that allows for linting and debugging of Python code which helps with development of software in Python.

An advantage of using this environment is that it is well supported and well designed to allow development to be as easy as possible and therefore is easy to use and understand which is useful when trying to learn a new language.

### 2.5.3 NumPy / Matplotlib

NumPy [25] is a Python package for scientific computing that is based around using N-dimensional arrays and high level mathematical functions for operating on the arrays [26], It also allows for integrating with C/C++ and Fortran.

This is useful as it allows for array manipulation and since the way a Sudoku puzzle is stored in a computer for an algorithm to solve it, is in an array. To make use of this efficient data structure for Sudoku solving, the use of NumPy greatly increases the way these algorithms can solve puzzles.

Matplotlib [27] is a comprehensive library for creating static, animated, and interactive visualisations in Python. It allows for easy data visualisation and makes use of numerical mathematical package NumPy.

An advantage of this is its use in showing and visualising data, the data for algorithm comparison will be displayed as a set of numbers. This will make it hard to interpret the data to find which algorithms are best. Therefore, using Matplotlib can output graphs of the algorithms for comparison against each other very quick and simply for easy analysis.

### 2.5.4 Tkinter

Tkinter [28] is the Python standard Graphical User Interface (GUI) package and even though it’s not the only GUI toolkit it is the most common one used. Since it is a GUI package it allows for the user to interact with a program by using buttons and can output information onto windows.

This is useful for the type of implementation that is being done as it allows for the user to not have to use the command line for inputs into the software and for data visualisation to be easier due to it being output in a graphical format.
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