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Цель

Целью курсовой работы является законченное поэтапное решение содержательной задачи, связанной с реализацией структур, линейных двусвязных списков на языке программирования C/C++.

# 1. Задание

Создать электронную картотеку, хранящуюся на диске, и программу, обеспечивающую взаимодействие с ней.

Программа должна выполнять следующие действия:

* занесение данных в электронную картотеку;
* внесение изменений (исключение, корректировка, добавление);
* поиск данных по различным признакам;
* сортировку по различным признакам;
* вывод результатов на экран и сохранение на диске.

Выбор подлежащих выполнению команд должен быть реализован с помощью основного меню и вложенных меню.

Задача должна быть структурирована и отдельные части должны быть оформлены как функции.

Исходные данные должны вводиться с клавиатуры. В процессе обработки картотека должна храниться в памяти компьютера в виде списков и массивов структур, связанных указателями. Типы списков и структур выбираются исходя из предметной области.

Картотека составляется по выбранной предметной области.

В программе должно быть реализовано простейшее меню. Выполнение программы должно быть многократным по желанию пользователя. Данные первоначально считываются из файла (файлов), в процессе работы данные вводятся с клавиатуры.

# 2. Уточнение задания

При выполнении задания необходимо учитывать:

1. Вводимый текст не может быть пустым.
2. Максимальная длина вводимой строки – 24 символа.
3. Пользователь может выбрать работу со стеком или очередью перед выполнением программы.
4. При смене режима работы список не очищается, а только меняется режим добавления/удаления элементов (например, добавление в начало списка для стека и в конец списка - для очереди).
5. Предметная область - база репетиторов, в которой есть такие критерии как имя, цена за час, предмет преподавания, квалификация, рейтинг.

Для данной предметной области были выбраны следующие поля структур:

Для структуры tutor:

|  |  |  |
| --- | --- | --- |
| **Имя поля** | **Тип** | **Назначение** |
| name | char\* | Имя преподавателя |
| subject | char\* | Предмет преподавания |
| qual | char | Квалификация преподавателя |
| price | int | Цена за час занятия |
| rating | float | Рейтинг преподавателя |

Для структуры Node:

|  |  |  |
| --- | --- | --- |
| **Имя поля** | **Тип** | **Назначение** |
| next | tutor\_elem\* | Указатель на следующую структуру |
| info | tutor | Вложенная структура с информацией об объекте |
| prev | tutor\_elem\* | Указатель на предыдущую структуру |

Для структуры Head:

|  |  |  |
| --- | --- | --- |
| **Имя поля** | **Тип** | **Назначение** |
| count | int | Количество узлов в списке |
| first | Node\* | Указатель на адрес первого элемента списка |
| last | Node\* | Указатель на адрес последнего элемент в списке |

Поле subject определяется введенным пользователем числом от 1 до 5, обозначающим номер предмета(по желанию можно редактировать этот список):

1. Maths

2. Computer science

3. English

4. Russian

5. Physics

Меню программы должно иметь следующую иерархию:

1 - Ввод исходных данных

2.1 - Ввод с консоли

2.2 - Ввод из файла

2.2.1 - Ввод из файла по умолчанию (database.txt)

2.2.2 - Выбрать произвольный файл

2.2.0 - В главное меню

2.0 - Назад

2 - Вывод исходных данные

3 - Действия с базой данных

3.1 - Поменять элементы местами

3.2 - Удаление элементов

3.3 - Сортировка списка

3.4 - Добавить элемент к списку

3.5 - Сохранить изменённый список на диске

3.0 - Назад

4 - Сортировка исходных данных

5 - Вывод отсортированных данных

5.1 - Вывод в консоль

5.2 - Вывод в файл

5.2.1 - Вывод в файл по умолчанию (output.txt)

5.2.2 - Вывод в произвольный файл

5.2.0 - В главное меню

5.0 - Назад

6 - Справка

0 - Выход

При выборе пункта 1 пользователю даются на выбор готовые данные из файла *database.txt* или возможность указать путь до другого файла, либо ввести данные через терминал, в этом случае программа должна получить на вход значения полей первого элемента списка, затем пользователю предлагаются добавить еще один в начало, середину или конец списка. Поля структур вводятся до тех пор, пока пользователь не захочет прекратить ввод. Таким образом формируется либо линейный, либо кольцевой двусвязный список.

При выборе пункта 2 происходит вывод введенных пользователем полей структур.

При выборе пункта 3 пользователю даются варианты действий со списками: перестановка двух элементов, удаление элемента, сохранение изменений исходного списка в файл, редактирование элемента списка, поиск элементов по критериям.

При выборе пункта 4 формируется новый список, в который входят структуры из первоначального списка, удовлетворяющие условиям, которые введет пользователь:

1. Принадлежат доходам или затратам
2. Принадлежат выбранной категории
3. Структуры, суммы которых меньше указанной пользователем

При выборе пункта 5 пользователю дается на выбор загрузить новый список в файл или вывести в терминал. Если не было введено структур, удовлетворяющим трем условиям, выводится соответствующее сообщение.

При выборе пункта 6 пункта пользователю выводится краткая справка о работе программы

При выборе 0 пункта происходит выход программы.

# 3. Контрольные примеры

Контрольные примеры приведены в таблице 1 и 2 соответственно.

Таблица 1. Контрольные примеры

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| № | Поля структуры | | | | | Критерии | |
| **Предмет:** математика**Мин. рейтинг:** 3.0**Макс. цена:** 1000 | **Предмет:** физика**Мин. рейтинг:** 4.0**Макс. цена:** 400 |
| Имя | Предмет | Цена | Рейтинг | Квал. | Вывод | |
| 1 | Alex | Maths | 900 | 5 | A | Исх. структура | - |
| 2 | Vlad | Maths | 350 | 3 | C | Исх. структура | - |
| 3 | Liza | Physics | 500 | 4 | A | - | - |
| 4 |  | English | 780 | 4 | C | Error. You entered empty string. Please, try again. | |
| 5 | Oleg | Russian | abcd | 3 | B | Error reading number. Please, try again. | |

Таблица 2. Контрольные примеры

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| № | Поля структуры | | | | | Действия с базой данных | |
| -Удалить структуру 2;  -Поменять местами структуры 1 и 2; | -Поменять местами структуры 2 и 3; -Поменять местами структуры 1 и 2; |
| Имя | Предмет | Цена | Рейтинг | Квал. | Порядок вывода структур | |
| 1 | Alex | Maths | 900 | 5 | A | 3, 1 | 3, 1, 2 |
| 2 | Vlad | Maths | 350 | 3 | C |
| 3 | Liza | Physics | 500 | 4 | A |

# 4. Краткое описание алгоритма

Начало программы.

Шаг №1. Вывод меню (функция *Menu*).

Шаг №2. Выбор пользователем пункта меню.

Шаг №3. Переход к пункту, выбранным пользователем:

Пункт 1-ый: Ввод

Пункт 2-ый: Контрольный вывод

Пункт 3-ый: Действия со списком

Пункт 4-ый: Фильтр

Пункт 5-ый: Вывести результат

Пункт 6-ый: Вывод справки для пользователя

Пункт 0-ой: Конец программы

Шаг №5: Если пользователь не захотел выйти, то переход к шагу 1.

Шаг №6. Иначе, конец программы.

# 5. Функции

## 5.1 Главная функция

**Назначение:**

Является точкой входа в программу.

**Прототип:**

int main(void)

**Пример вызова:**

Main();

**Описание переменных:**

Описание переменных приведено в таблице 6.

Таблица 6. Описание переменных главной функции

|  |  |  |
| --- | --- | --- |
| Имя переменной | Тип | Назначение |
| Переменные отсутствуют | | |

Схема алгоритма представлена на рисунке 1.

Рисунок 1. Схема алгоритма главной функции

![D:\Labs\Programming\2semestr\lab5\schems\main.png](data:image/png;base64,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)

## 5.2 Функция dbl\_list

**Назначение:**

Функция для работы с двусвязными линейными списками.

**Прототип:**

void dbl\_list(void)

**Пример вызова:**

Dbl\_list();

**Описание переменных:**

Описание переменных приведено в таблице 7.

Таблица 7. Описание переменных функции

|  |  |  |
| --- | --- | --- |
| Имя переменной | Тип | Назначение |
| Q | Int | Выбор пункта меню |
| Q3 | int | Выбор пункта подменю |
| first | int | Первый элемент swap |
| second | int | Второй элемент swap |
| HEAD | Head\* | Указатель на “голову списка” |
| NEW\_HEAD | Head\* | Указатель на “голову результирующего списка” |
| p | Node\* | Указатель на адрес очередного узла |

Схема алгоритма представлена на рисунке 2.

Рисунок 2. Схема алгоритма функции dbl\_list
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**Назначение:**

Функция для выбора пользователя: куда добавить очередной элемент списка

**Прототип:**

Void add\_item(Head\*, int\*)

**Пример вызова:**

add\_item(head, &bl)

**Описание переменных:**

Описание переменных приведено в таблице 8.

Таблица 8. Описание переменных функции

|  |  |  |  |
| --- | --- | --- | --- |
| Вид переменной | Имя переменной | Тип | Назначение |
| Формальная | HEAD | Head\* | Указатель на голову |
| Формальная | bl | Int\* | Проверка на выделение динамической памяти |
| Локальная | p | Node\* | Указатель на очередной элемент списка |
| Локальная | c | char | Выбор пользователя: добавить элемент в начало, середину, конец списка |

## 5.4 Функция get\_string

**Назначение:**

Функция чтения строки

**Прототип:**

char \*get\_string();

**Пример вызова:**

list->description = get\_string();

**Описание переменных:**

Описание переменных приведено в таблице 9.

Таблица 9. Описание переменных функции

|  |  |  |  |
| --- | --- | --- | --- |
| Вид переменной | Имя переменной | Тип | Назначение |
| Локальная | c | char | Ввод символа |
| Локальная | string | Char\* | Указатель на вектор символов(строка) |
| Локальная | i | int | Переменная для отслеживания количества символов |

## 5.5 Функция get\_int

**Назначение:**

Функция чтения числа типа int.

**Прототип:**

int get\_int(void)

**Пример вызова:**

List->money = get\_int();

**Описание переменных:**

Описание переменных приведено в таблице 10.

Таблица 10. Описание переменных функции

|  |  |  |  |
| --- | --- | --- | --- |
| Вид переменной | Имя переменной | Тип | Назначение |
| Локальная | Line | char | Буфер |
| Локальная | curChar | Char | Для записи Enter |
| Локальная | Temp | Int | Приминает 1 при успешной записи числа, иначе 0 |
| Локальная | result | Int | Возвращаемое число |

## 5.6 Функция get\_float

**Назначение:**

Функция для чтения числа типа float.

**Прототип:**

int get\_float(void)

**Пример вызова:**

List->money = get\_float();

**Описание переменных:**

Описание переменных приведено в таблице 11.

Таблица 11. Описание переменных функции

|  |  |  |  |
| --- | --- | --- | --- |
| Вид переменной | Имя переменной | Тип | Назначение |
| Локальная | Line | char | Буфер |
| Локальная | curChar | Char | Для записи Enter |
| Локальная | Temp | Int | Приминает 1 при успешной записи числа, иначе 0 |
| Локальная | result | Int | Возвращаемое число |

## 5.7 Функция get\_category

**Назначение:**

Функция для выбора категории пользователем.

**Прототип:**

Char \*get\_category(void)

**Пример вызова:**

List->category = get\_category();

**Описание переменных:**

Описание переменных приведено в таблице 12.

Таблица 12. Описание переменных функции

|  |  |  |  |
| --- | --- | --- | --- |
| Вид переменной | Имя переменной | Тип | Назначение |
| Локальная | choice | Char\* | Указатель на выбранную категорию |
| Локальная | C | Char | Проверка на конец файла |
| Локальная | q | I | Переменная, содержащая число – выбор пользователя категории |

## 5.8 Функция fill\_node

**Назначение:**

Функция для добавления записи.

**Прототип:**

Void \*fill\_node(manager, int\*)

**Пример вызова:**

Fill\_node(list, &bl);

**Описание переменных:**

Описание переменных приведено в таблице 13.

Таблица 13. Описание переменных функции

|  |  |  |  |
| --- | --- | --- | --- |
| Вид переменной | Имя переменной | Тип | Назначение |
| Формальная | list | manager\* | Указатель на новую структуру |
| Формальная | bl | Int\* | Проверка на выделение динамической памяти |

## 5.9 Функция make\_head

**Назначение:**

Функция создание головы

**Прототип:**

Head \*make\_head(int\*);

**Пример вызова:**

Head = make\_head(&bl);

**Описание переменных:**

Описание переменных приведено в таблице 14.

Таблица 14. Описание переменных функции

|  |  |  |  |
| --- | --- | --- | --- |
| Вид переменной | Имя переменной | Тип | Назначение |
| Локальная | ph | Head | Указатель на “голову” |
| Локальная | bl | Int\* | Указатель на проверку выделения динамической памяти |

## 5.10 Функция print\_managers

**Назначение:**

Выводит входные данные(записи).

**Прототип:**

Void print\_managers(manager, int)

**Пример вызова:**

Print\_managers(data, count);

**Описание переменных:**

Описание переменных приведено в таблице 15.

Таблица 15. Описание переменных функции

|  |  |  |  |
| --- | --- | --- | --- |
| Вид переменной | Имя переменной | Тип | Назначение |
| Формальная | list | manager | Указатель на вектор структур |
| Формальная | count | Int | Количество записей |
| Локальная | i | int | Переменная для цикла For |

## 5.11 Функция selected

**Назначение:**

Функция для обработки записей по критериям.

**Прототип:**

Head \*selected(Head \*, int\*)

**Пример вызова:**

New\_head = selected(my\_head, &bl);

**Описание переменных:**

Описание переменных приведено в таблице 16.

Таблица 16. Описание переменных функции

|  |  |  |  |
| --- | --- | --- | --- |
| Вид переменной | Имя переменной | Тип | Назначение |
| Локальная | New\_head | Head\* | Указатель на новый вектор структур |
| Локальная | Node | Node\* | Указатель на адрес узла в списке |
| Локальная | i | int | Переменная в цикле |
| Локальная | Expenses\_income | int | Критерий: выбор пользователя доходы или затраты |
|  | Max\_money | float | Критерий: максимальная сумма |
| Локальная | category | Char\* | Указатель на адрес строки категории |
| Формальная | My\_head | Head\* | Указатель на адрес “голову” списка |
| Локальная | bl | Int\* | Указатель на проверку выделения динамической памяти |

## 5.12 Функция add\_first

**Назначение:**

Функция для добавления элемента в начало списка.

**Прототип:**

Void add\_first(Head\*, Node\*)

**Пример вызова:**

Add\_first(my\_head, new\_node);

**Описание переменных:**

Описание переменных приведено в таблице 17.

Таблица 17. Описание переменных функции

|  |  |  |  |
| --- | --- | --- | --- |
| Вид переменной | Имя переменной | Тип | Назначение |
| Формальная | My\_head | Head\* | Указатель на адрес “голову” списка |
| Формальная | New\_node | Node\* | Указатель на новый “узел” |

## 5.13 Функция add\_last

**Назначение:**

Функция для добавления элемента в конец списка.

**Прототип:**

Void add\_last(Head\*, Node\*)

**Пример вызова:**

Add\_last(my\_head, new\_node);

**Описание переменных:**

Описание переменных приведено в таблице 18.

Таблица 18. Описание переменных функции

|  |  |  |  |
| --- | --- | --- | --- |
| Вид переменной | Имя переменной | Тип | Назначение |
| Формальная | My\_head | Head\* | Указатель на адрес “голову” списка |
| Формальная | New\_node | Node\* | Указатель на новый “узел” |

## 5.14 Функция insert

**Назначение:**

Функция для добавления элемента в любую позицию списка.

**Прототип:**

Void insert(Head\*, Node\*)

**Пример вызова:**

insert(my\_head, \*new\_node);

**Описание переменных:**

Описание переменных приведено в таблице 19.

Таблица 19. Описание переменных функции

|  |  |  |  |
| --- | --- | --- | --- |
| Вид переменной | Имя переменной | Тип | Назначение |
| Формальная | My\_head | Head\* | Указатель на адрес “голову” списка |
| Формальная | New\_node | Node\* | Указатель на новый “узел” |
| Локальная | i | int | Переменная в цикле |
| Локальная | pos | int | Номер позиции в списке |
| Локальная | p | Node\* | Указатель на “узел” для работы со списком |

## 5.15 Функция swap

**Назначение:**

Функция для перестановки элементов.

**Прототип:**

Void swap(Head\*)

**Пример вызова:**

swap(HEAD);

**Описание переменных:**

Описание переменных приведено в таблице 20.

Таблица 20. Описание переменных функции

|  |  |  |  |
| --- | --- | --- | --- |
| Вид переменной | Имя переменной | Тип | Назначение |
| Формальная | HEAD | Head\* | Указатель на адрес “голову” списка |
| Локальная | First | int | Номер первой позиции в списке |
| Локальная | Second | int | Номер второй позиции в списке |
| Локальная | P\_one | Node\* | Указатель на “узел”, требуемый для перестановки двух элементов в списке |
| Локальная | P\_two | Node\* | Указатель на “узел”, требуемый для перестановки двух элементов в списке |
| Локальная | Buff\_one | Node\* | Указатель на “узел”, требуемый для перестановки двух элементов в списке |
| Локальная | Buff\_two | Node\* | Указатель на “узел”, требуемый для перестановки двух элементов в списке |

## 5.16 Функция remove\_node

**Назначение:**

Функция для удаления элементов в списке

**Прототип:**

Void remove\_node(Head\*)

**Пример вызова:**

remove\_node (my\_head);

**Описание переменных:**

Описание переменных приведено в таблице 21.

Таблица 21. Описание переменных функции

|  |  |  |  |
| --- | --- | --- | --- |
| Вид переменной | Имя переменной | Тип | Назначение |
| Формальная | My\_head | Head\* | Указатель на адрес “голову” списка |
| Локальная | i | int | Переменная в цикле |
| Локальная | pos | int | Номер позиции в списке |
| Локальная | p | Node\* | Указатель на “узел”, требуемые для удаления элемента в списке |
| Локальная | buff | Node\* | Указатель на “узел”, требуемые для удаления элемента в списке |

## 5.17 Функция copy\_node

**Назначение:**

Функция для удаления элементов в списке

**Прототип:**

Void copy\_node(Node\*, int\*)

**Пример вызова:**

**p =** copy\_node (node, &bl);

**Описание переменных:**

Описание переменных приведено в таблице 22.

Таблица 22. Описание переменных функции

|  |  |  |  |
| --- | --- | --- | --- |
| Вид переменной | Имя переменной | Тип | Назначение |
| Формальная | NODE | Node\* | Указатель на адрес элемент списка |
| Локальная | i | int | Переменная в цикле |
| Локальная | p | Node\* | Указатель на “узел”, требуемые для удаления элемента в списке |
| Локальная | bl | Int\* | Указатель на проверку выделения динамической памяти |

## 5.18 Функция create\_node

**Назначение:**

Функция для создания элемента списка

**Прототип:**

Node create\_node(Node\*, int\*)

**Пример вызова:**

**p =** create\_node (node, &bl);

**Описание переменных:**

Описание переменных приведено в таблице 23.

Таблица 23. Описание переменных функции

|  |  |  |  |
| --- | --- | --- | --- |
| Вид переменной | Имя переменной | Тип | Назначение |
| Локальная | New\_node | Node\* | Указатель на адрес элемент списка |
| Локальная | bl | Int\* | Указатель на проверку выделения динамической памяти |

## 5.19 Функция Menu

**Назначение:**

Функция вывода меню.

**Прототип:**

Int Menu();

**Пример вызова:**

Menu();

**Описание переменных:**

Описание переменных приведено в таблице 24.

Таблица 24. Описание переменных функции

|  |  |  |  |
| --- | --- | --- | --- |
| Вид переменной | Имя переменной | Тип | Назначение |
| Локальная | Q | int | Возвращаемое число, содержащее пункт меню, выбираемое пользователем |

## 5.20 Функция get\_database

**Назначение:**

Функция для чтения с файла (линейного двусвязного списка)

**Прототип:**

Int get\_Database(Head, int)

**Пример вызова:**

Valid\_file = get\_Database(head, 1)

**Описание переменных:**

Описание переменных приведено в таблице 25.

Таблица 25. Описание переменных функции

|  |  |  |  |
| --- | --- | --- | --- |
| Вид переменной | Имя переменной | Тип | Назначение |
| Формальная | HEAD | Head\* | Указатель на голову |
| Формальная | MODE | int | Вид чтения с файла (по умолчанию или выбранный пользователем) |
| Локальная | p | Node\* | Очередной элемент сриска |
| Локальная | slen | int | Длина очередной строки |
| Локальная | i | int | Количество строк в файле |
| Локальая | flag | int | Проверка на выделение памяти |
| Локальная | Valid\_file | int | Переменная для отслеживания как считался файл |
| Локальная | sep | char | Сепаратор |
| Локальная | S1 | char | Очередная строка в файле |
| Локальная | S2 | Char \*\* | “Массив” из полей очередной структуры |

## 5.21 Функция write\_to\_file

**Назначение:**

Функция для записи в файл

**Прототип:**

Int write\_to\_file(Head, int)

**Пример вызова:**

Valid\_file = write\_to\_file(head, 1)

**Описание переменных:**

Описание переменных приведено в таблице 26.

Таблица 26. Описание переменных функции

|  |  |  |  |
| --- | --- | --- | --- |
| Вид переменной | Имя переменной | Тип | Назначение |
| Формальная | HEAD | Head\* | Указатель на голову |
| Формальная | MODE | int | Вид записи в файл (по умолчанию или выбранный пользователем) |
| Локальная | File | FILE\* | Указатель на файл |
| Локальная | Valud\_file | Int | Переменная для отслеживания успешно ли прошла запись в файл |
| Локальная | Path | Char\* | Указатель на строку (название файла) |

## 5.22 Функция edit\_node

**Назначение:**

Функция для редактирования узла

**Прототип:**

Void edit\_node(Head)

**Пример вызова:**

edit\_node (head)

**Описание переменных:**

Описание переменных приведено в таблице 27.

Таблица 27. Описание переменных функции

|  |  |  |  |
| --- | --- | --- | --- |
| Вид переменной | Имя переменной | Тип | Назначение |
| Формальная | HEAD | Head\* | Указатель на голову |
| Локальная | Change\_int | int | Критерий поиска с целыми числами |
| Локальная | Change\_str | str | Критерий поиска с строками |
| Локальная | Change\_float | float | Критерий поиска с вещественными |
| Локальная | Variant1 | int | Номер элемента списка, который пользователь намеревается редактировать |
| Локальная | Variant2 | int | Выбор пункта меню |
| Локальная | Exit\_flag | int | Флаг на выход из switch |
| Локальная | Temp\_node | Node\* | Указатель на очередную структура для редактирования |

## 5.23 Функция search

**Назначение:**

Вспомогательная функция для поиска search\_managers

**Прототип:**

Head search(Head, manager, int, int \*)

**Пример вызова:**

Search\_result = search(HEAD, search\_param, 1, bl)

**Описание переменных:**

Описание переменных приведено в таблице 28.

Таблица 28. Описание переменных функции

|  |  |  |  |
| --- | --- | --- | --- |
| Вид переменной | Имя переменной | Тип | Назначение |
| Формальная | HEAD | Head\* | Указатель на голову |
| Формальная | Search\_param | manager | Новые данные для структуры |
| Формальная | field | int | Поиск по определенному |
| Формальная | bl | Int \* | Проверка на выделение динамической памяти |
| Локальная | Search\_result | Head \* | Указатель на голову нового списка |
| Локальная | Temp\_node | Node \* | Указатель на очередную структуру для редактирования |
| Локальная | Cp\_node | Node \* | Копия temp\_node |

## 5.24 Функция search\_managers

**Назначение:**

Функция для поиска элементов по полям списка

**Прототип:**

void search(Head, int\*)

**Пример вызова:**

= search\_managers(HEAD, search\_param, 1, bl)

**Описание переменных:**

Описание переменных приведено в таблице 29.

Таблица 29. Описание переменных функции

|  |  |  |  |
| --- | --- | --- | --- |
| Вид переменной | Имя переменной | Тип | Назначение |
| Формальная | HEAD | Head\* | Указатель на голову |
| Формальная | Search\_param | manager | Новые данные для структуры |
| Формальная | field | int | Поиск по определенному |
| Формальная | bl | Int \* | Проверка на выделение динамической памяти |
| Локальная | Search\_list | Head \* | Указатель на голову нового списка |
| Локальная | temp | Head \* | Указатель на голову нового списка (копия) |
| Локальная | variant | int | Выбор по какому полю искать |
| Локальная | Search\_param | manager | Новые данные для структуры |
| Локальная | Exit\_flag | char | Переменная для выхода из цикла |
| Локальная | flags | Unsigned char | Массив флагов |

# 6. Текст программы

# 6.1 main.c

#include <stdio.h>

#include <stdlib.h>

#include <string.h>

#include "./include/common.h"

#include "./include/dbl\_list.h"

#include "./include/get.h"

int main()

{

dbl\_list();

return 0;

}

# 6.2 dbl\_list.c

#include <stdio.h>

#include <stdlib.h>

#include <malloc.h>

#include <string.h>

#include "./include/dbl\_list.h"

#include "./include/get.h"

#include "./include/const.h"

#include <conio.h>

Head \*make\_head(int \*bl) // Создание головы

{

    Head \*ph=NULL;

    ph=(Head\*)malloc(sizeof(Head));

    if(ph!=NULL)

    {

        ph->count=0;

        ph->first = NULL;

        ph->last = NULL;

    } else \*bl = 0;

    return ph;

}

void print\_managers(Head \*my\_head)

{

    Node \*p;

    int i;

    printf("|Name of product| price   |      Country| Availability|    Standard|    Popular|\n");

    printf("|\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_|\_\_\_\_\_\_\_\_\_|\_\_\_\_\_\_\_\_\_\_\_\_\_|\_\_\_\_\_\_\_\_\_\_\_\_\_|\_\_\_\_\_\_\_\_\_\_\_\_|\_\_\_\_\_\_\_\_\_\_\_|\n");

    p = my\_head->first;

    for (i = 0; i < my\_head->count; i++)

    {

        printf("|%15.15s|%9.2f|%13.13s|%13.13s|%12.12s|%11.11s|\n", (p->info).name\_product, (p->info).price, (p->info).country, (p->info).availability ? "Is available" : "Not available", (p->info).verify ? "Verified" : "Not verified", (p->info).pr\_month ? "Popular" : "Not popular");

        printf("|\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_|\_\_\_\_\_\_\_\_\_|\_\_\_\_\_\_\_\_\_\_\_\_\_|\_\_\_\_\_\_\_\_\_\_\_\_\_|\_\_\_\_\_\_\_\_\_\_\_\_|\_\_\_\_\_\_\_\_\_\_\_|\n");

        p = p->next;

    }

}

char \*get\_category() // Выбор категории. Возвращает число (пункт в списка категории)

{

    char c;     // Переменная для "fflush"

    int q,      // Выбор пункта из списка категорий

        i;      // Индекс категории

    for (i = 0; i < cat\_num; i++)

        printf("%d. %s\n", i+1, categories[i]);

    do

    {

        scanf("%d", &q);

        if (q <= 0 || q > (int)sizeof(categories)/sizeof(char\*))

            printf("You entered an invalid value, try again: \n");

    } while (q <= 0 || q > (int)sizeof(categories)/sizeof(char\*));

    while ((c = getchar()) != '\n' && c != EOF);

    printf("Your choice %s\n", categories[q-1]);

    return categories[q-1];

}

void fill\_node(SHOP \*list, int \*bl) // Ввод очередной структуры

{

    system("cls");

    int buff;

    list->name\_product = (char\*)malloc(MAXLEN\*sizeof(char));

    list->country = (char\*)malloc(MAXLEN\*sizeof(char));

    if (list->name\_product && list->country)

    {

        printf("Enter name of product\n");

        list->name\_product = get\_string(&bl);

        do

        {

            printf("Enter price\n");

            list->price = get\_float();

            if(list->price < 0)

                puts("You entered an invalid number");

        } while (list->price < 0);

        printf("Select the country: \n");

        list->country = get\_category();

        do

        {

            printf("Available? 1 - YES, 0 - NO \n");

            buff = get\_int();

            if(buff != 1 && buff != 0)

                puts("You entered an invalid number");

            else list->availability = buff;

        } while (buff != 1 && buff != 0);

        do

        {

            printf("Verified? 1 - YES, 0 - NO \n");

            buff = get\_int();

            if(buff != 1 && buff != 0)

                puts("You entered an invalid number");

            else list->verify = buff;

        } while (buff != 1 && buff != 0);

        do

        {

            printf("Product of the month? 1 - YES, 0 - NO \n");

            buff = get\_int();

            if(buff != 1 && buff != 0)

                puts("You entered an invalid number");

            else list->pr\_month = buff;

        } while (buff != 1 && buff != 0);

    } else \*bl = 0;

}

Node \*create\_node(int \*bl) // Создание узла

{

    Node \*new\_node=NULL;

    new\_node = (Node\*)malloc(sizeof(Node));

    if(new\_node)

    {

        fill\_node(&(new\_node->info), bl);

    } else \*bl = 0;

    new\_node->prev = NULL;

    new\_node->next = NULL;

    return new\_node;

}

void \*add\_first(Head \*my\_head, Node \*new\_node) // Добавление элемента в начало

{

    if(my\_head&&new\_node)

    {

        if (!(my\_head->count))

            my\_head->last = new\_node;

        else

        {

            (my\_head->first)->prev = new\_node;

            new\_node->next = my\_head->first;

        }

        my\_head->first = new\_node;

        my\_head->count++;

    }

}

void \*add\_last(Head \*my\_head, Node \*new\_node) // Добавление элемента в конец

{

    if(my\_head&&new\_node)

    {

        if (!(my\_head->count))

            my\_head->first = new\_node;

        else

        {

            (my\_head->last)->next = new\_node;

            new\_node->prev = my\_head->last;

        }

        my\_head->last = new\_node;

        my\_head->count++;

    } else;

}

void insert(Head \*my\_head, Node \*new\_node) // Добавление элемента в n-ую позицию

{

    int i,   // Переменная в цикле

        pos; // Выбор позиции пользователем

    Node \*p;

    do

    {

        printf("What is the position? [1 to %d]\n", my\_head->count+1);

        pos = get\_int();

    } while (pos < 1 || pos > my\_head->count+1);

    if(my\_head&&new\_node)

    {

        if (!(my\_head->count)) // Если в списке ноль элементов

        {

            my\_head->first = new\_node;

            my\_head->last = new\_node;

            my\_head->count++;

        }

        else if (pos > 0 && pos < my\_head->count+2)

        {

            if (pos == 1)

                add\_first(my\_head, new\_node);

            else if (pos == my\_head->count + 1)

                add\_last(my\_head, new\_node);

            else {

                p = my\_head->first;

                for (i = 1; i < pos - 1; i++) // Добираемся до позиции pos-1

                    p = p->next;

                new\_node->prev = p;

                new\_node->next = p->next;

                (p->next)->prev = new\_node;

                p->next = new\_node;

                my\_head->count++;

            }

        }

    }

}

void add\_item(Head \*HEAD, int \*bl) // Добавление элемента в список

{

    Node \*p=NULL;

    char c;

    do

    {

        printf("1 - Add node to start\n2 - Add node to end\n3 - Insert node\nPress Enter to stop\n");

        c = getch();

        if (c != 13) p = create\_node(bl);

        switch (c)

        {

            case 49:

                add\_first(HEAD, p);

                break;

            case 50:

                add\_last(HEAD, p);

                break;

            case 51:

                insert(HEAD, p);

                break;

            case 13:

                break;

            default:

                puts("Error, try again.\n");

        }

    } while (c != 13);

}

// Копирование узла

Node \*copy\_node(Node \*NODE, int \*bl)

{

    Node \*p=NULL;

    p = (Node\*)malloc(sizeof(Node));

    (p->info).name\_product = (char\*)malloc(MAXLEN\*sizeof(char));

    (p->info).country = (char\*)malloc(MAXLEN\*sizeof(char));

    if((p->info).name\_product!=NULL && (p->info).country!=NULL)

    {

        strcpy((p->info).name\_product, (NODE->info).name\_product);

        strcpy((p->info).country, (NODE->info).country);

        (p->info).availability = (NODE->info).availability;

        (p->info).price = (NODE->info).price;

        (p->info).verify = (NODE->info).verify;

        (p->info).pr\_month = (NODE->info).pr\_month;

    } else \*bl = 0;

    return p;

}

void swap(Head \*HEAD, int first, int second)

{

    Node \*p\_one, \*p\_two;

    Node \*buff\_one, \*buff\_two;

    int i;

    p\_one = HEAD->first;

    for (i = 1; i < first - 1; i++)

        p\_one = p\_one->next; // Доходим до нужной позиции

    p\_two = HEAD->first;

    for (i = 1; i < second - 1; i++) //Аналогично

        p\_two = p\_two->next;

    if (first != 1)

    {

        // Делаем саму перестановку

        buff\_one = p\_one->next;

        buff\_two = p\_two->next;

        p\_one->next = buff\_two;

        p\_two->next = buff\_one;

        buff\_two->prev = p\_one;

        buff\_one->prev = p\_two;

        p\_one = buff\_one->next;

        p\_two = buff\_two->next;

        buff\_one->next = p\_two;

        buff\_two->next = p\_one;

        if (buff\_two == HEAD->last)

        {

            HEAD->last = buff\_one;

        } else p\_two->prev = buff\_one;

    }

    else

    {

        buff\_two = p\_two->next;

        buff\_one = p\_one;

        HEAD->first = buff\_two;

        p\_two->next = buff\_one;

        buff\_two->prev = p\_one;

        buff\_one->prev = p\_two;

        p\_one = buff\_one->next;

        p\_two = buff\_two->next;

        buff\_one->next = p\_two;

        buff\_two->next = p\_one;

        if (buff\_two == HEAD->last)

        {

            HEAD->last = buff\_one;

        }

        else p\_two->prev = buff\_one;

    }

}

// Высвобождение памяти узла

Node \*clean\_node(Node \*node)

{

    free((node->info).name\_product);

    (node->info).name\_product = NULL;

    free(node);

    return NULL;

}

// Удаление узла

void remove\_node(Head \*my\_head)

{

    Node \*p;    // Указатели требуемые для удаления узла

    int i,      // Переменная в цикле

        pos;    // Выбор позиции

    char c;

    printf("Want to see a list of notes? Enter one if yes or another key to continue\n");

    c = getch();

    if (c == 49)

        print\_managers(my\_head);

    do

    {

        do

        {

            printf("Delete item numbered [From 1 to %d]: ", my\_head->count);

            pos = get\_int();

        } while (pos < 1 || pos>my\_head->count);

        p = my\_head->first;

        if (my\_head->count > 1)

        {

            for (i = 1; i < pos - 1; i++)

                p = p->next;

            if (pos == 1)

            {

                my\_head->first = p->next;

                (p->next)->prev = NULL;

            }

            else if (pos == my\_head->count)

            {

                my\_head->last = p->prev;

                (p->prev)->next = NULL;

            }

            else

            {

                (p->prev)->next = p->next;

                (p->next)->prev = p->prev;

            }

        }

        else

        {

            my\_head->first = NULL;

            my\_head->last = NULL;

        }

        my\_head->count--;

        clean\_node(p);

        if (my\_head->count > 0)

        {

            printf("Удалить еще? Введите 1 - Да, любую другую клавишу - Нет\n");

            c = getch();

        }

        else

            c = 49;

    } while (c == 49 && my\_head->count > 0);

}

// Фильтр. Возвращает голову нового списка

Head \*selected(Head \*my\_head, int \*bl)

{

    Head \*NEW\_HEAD = NULL;

    Node \*p = NULL;

    NEW\_HEAD = make\_head(bl);

    p = my\_head->first;

    for (int i=0; i<my\_head->count; i++)

    {

        if (((p->info).availability == 1) && ((p->info).verify == 0))

            add\_last(NEW\_HEAD, copy\_node(p, bl));

        p = p->next;

    }

    puts("Success!");

    return NEW\_HEAD;

}

// Высвобождение памяти списка

Head \*clean\_list(Head \*HEAD)

{

    Node \*p, \*temp;

    int i;

    p = HEAD->first;

    HEAD->count = 0;

    for (i = 0; i < HEAD->count; i++)

    {

        temp = p;

        p = p->next;

        temp->next = NULL;

        temp->prev = NULL;

        temp = clean\_node(temp);

    }

    free(HEAD);

    return NULL;

}

# 6.3 get.c

#include <stdio.h>

#include <stdlib.h>

#include <malloc.h>

#include <string.h>

#include "./include/get.h"

char \*get\_string() // Возвращает указатель на введенную строку

{

char c; // Очередной символ

char \*string = (char\*)malloc(MAXLEN\*sizeof(char)); // Указатель на строку

int i = 0; // Индекс очередного символа

if (string != NULL)

{

do

{

while ((c = getchar()) != '\n' && i < MAXLEN-1) string[i++] = c;

string[i] = '\0';

if (i < 1) printf("Error. You entered empty string. Please, try again.\n");

} while (i < 1);

if (i >= MAXLEN - 1)

while ((c = getchar()) != '\n' && c != EOF);

}

return string;

}

int get\_int() // Ввод числа

{

char line[MAXLEN]; // Буффер

char curChar = ' '; // Последний символ

int temp, result;

do {

line[MAXLEN - 1] = '\n';

fgets(line, MAXLEN - 1, stdin);

temp = sscanf(line, "%d%c", &result, &curChar);

temp = !temp || temp < 0 || (curChar != '\n' && curChar != ' ');

if (temp)

printf("Error reading number. Please, try again.\n");

} while (temp); // Не число на самом деле

if (line[MAXLEN - 1] != '\n') //clear all iput

while ((curChar = getchar()) != '\n' && curChar != EOF);

return result;

}

float get\_float() // Ввод вещественного числа

{

char line[MAXLEN]; // Буффер

char curChar = ' ';

int temp;

float result;

do {

line[MAXLEN - 1] = '\n';

fgets(line, MAXLEN - 1, stdin);

temp = sscanf(line, "%f%c", &result, &curChar);

temp = !temp || temp < 0 || (curChar != '\n' && curChar != ' ');

if (temp)

printf("Error reading number. Please, try again.\n");

} while (temp); // Не число на самом деле

if (line[MAXLEN - 1] != '\n') // Избавление от муссора

while ((curChar = getchar()) != '\n' && curChar != EOF);

return result;

}

# 6.4 w\_file.c

#include <stdio.h>

#include <string.h>

#include <stdlib.h>

#include <malloc.h>

#include <conio.h>

#include "./include/dbl\_cycle\_list.h"

#include "./include/dbl\_list.h"

#include "./include/get.h"

void clear\_str\_array(char \*\*str, int n)

{

int i;

for(i = 0;i < n; i++)

{

free(str[i]);

str[i] = NULL;

}

free(str);

str = NULL;

}

// Конвертация в узел

Node \*convert\_to\_node(char \*\*s2)

{

Node \*p = NULL;

int len1, len2; // Длина строки категории и описания соответственно

p = (Node\*)malloc(sizeof(Node));

p->next = NULL;

p->prev = NULL;

char str1[] = "Income";

len1 = strlen(s2[1]);

len2 = strlen(s2[2]);

(p->info).category=(char\*)malloc((len1+1)\*sizeof(char));

(p->info).description=(char\*)malloc((len2+1)\*sizeof(char));

if(((p->info).category!=NULL)&&((p->info).description!=NULL))

{

if(strcmp(str1, s2[0]))

(p->info).expenses\_income = 2;

else

(p->info).expenses\_income = 1;

strcpy((p->info).category, s2[1]);

strcpy((p->info).description, s2[2]);

(p->info).money = atoi(s2[3]);

}

else

{

puts("Out if memory! Program terminated");

p = NULL;

}

return p;

}

// Разделение строки на подстроки

char \*\*simple\_split(char \*str, int length, char sep)

{

char \*\*str\_array = NULL;

int i, j,

k,

m; // Количество сепораторов в строке

int key, // Проверка на выделение памяти

count; // Количество строк, которым была выделена память

for(j = 0, m = 0; j < length; j++)

if(str[j] == sep) m++;

key = 0;

str\_array = (char\*\*)malloc((m+1)\*sizeof(char\*));

if(str\_array != NULL)

{

for(i = 0, count = 0; i <= m; i++, count++)

{

str\_array[i] = (char\*)malloc(length\*sizeof(char));

if(str\_array[i] != NULL) key = 1;

else

{

key = 0;

i = m;

}

}

if(key)

{

k = 0;

m = 0;

for(j = 0; j < length; j++)

{

if(str[j] != sep) str\_array[m][j-k] = str[j];

else

{

str\_array[m][j-k]='\0';

k = j+1;

m++;

}

}

} else clear\_str\_array(str\_array,count);

}

return str\_array;

}

// Чтение со строки

int get\_database(Head \*HEAD, int MODE)

{

Node \*p;

int slen, // Длина очередной строки

i, // Количество строк в файле

flag = 1, // Проверка на выделение памяти

valid\_file; // -1 - Чтение не вышло. 1 - Чтение прошло успешно. 2 - Файл пустой. 0 - Не удалось открыть файл

char sep; // Сепоратор

char s1[MAXSTR]; // Очередная строка в файле

char \*\*s2 = NULL; // Массив из полей очередной структуры

FILE \*df;

if (MODE) // Чтение из нового файла

{

char \*path;

puts("Type path to file or his name: ");

path = get\_string();

df = fopen(path, "r");

}

else df = fopen("database.txt", "r"); // Чтение из файла по умолчанию

if(df != NULL)

{

sep=';'; // Сепоратор

i = 0;

while(fgets(s1, MAXSTR, df) != NULL && flag)

{

slen = strlen(s1);

if(s1[slen-1] == '\n')

s1[slen-1] = '\0';

else

s1[slen] = '\0';

slen = strlen(s1);

s2 = simple\_split(s1, slen, sep);

if(s2 != NULL)

{

p = convert\_to\_node(s2);

add\_last(HEAD, p);

i++;

clear\_str\_array(s2, 4);

}

else

{

flag = 0;

valid\_file = -1;

puts("Row data not available!");

}

}

if (fclose(df)!=EOF)

if (i == 0)

valid\_file = 2;

else

valid\_file = 1;

else;

}

else

valid\_file = 0;

return valid\_file;

}

// Чтение со строки

int cycle\_get\_database(Head \*HEAD, int MODE)

{

Node \*p;

int slen, // Длина очередной строки

i, // Количество строк в файле

flag = 1, // Проверка на выделение памяти

valid\_file; // -1 - Чтение не вышло. 1 - Чтение прошло успешно. 2 - Файл пустой. 0 - Не удалось открыть файл

char sep; // Сепоратор

char s1[MAXSTR]; // Очередная строка в файле

char \*\*s2 = NULL; // Массив из полей очередной структуры

FILE \*df;

if (MODE) // Чтение из нового файла

{

char \*path;

puts("Type path to file or his name: ");

path = get\_string();

df = fopen(path, "r");

}

else df = fopen("database.txt", "r"); // Чтение из файла по умолчанию

if(df != NULL)

{

sep=';'; // Сепоратор

i = 0;

while(fgets(s1, MAXSTR, df) != NULL &&

# 6.5 common.c

#include <stdio.h>

#include <stdlib.h>

#include <malloc.h>

#include <string.h>

#include <conio.h>

#include "./include/dbl\_list.h"

#include "./include/common.h"

#include "./include/dbl\_cycle\_list.h"

#include "./include/get.h"

#include "./include/w\_file.h"

// Меню

int Menu(int q)

{

    int Q;

    system("cls");

    puts("MENU");

    switch(q)

    {

        case 0:

            puts("1 - Input data");

            puts("2 - Output data");

            puts("3 - Actions with the database");

            puts("4 - Filter");

            puts("5 - Output result");

            puts("6 - Help");

            puts("0 - Exit");

            break;

        case 1:

            puts("1 - Input from console");

            puts("2 - Input from file");

            puts("0 - Come back");

            break;

        case 12:

            puts("1 - Input from default file (database.txt)");

            puts("2 - Select a file");

            puts("0 - Come back");

            break;

        case 3:

            puts("1 - Swap any items");

            puts("2 - Remove any items");

            puts("3 - Sort database");

            puts("4 - Add item");

            puts("5 - Save changes to file");

            puts("0 - Come back");

            break;

        case 5:

            puts("1 - Console output");

            puts("2 - Output in file");

            puts("0 - Come back");

            break;

        case 52:

            puts("1 - Write to file by default(output.txt)");

            puts("2 - Select a file");

            puts("0 - Come back");

    }

    printf("Select menu item - ");

    scanf("%d", &Q);

    printf("\n");

    fflush(stdin);

    return Q;

}

// Справка

void Help()

{

    system("cls");

    printf("\tHelp\n");

    printf("  First you need to enter notes (your income or expenses). To enter the input press 1\n");

    printf("  Notes have the following characteristics:\n");

    printf("  Income or Cost. Category. Description of the note. Amount of money spent\n");

    printf("  For actions with the list, select item 3. Filter the list by the specified categories - item 4. Display the result - 5.\n");

}

int dbl\_list()

{

    Head \*HEAD      = NULL,     // Голова списка

         \*NEW\_HEAD  = NULL;     // Голова результирующего списка

    Node \*p         = NULL;     // Очередной узел

    int Q,                      // Выбор пункта меню

        Q3, Q1, Q12, Q5, Q52,   // Выбор пункта подменю

        output = 0,             // Проверка на ввод входных данных

        bl = 1,                 // Проверка на выделение памяти

        valid\_file,             // Валидация файла

        first,                  // Элемент сортировки

        buff,                   // Для swap first и second

        second;                 // Элемент сортировки

    char c = 0;                 // Ввод числа или Enter

    HEAD = make\_head(&bl);      // Голова

    if(bl)

    {

        do

        {

            Q = Menu(0);

            switch (Q)

            {

                case 1:     //input

                    output = 0;

                    if (HEAD->count)

                    {

                        HEAD = clean\_list(HEAD);

                        HEAD = make\_head(&bl);

                        if (NEW\_HEAD)

                            NEW\_HEAD = clean\_list(NEW\_HEAD);

                    }

                    do

                    {

                        Q1 = Menu(1);

                        switch (Q1)

                        {

                            case 1:

                                add\_item(HEAD, &bl);

                                printf("Successful input.\n");

                                Q1=0;

                                break;

                            case 2:

                                do

                                {

                                    Q12 = Menu(12);

                                    switch (Q12)

                                    {

                                        case 1:

                                            valid\_file = get\_database(HEAD, 0); // database.txt

                                            if (valid\_file == 1)

                                                printf("Successful input.\n");

                                            else if (valid\_file == 0)

                                                printf("Error: Nonexistent file.\n");

                                            else if (valid\_file == 2)

                                                printf("Error, file is empty.\n");

                                            else

                                                printf("Error reading from file.\n");

                                            Q12 = 0;

                                            break;

                                        case 2:

                                            valid\_file = get\_database(HEAD, 1); // enter the path of file

                                            if (valid\_file==1)

                                                printf("Successful input.\n");

                                            else if (valid\_file == 0)

                                                printf("Error: Nonexistent file.\n");

                                            else if (valid\_file == 2)

                                                printf("Error, file is empty.\n");

                                            else

                                                printf("Error reading from file.\n");

                                            Q12 = 0;

                                            break;

                                        case 0:

                                            break;

                                        default:

                                            puts("Error, try again.\n");

                                    }

                                } while (Q12 != 0 && bl);

                                Q1 = 0;

                                break;

                            case 0:

                                break;

                            default:

                                puts("Try again.");

                        }

                    } while(Q1 != 0 && bl);

                    break;

                case 2:     //output

                    if (HEAD->count)

                        print\_managers(HEAD);

                    else

                        printf("No input to print!\n");

                    break;

                case 3:

                    if (HEAD->count != 0)

                    {

                        do

                        {

                            Q3 = Menu(3);

                            switch (Q3)

                            {

                                case 1:

                                    if (HEAD->count > 1)

                                        do

                                        {

                                            do

                                            {

                                                system("cls");

                                                printf("Do you want see list of tutors? Press 1 if you want or press any key otherwise\n");

                                                c = getch();

                                                if (c == 49)

                                                    print\_managers(HEAD);

                                                printf("Enter first item number [from 1 to %d]: ", HEAD->count);

                                                first = get\_int();

                                                printf("Enter second item number [from 1 to %d]: ", HEAD->count);

                                                second = get\_int();

                                            } while ((first<1 || second>HEAD->count) || (second<1 || first>HEAD->count));

                                            if (first>second)

                                                {

                                                    buff = first;

                                                    first = second;

                                                    second = buff;

                                                }

                                            swap(HEAD, first, second);

                                            puts("Once more swap? Press Enter - No, press any key - Yes");

                                            c = getch();

                                        } while (c != 13);

                                    else

                                    {

                                        Q3=0;

                                        puts("The list must have more than one item.");

                                    }

                                    break;

                                case 2:

                                    remove\_node(HEAD);

                                    break;

                                case 3:

                                    sort(HEAD);

                                    puts("Successfully sorted.");

                                    system("pause");

                                    break;

                                case 4:

                                    add\_item(HEAD, &bl);

                                    break;

                                case 5:

                                    valid\_file = write\_to\_file(HEAD, 1);

                                    if (valid\_file == 1)

                                        puts("Successful write to file");

                                    else

                                        puts("Error write to file");

                                    system("pause");

                                    break;

                                case 0:

                                    Q3=0;

                                    break;

                                default:

                                    puts("Try again!");

                                    break;

                            }

                        } while (Q3 != 0 && HEAD->count && bl);

                    }

                    else

                        printf("No input to actions!\n");

                    break;

                case 4:     //process

                    if (HEAD->count)

                    {

                        NEW\_HEAD = selected(HEAD, &bl);

                        output = 1;

                    }

                    else

                        printf("No input to process!\n");

                    break;

                case 5:     //output result

                    if (output)

                        do

                        {

                            Q5 = Menu(5);

                            switch (Q5)

                            {

                                case 1:

                                    if (NEW\_HEAD->count) print\_managers(NEW\_HEAD);

                                    else printf("Managers not found.\n");

                                    Q5=0;

                                    break;

                                case 2:

                                    do

                                    {

                                        Q52 = Menu(52);

                                        switch (Q52)

                                        {

                                            case 1:

                                                if (NEW\_HEAD->count) valid\_file = write\_to\_file(NEW\_HEAD, 0);

                                                else printf("Managers not found.\n");

                                                if (valid\_file == 1)

                                                    puts("Successful write to file.");

                                                else

                                                    puts("Error writing to file.");

                                                Q52 = 0;

                                                break;

                                            case 2:

                                                if (NEW\_HEAD->count) valid\_file = write\_to\_file(NEW\_HEAD, 1);

                                                else printf("Managers not found.\n");

                                                if (valid\_file == 1)

                                                    puts("Successful write to file.");

                                                else

                                                    puts("Error writing to file.");

                                                Q52 = 0;

                                                break;

                                            case 0:

                                                break;

                                            default:

                                                puts("Error, try again.\n");

                                        }

                                    } while (Q52 != 0 && bl);

                                    Q5=0;

                                    break;

                                case 0:

                                    break;

                                default:

                                    puts("Try again.");

                            }

                        } while(Q5 != 0 && bl);

                    else

                        printf("No processed data to output!\n");

                    break;

                case 6:     //help

                    Help();

                    break;

                case 0:

                    break;

                default:

                    printf("Error! Try again!\n");

                    break;

            }

            system("pause");

        } while (Q && bl);

    } else printf("Error memory");

    // Высвобождение памяти

    if (HEAD->count != 0)

        HEAD = clean\_list(HEAD);

    if (NEW\_HEAD)

        NEW\_HEAD = clean\_list(NEW\_HEAD);

    return 0;

}

# 6.6 common.h

#ifndef COMMON\_H

#define COMMON\_H

int Menu(int q);                                        // Меню

void Help();                                            // Справка

int dbl\_list();

int dbl\_cycle\_list();

#endif

6.8 const.h

#ifndef CONST\_H

#define CONST\_H

#define cat\_num 5

//Категории затрат/доходов

const char \*categories[cat\_num] =

{

    "Food",

    "transport",

    "Clothes",

    "Social",

    "Other"

};

#endif

# 6.7 dbl\_list.h

#ifndef LIST\_H

#define LIST\_H

#define MAXSTR 128

typedef struct

{

    // Описание полей

    int expenses\_income;

    char \*category;     // Категория затрата/дохода

    char \*description;  // Описание (комментарий) к покупке

    float money;        // Количество потраченных/заработанных денег

} manager;

typedef struct manager\_elem

{

    manager info;

    struct manager\_elem \*next;

    struct manager\_elem \*prev;

} Node; // Очередной элемент (узел) списка

typedef struct

{

    int count;

    Node \*first;

    Node \*last;

} Head; // Голова списки

#endif // LIST\_H

Head \*make\_head(int \*bl); // Создание головы

Node \*create\_node(int \*bl); // Создание узла

char \*get\_category();                           // Ввод категории

void fill\_node(manager \*list, int \*bl);

void add\_item(Head \*HEAD, int \*bl);   // Добавление элемента в список

void print\_managers(Head \*my\_head);             // Вывод заметок

void \*add\_first(Head \*my\_head, Node \*new\_node); // Добавление элемента в начало

void \*add\_last(Head \*my\_head, Node \*new\_node); // Добавление элемента в конец

void insert(Head \*my\_head, Node \*new\_node); // Добавление элемента в n-ую позицию

Node \*copy\_node(Node \*NODE, int \*bl);           // Копирование элемента списка и возвращает копию

void swap(Head \*HEAD, int first, int second);

void remove\_node(Head \*my\_head);

int compare(Node \*left, Node \*right, int type);         // Сравнение элементов списка для сортировки

void sort(Head \*HEAD);                                  // Сортировка по цене или доходам/затратам

Head \*selected(Head \*my\_head, int \*bl);                 // Фильтр по заметкам по минимальной цене и категории

Node \*clean\_node(Node \*node);

Head \*clean\_list(Head \*HEAD);

# 6.8 get.h

#ifndef GET\_H

#define GET\_H

#define MAXLEN 25

char \*get\_string();                             // Ввод строки

int   get\_int();                                // Ввод целочисленного числа

float get\_float();                              // Ввод вещественного числа

#endif // GET\_H

# 6.9 w\_file.h

#ifndef W\_FILE\_H

#define W\_FILE\_H

#define cat\_num 5

char \*\*simple\_split(char \*str, int length, char sep);   // Разбиение строк над подстроки по сепартору

int get\_database(Head \*HEAD, int MODE);                 // Чтение из файла

int cycle\_get\_database(Head \*HEAD, int MODE);                 // Чтение из файла

int write\_to\_file(Head \*HEAD, int MODE);                // Запись в файл

Node \*convert\_to\_node(char \*\*s2);                       // Конвератация массива строк в элемент списка

#endif

# 7. Пример работы программы

При выполнении программы получены результаты, совпадающие со значениями, приведенными в Таблице 1. Ошибок не обнаружено. Пример протокола выполнения программы приведен на Рис.3.

Рисунок 3. Пример работы программы
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# Заключение

При выполнении курсовой работы получены практические навыки поэтапного решения содержательной задачи, связанной с использованием структур, двусвязных линейных списков на языке программирования «С/C++».