**requirejs能带来什么好处**

　　（1）实现js文件的异步加载，避免网页失去响应；

　　（2）管理模块之间的依赖性，便于代码的编写和维护。

官方对requirejs的描述：

*RequireJS is a JavaScript file and module loader. It is optimized for in-browser use, but it can be used in other JavaScript environments, like Rhino and Node. Using a modular script loader like RequireJS will improve the speed and quality of your code.*

大致意思：

在浏览器中可以作为js文件的模块加载器，也可以用在Node和Rhino环境，balabala...。这段话描述了requirejs的基本功能"模块化加载"，什么是模块化加载？我们要从之后的篇幅中一一解释

先来看一段常见的场景，通过示例讲解如何运用requirejs

**正常编写方式**

index.html:

<!DOCTYPE html>

<html>

<head>

<script type="text/javascript" src="a.js"></script>

</head>

<body>

<span>body</span>

</body>

</html>

a.js:

function fun1(){

alert("it works");

}

fun1();

可能你更喜欢这样写

(function(){

function fun1(){

alert("it works");

}

fun1();

})()

第二种方法使用了块作用域来申明function防止污染全局变量，本质还是一样的，当运行上面两种例子时不知道你是否注意到，alert执行的时候，html内容是一片空白的，即<span>body</span>并未被显示，当点击确定后，才出现，这就是**JS阻塞浏览器渲染**导致的结果。

**requirejs写法**

当然首先要到requirejs的网站去下载js -> [requirejs.rog](http://requirejs.org/)  
index.html:

<!DOCTYPE html>

<html>

<head>

<script type="text/javascript" src="require.js"></script>

<script type="text/javascript">

require(["a"]);

</script>

</head>

<body>

<span>body</span>

</body>

</html>

a.js:

define(function(){

function fun1(){

alert("it works");

}

fun1();

})

浏览器提示了"it works"，说明运行正确，但是有一点不一样，这次浏览器并不是一片空白，body已经出现在页面中，目前为止可以知道requirejs具有如下优点：

1. 防止js加载阻塞页面渲染
2. 使用程序调用的方式加载js，防出现如下丑陋的场景

<script type="text/javascript" src="a.js"></script>

<script type="text/javascript" src="b.js"></script>

<script type="text/javascript" src="c.js"></script>

<script type="text/javascript" src="d.js"></script>

<script type="text/javascript" src="e.js"></script>

<script type="text/javascript" src="f.js"></script>

<script type="text/javascript" src="g.js"></script>

<script type="text/javascript" src="h.js"></script>

<script type="text/javascript" src="i.js"></script>

<script type="text/javascript" src="j.js"></script>

**基本API**

require会定义三个变量：define,require,requirejs，其中require === requirejs，一般使用require更简短

* define 从名字就可以看出这个api是用来定义一个模块
* require 加载依赖模块，并执行加载完后的回调函数

前一篇中的a.js：

define(function(){

function fun1(){

alert("it works");

}

fun1();

})

通过define函数定义了一个模块，然后再页面中使用：

require(["js/a"]);

来加载该模块(*注意require中的依赖是一个数组，即使只有一个依赖，你也必须使用数组来定义*)，requir API的第二个参数是callback，一个function，是用来处理加载完毕后的逻辑，如：

require(["js/a"],function(){

alert("load finished");

})

**加载文件**

之前的例子中加载模块都是本地js，但是大部分情况下网页需要加载的JS可能来自本地服务器、其他网站或CDN，这样就不能通过这种方式来加载了，我们以加载一个jquery库为例：

require.config({

paths : {

"jquery" : ["http://libs.baidu.com/jquery/2.0.3/jquery"]

}

})

require(["jquery","js/a"],function($){

$(function(){

alert("load finished");

})

})

这边涉及了require.config，require.config是用来配置模块加载位置，简单点说就是给模块起一个更短更好记的名字，比如将百度的jquery库地址标记为jquery，这样在require时只需要写["jquery"]就可以加载该js，本地的js我们也可以这样配置：

require.config({

paths : {

"jquery" : ["http://libs.baidu.com/jquery/2.0.3/jquery"],

"a" : "js/a"

}

})

require(["jquery","a"],function($){

$(function(){

alert("load finished");

})

})

通过paths的配置会使我们的模块名字更精炼，paths还有一个重要的功能，就是可以配置多个路径，如果远程cdn库没有加载成功，可以加载本地的库，如：

require.config({

paths : {

"jquery" : ["http://libs.baidu.com/jquery/2.0.3/jquery", "js/jquery"],

"a" : "js/a"

}

})

require(["jquery","a"],function($){

$(function(){

alert("load finished");

})

})

这样配置后，当百度的jquery没有加载成功后，会加载本地js目录下的jquery

1. 在使用requirejs时，加载模块时不用写.js后缀的，当然也是不能写后缀
2. 上面例子中的callback函数中发现有$参数，这个就是依赖的jquery模块的输出变量，如果你依赖多个模块，可以依次写入多个参数来使用：

require(["jquery","underscore"],function($, \_){

$(function(){

\_.each([1,2,3],alert);

})

})

如果某个模块不输出变量值，则没有，所以尽量将输出的模块写在前面，防止位置错乱引发误解

**全局配置**

上面的例子中重复出现了require.config配置，如果每个页面中都加入配置，必然显得十分不雅，requirejs提供了一种叫"主数据"的功能，我们首先创建一个main.js：

require.config({

paths : {

"jquery" : ["http://libs.baidu.com/jquery/2.0.3/jquery", "js/jquery"],

"a" : "js/a"

}

})

然后再页面中使用下面的方式来使用requirejs：

<script data-main="js/main" src="js/require.js"></script>

解释一下，加载requirejs脚本的script标签加入了data-main属性，这个属性指定的js将在加载完reuqire.js后处理，我们把require.config的配置加入到data-main后，就可以使每一个页面都使用这个配置，然后页面中就可以直接使用require来加载所有的短模块名

data-main还有一个重要的功能，当script标签指定data-main属性时，require会默认的将data-main指定的js为根路径，是什么意思呢？如上面的data-main="js/main"设定后，我们在使用require(['jquery'])后(不配置jquery的paths)，require会自动加载js/jquery.js这个文件，而不是jquery.js，相当于默认配置了：

require.config({

baseUrl : "js"

})

**第三方模块**

通过require加载的模块一般都需要符合AMD规范即使用define来申明模块，但是部分时候需要加载非AMD规范的js，这时候就需要用到另一个功能：shim，shim解释起来也比较难理解，shim直接翻译为"垫"，其实也是有这层意思的，目前我主要用在两个地方  
1. 非AMD模块输出，将非标准的AMD模块"垫"成可用的模块，例如：在老版本的jquery中，是没有继承AMD规范的，所以不能直接require["jquery"],这时候就需要shim，比如我要是用underscore类库，但是他并没有实现AMD规范，那我们可以这样配置

require.config({

shim: {

"underscore" : {

exports : "\_";

}

}

})

这样配置后，我们就可以在其他模块中引用underscore模块：

require(["underscore"], function(\_){

\_.each([1,2,3], alert);

})

1. 插件形式的非AMD模块，我们经常会用到jquery插件，而且这些插件基本都不符合AMD规范，比如jquery.form插件，这时候就需要将form插件"垫"到jquery中：

require.config({

shim: {

"underscore" : {

exports : "\_";

},

"jquery.form" : {

deps : ["jquery"]

}

}

})

也可以简写为：

require.config({

shim: {

"underscore" : {

exports : "\_";

},

"jquery.form" : ["jquery"]

}

})

这样配置之后我们就可以使用加载插件后的jquery了

require.config(["jquery", "jquery.form"], function($){

$(function(){

$("#form").ajaxSubmit({...});

})

})

好了，requirejs的基本配置大致就是这么多，还有一些扩展的功能会在之后的篇幅中提到

**一、为什么要用require.js？**

最早的时候，所有Javascript代码都写在一个文件里面，只要加载这一个文件就够了。后来，代码越来越多，一个文件不够了，必须分成多个文件，依次加载。下面的网页代码，相信很多人都见过。

　　<script src="1.js"></script>  
　　<script src="2.js"></script>  
　　<script src="3.js"></script>  
　　<script src="4.js"></script>  
　　<script src="5.js"></script>  
　　<script src="6.js"></script>

这段代码依次加载多个js文件。

这样的写法有很大的缺点。首先，加载的时候，浏览器会停止网页渲染，加载文件越多，网页失去响应的时间就会越长；其次，由于js文件之间存在依赖关系，因此必须严格保证加载顺序（比如上例的1.js要在2.js的前面），依赖性最大的模块一定要放到最后加载，当依赖关系很复杂的时候，代码的编写和维护都会变得困难。

require.js的诞生，就是为了解决这两个问题：

![http://image.beekka.com/blog/201211/bg2012110701.png](data:image/png;base64,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)

　　（1）实现js文件的异步加载，避免网页失去响应；

　　（2）管理模块之间的依赖性，便于代码的编写和维护。

**二、require.js的加载**

使用require.js的第一步，是先去官方网站[下载](http://requirejs.org/docs/download.html)最新版本。

下载后，假定把它放在js子目录下面，就可以加载了。

　　<script src="js/require.js"></script>

有人可能会想到，加载这个文件，也可能造成网页失去响应。解决办法有两个，一个是把它放在网页底部加载，另一个是写成下面这样：

　　<script src="js/require.js" **defer async="true"** ></script>

async属性表明这个文件需要异步加载，避免网页失去响应。IE不支持这个属性，只支持defer，所以把defer也写上。

加载require.js以后，下一步就要加载我们自己的代码了。假定我们自己的代码文件是main.js，也放在js目录下面。那么，只需要写成下面这样就行了：

　　<script src="js/require.js" **data-main="js/main"**></script>

data-main属性的作用是，指定网页程序的主模块。在上例中，就是js目录下面的main.js，这个文件会第一个被require.js加载。由于require.js默认的文件后缀名是js，所以可以把main.js简写成main。

**三、主模块的写法**

上一节的main.js，我把它称为"主模块"，意思是整个网页的入口代码。它有点像C语言的main()函数，所有代码都从这儿开始运行。

下面就来看，怎么写main.js。

如果我们的代码不依赖任何其他模块，那么可以直接写入javascript代码。

　　// main.js

　　alert("加载成功！");

但这样的话，就没必要使用require.js了。真正常见的情况是，主模块依赖于其他模块，这时就要使用AMD规范定义的的require()函数。

　　// main.js

　　require(['moduleA', 'moduleB', 'moduleC'], function (moduleA, moduleB, moduleC){

　　　　// some code here

　　});

require()函数接受两个参数。第一个参数是一个数组，表示所依赖的模块，上例就是['moduleA', 'moduleB', 'moduleC']，即主模块依赖这三个模块；第二个参数是一个回调函数，当前面指定的模块都加载成功后，它将被调用。加载的模块会以参数形式传入该函数，从而在回调函数内部就可以使用这些模块。

require()异步加载moduleA，moduleB和moduleC，浏览器不会失去响应；它指定的回调函数，只有前面的模块都加载成功后，才会运行，解决了依赖性的问题。

下面，我们看一个实际的例子。

假定主模块依赖jquery、underscore和backbone这三个模块，main.js就可以这样写：

　　require(['jquery', 'underscore', 'backbone'], function ($, \_, Backbone){

　　　　// some code here

　　});

require.js会先加载jQuery、underscore和backbone，然后再运行回调函数。主模块的代码就写在回调函数中。

**四、模块的加载**

上一节最后的示例中，主模块的依赖模块是['jquery', 'underscore', 'backbone']。默认情况下，require.js假定这三个模块与main.js在同一个目录，文件名分别为jquery.js，underscore.js和backbone.js，然后自动加载。

使用require.config()方法，我们可以对模块的加载行为进行自定义。require.config()就写在主模块（main.js）的头部。参数就是一个对象，这个对象的paths属性指定各个模块的加载路径。

　　require.config({

　　　　paths: {

　　　　　　"jquery": "jquery.min",  
　　　　　　"underscore": "underscore.min",  
　　　　　　"backbone": "backbone.min"

　　　　}

　　});

上面的代码给出了三个模块的文件名，路径默认与main.js在同一个目录（js子目录）。如果这些模块在其他目录，比如js/lib目录，则有两种写法。一种是逐一指定路径。

　　require.config({

　　　　paths: {

　　　　　　"jquery": "**lib/**jquery.min",  
　　　　　　"underscore": "**lib/**underscore.min",  
　　　　　　"backbone": "**lib/**backbone.min"

　　　　}

　　});

另一种则是直接改变基目录（baseUrl）。

　　require.config({

**baseUrl: "js/lib",**

　　　　paths: {

　　　　　　"jquery": "jquery.min",  
　　　　　　"underscore": "underscore.min",  
　　　　　　"backbone": "backbone.min"

　　　　}

　　});

如果某个模块在另一台主机上，也可以直接指定它的网址，比如：

　　require.config({

　　　　paths: {

　　　　　　"jquery": "https://ajax.googleapis.com/ajax/libs/jquery/1.7.2/jquery.min"

　　　　}

　　});

require.js要求，每个模块是一个单独的js文件。这样的话，如果加载多个模块，就会发出多次HTTP请求，会影响网页的加载速度。因此，require.js提供了一个[优化工具](http://requirejs.org/docs/optimization.html)，当模块部署完毕以后，可以用这个工具将多个模块合并在一个文件中，减少HTTP请求数。

**五、AMD模块的写法**

require.js加载的模块，采用AMD规范。也就是说，模块必须按照AMD的规定来写。

具体来说，就是模块必须采用特定的define()函数来定义。如果一个模块不依赖其他模块，那么可以直接定义在define()函数之中。

假定现在有一个math.js文件，它定义了一个math模块。那么，math.js就要这样写：

　　// math.js

　　define(function (){

　　　　var add = function (x,y){

　　　　　　return x+y;

　　　　};

　　　　return {

　　　　　　add: add  
　　　　};

　　});

加载方法如下：

　　// main.js

　　require(['math'], function (math){

　　　　alert(math.add(1,1));

　　});

如果这个模块还依赖其他模块，那么define()函数的第一个参数，必须是一个数组，指明该模块的依赖性。

　　define(['myLib'], function(myLib){

　　　　function foo(){

　　　　　　myLib.doSomething();

　　　　}

　　　　return {

　　　　　　foo : foo

　　　　};

　　});

当require()函数加载上面这个模块的时候，就会先加载myLib.js文件。

**六、加载非规范的模块**

理论上，require.js加载的模块，必须是按照AMD规范、用define()函数定义的模块。但是实际上，虽然已经有一部分流行的函数库（比如jQuery）符合AMD规范，更多的库并不符合。那么，require.js是否能够加载非规范的模块呢？

回答是可以的。

这样的模块在用require()加载之前，要先用require.config()方法，定义它们的一些特征。

举例来说，underscore和backbone这两个库，都没有采用AMD规范编写。如果要加载它们的话，必须先定义它们的特征。

　　require.config({

　　　　shim: {  
  
　　　　　　'underscore':{  
　　　　　　　　exports: '\_'  
　　　　　　},

　　　　　　'backbone': {  
　　　　　　　　deps: ['underscore', 'jquery'],  
　　　　　　　　exports: 'Backbone'  
　　　　　　}

　　　　}

　　});

require.config()接受一个配置对象，这个对象除了有前面说过的paths属性之外，还有一个shim属性，专门用来配置不兼容的模块。具体来说，每个模块要定义（1）exports值（输出的变量名），表明这个模块外部调用时的名称；（2）deps数组，表明该模块的依赖性。

比如，jQuery的插件可以这样定义：

　　shim: {

　　　　'jquery.scroll': {

　　　　　　deps: ['jquery'],

　　　　　　exports: 'jQuery.fn.scroll'

　　　　}

　　}