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# Introduction

Reasons.

* If I developed built-in introspection by adding to a current open-source compiler (like Clang or GCC), then people couldn’t use it except for testing. Having an external app, which generate standard-compliant C++, means it can be used with most compilers. The generated code has been tested in GCC, Clang, and MSVC.
* I wrote my own parser, rather than using one, because there wasn’t much choice for using an external parser. I had a look at a lot of C++ parser, but the only one that seems useful was GCC (something). But the only parsing issue I expected to run into was templates, and that parser did not properly support templates. So I felt there was no reason to use it.

# Literature Review

This part of the report will analyze the work done on introspection in other programming languages, current C++ tools which provide introspection, and the current state of introspection in C++.

## Background/Other Languages

In some other, higher level programming languages, introspection and reflection are very common features.

Some languages off Run-Time reflection, which can occur significant performance penalties for using reflection. These languages allow the programmer to decide to make the trade-off if the reflection is worth any performance overhead.

<https://msdn.microsoft.com/en-gb/library/mt656691.aspx>

The language C# has some advanced reflection abilities. In C#, every type, whether it’s a primitive, class, or struct, has a built-in method called *GetType()* which simply returns the type it in. There is also an *IConvertable* class, which can be inherited from, which allows the user to change types at runtime. This is a very powerful introspection ability, which provides something similar to duck typing but with a statically compiled languages benefits, namely syntax checking. It is also a good example of something which could not be done in a compile time

<http://docs.oracle.com/javase/tutorial/reflect/index.html>

<http://web.archive.org/web/20090226224821/http://java.sun.com/docs/books/tutorial/javabeans/introspection/index.html>

The programming language Java has built in introspection and reflection. The Java Beans API provides a lot of functionality to introspect objects. It allows you serialize objects and output their names and values. As well as an introspection API, Java also has a reflection API. This can be used to get the type of an object, and create other objects of the same type at run time.

Other languages, usually more modern ones, saw the runtime overhead of introspection and instead implemented compile-time introspection. This has the benefit of having zero overhead, yet it can be more limited than doing it at runtime.

<http://merbist.com/2011/06/27/golang-reflection-exampl/>

Matt Aimonetti discusses how the programming language Go has introspection, which can be used to loop through its members. This is a very useful feature, yet something C++ is completely without. Using the introspection system I’ve developed, this should be possible in C++ without modifying the core language.

<http://dlang.org/spec/traits.html#allMembers>

The programming language D also provides a lot of tools for compile-time introspection using the *\_\_traits(allMembers)*. Using this, you can get everything in a struct, including traits, members, methods, and virtual methods. The language also has an operator called *typeof*, which you can use to test the type of something. An example would be *is(typeof(member) == function))* to test if something is a function or not.

## C++ tools which provide introspection facilities.

Because C++ lacks introspection features, some tools have cropped up which allow people to introspect their data.

<http://www.boost.org/doc/libs/1_61_0/libs/serialization/doc/index.html>

The most popular library for C++, not including the Standard Library, is Boost, and it provides some aid for serialization. Boost serialization allows uses to turn classes into a sequence of bytes, from which the entire state of the class can be re-created. However, some limitations of Boost serialization is it requires some intrusive code in order to set it up. This is in contrast to my system, *preprocessor.exe*, which requires no code to set up, and simple provides some helper “functions” to the user in order to implement features like this themselves.

<https://woboq.com/blog/reflection-in-cpp-and-qt-moc.html>

Arguable the most commonly used C++ introspection tool is *Moc*, because it is coupled with the popular framework Qt. Moc has some interesting features. One of them is the abilities to access member variables via a string, using the *setProperty* member function. It also creates a complex signals-and-slots framework, which can send a *signal*, which in turns calls all the functions associated with that action. While I do believe that Qt’s moc is a good tool, it has a lot of bugs in the implementation, and a lot of the code is very error prone, and will mask bugs, with no compile error or runtime assert, and just silently fail. It also drags in a lot of code, including the entire Qt framework, and keywords, which the user must now understand how they work. It also forces the uses into a very specific style of programming, which I wanted to avoid, as I believe a good API should be granular enough to work with others people code, and not force uses to modify their code to work with the tool.

Oliver Offart, the primary developer for Qt’s Moc, discusses what would have to be added to C++ in order to remove the tool Moc completely. His list is quite long, and I’ll fill it in later.

There are various downsides to Qt’s Moc. It is very tightly coupled to the Qt framework, and would thus be unsuitable for a non-graphical application. Going further, however, it would be unsuitable for an application which wants to use introspection, in order to make more readable, robust and/or performant code; and if the user has a different 3D graphics package, whether it’s another open source one or develop in-house, they would have to find a way to integrate their stuff with Qt.

Qt’s Moc, and Qt itself, also have a lot of outstanding issues. Because Qt is trying to be a very large application, which does everything, it has because very buggy. They have an online bug list which is hundreds of entries long, and some of them are years old. I believe my program has an advantage over Qt because of this, because it is very small and is focused on doing one thing and doing it as well as it can, rather than spreading itself very thin trying to do too much.

<https://docs.unrealengine.com/latest/INT/Programming/UnrealArchitecture/Reference/Properties/>

The Unreal Game Engine has a built-in system, which it calls *Properties*, which are used to provide limited introspection. This is built into the Unreal Engine, and you can *mark* variables as a property by using a keyword before the variable. This could be a macro called *UCLASS* for classes, *UFUNCTION* for member functions, or *UPROPERTY* for member variables. Using this allows developers to introspect and generate their code in very specific, and power ways. Similar to Qt’s *Moc*, the Unreal Property System is mainly used in order to combine UI design and programming in C++. It allows you to create UI in the Unreal Editor, which then calls into a specific C++ function when an action is applied to it, for instance when a button is clicked.

There are many downsides to the Unreal Property System, however. The main issue is how tightly coupled it is to the Unreal Game Engine. There is no real way to separate the two, and thus if you wanted to use introspection in a non-graphical application, it would not be suitable.

Another issue is it has a lot of Unreal-specific keywords it introduced, in the form of macros. Having a lot of these through code can make the code much more difficult to read, as anyone reading it now has to have an understanding of what the Unreal Property System is, how to use it, and what each of the keywords mean. This extra knowledge will make maintaining code, as well just reading others people’s code, much more difficult.

## Current State of introspection in C++.

<http://www.open-std.org/jtc1/sc22/wg21/docs/papers/2016/p0385r0.pdf>

Matus Chochlik and Axel Naumann discuss the rational and evolution of static reflection for C++ in their proposal to add it to the language. They discuss adding introspection to C++ so programmers could access features like; the name of a class, its base class, its data members, and any nested information within the class. They also discuss adding a new keyword to C++, *reflexpr*, which is used for the compile-time introspection.

<http://www.open-std.org/jtc1/sc22/wg21/docs/papers/2016/p0194r1.html>

<http://www.open-std.org/jtc1/sc22/wg21/docs/papers/2015/n4452.pdf>

# Program

## Structure.

The introspection tool, *preprocessor.exe*, is all contained with the one file. It does not link to any external *.dlls*, and static links to the C Runtime Library. One of the design goals for the tool was ease-of-use for users of the tool. Hence, it only requires the single executable, and does not require any external files or installers.

## Flags

When calling the program, there are a number of flags the user can pass in. A few of these are only available in debug-builds.

If the user passes the flag *–e* in, then the tool with output errors to the console.

If the user passes the flag –h in, or doesn’t pass anything in, then a help section will be displayed, as well as information how to use it.

In debug builds, there are a few extra flags. These were added to make debugging easier for the developer.

The flag *–s* stands for *Silent*, and means that no code will be generated. This was useful for testing, because often it was useful to see if the tool could successfully parse a piece of code or not, but without caring about the output.

The flag *–t* is used to run tests. The tests are fun through the Google Test framework, which is only linked in debug builds. It will then run all the tests on the tool and check that it’s okay. Most of the tests run through Google Test simple make sure that the parser can handle difficult syntax. Passing *–t* in a debug build will only run the tests in a 64-bit build. This is, because of the 2Gb memory limitations of 32-bit builds on Windows, Google Test often ran out of memory during testing.

## Usage.

The pre-processor is just a small command-line argument. It is just 226Kb large, and runs roughly as fast as a modern C++ compiler.

If you build from the command line, a simple example of using the preprocessor would be:
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The first line, *preprocessor* *test\_code.cpp*, calls the pre-processor on a sample program. This will generate two files, *static\_generated.h*, and, *test\_code\_generated.h*. The first file, *static\_generated.h*, is a *static* file, which is always written out the same when the preprocessor is run. It has a lot of utility code shared between different generated files

The second line, *g++ test\_code.cpp*, will compile the file, *test\_code.cpp*. Inside the file *test\_code.cpp* it is assumed to have included *test\_code\_generated.h*. Using the data written into *test­\_code\_generated.h*, the user will be able to simulate advanced introspection of C++ data as if it were built into the language. Some of the features the user will be able to leverage include:

* Automatic printing of struct data, either to the console or into a *char array* buffer.
* Methods which allow the user to loop over members of a struct, and get the number of members for a struct.
* An ability to convert a struct name into a string literal, for debug outputting. This feature will even work with C++11’s *decltype* operator.
* A simple way to find out how many elements are in an enum. All of the enum functionality should work with classic C-style enums, and more modern C++ enum classes.
* The ability to convert a string into the index a enum represents.
* The ability to convert an enum element into the string-literal version. This will work indirectly as well, like if a variable has been assigned the value and is passed in, rather than the index directly.

# Struct Introspection.

## Get Number of Members for a struct.

One of the first features I started implemented was introspection of struct data. C++, while a powerful language, almost completely lacks and introspection. A large consensus of people online believe this is because the generated C++ code would encounter a performance hit, however I actually believe this is incorrect. When the compile is parsing code, it is building a syntax tree which could simple be available to the programmer.
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Looking at the example above, if the C++ standards committee had added an operator *num\_of\_members* which simple returned an integer of how many members were in a struct, it would not occur any runtime overhead, as *num\_of\_members(V2)* would simple be replaced by the number 2 at compile time, the same was *sizeof* works.
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Building upon the previous example, and adding a new operator *get\_member*, which simply returns the member at index *i*. the follow code could also be compiled without any runtime overhead. Because the compiler knows how many members are in the struct *V2*, and the C++ standard and that an optimizing compiler is not allowed to rearrange members, the compile has all the information to make the code work. It would be very similar to the following code, except more robust to changes.
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The compile-time introspection system illustrated in this document attempt to recreate some of these features. While they will never be as good as if the C++ standard committee had simply added them into the language spec, I believe they provide a very good alternative. The generate code is compatible with most versions of C++.

## Get the type of a member variable in a struct.

## Compare two variables to see if they’re the same.

This feature is actually just some template trickery, rather than generated like most of the others.
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In C++, you cannot compare types, so the code *if(int == int)* will not compile. While this may seem like a silly example, if you include C++11 code, and the keyword *decltype* then it becomes more obvious why you would want this.

## Convert a type to a string.

This function takes a primitive or struct type as its first argument, and will convert them into a string literal.
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In the above code, you can see some of the debug uses for this. The above code will also work with C++11’s *decltype* keyword.

## Print Struct to Console.
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The above code example produces the following output (taken from the Visual Studio Watch Window).
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As you can see, it has correctly serialized the struct. The point of serializing the struct was not for sending across data packets, or writing to file, but for outputting in a graphical display. The main use case for this would be, in a computer game, if you ran a debug build of the game, you could serialize all the object in the game when the developer clicks on them. This would provide real-time debugging information to the developer.

The serialize struct method has been thoroughly tested and works with multiple inheritance, pointers, and normal data types.

## Print Struct To Buffer.

# Enum Introspection.

All the enum code has been tested with C’s enums, and C++ enum class. It works with both.

## Get the number of elements in an enum.

This code will output the number of elements in an enum.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAb8AAABtCAIAAAC+8Pi1AAAAAXNSR0IArs4c6QAAEetJREFUeF7tnQmSozoMhskcJ8lxshwnyXHS5DhNrtMjGxsMyCBjDIH8qVf1pmgv0mcjvMna/f39ZfiBAAiAAAgEEvgXmB7JQQAEQAAEFAFYT/QDEAABEBhDANZzDDXkAQEQAAFYT/QBEAABEBhD4HOtZ3655B2N2Idj9BbkyS879Tvei57EokQm/+IaCZTOso/TiARieoJIlzLRx2kkl92IHglAXh9SBhGY1XqGvAdF8e4qwj4M0lecuLg/3rdfOpHwez/0ZDr/UIpbX4oq89IaCVWHRm1QM/a6dtWqMf7+fs553h1JCNsTydIR0NazuB/1MIt+9iuvDN3dPrbDL9f62X/TgOqiB2kmef9QjVOEqZ0eHR+F+fBakdiHrPBKoeM9t+I7Ohktw4UMaoHZNGKkcuoeGDaHqLSkRo0eOlnLLasRU3tPc+z33c+zKiFuSB7S/kjLE1Bftqz8xOmvnPk3/SM76LGXHlrZb2A3pclB/1PJKW1VlinS+Z9bk33M1u5K4hbTLcCTXYlfy6qLINGMQu4/u0KaJ05ybxo+6WwaDcnF4R7KU/69pfyyGrFdUaZHnerTNHK6YqufMppxb1X9VoaiQPrJCPzL1LzELq+or9m7MOt851s5Zz0c9r2fnsO+/Pv+oJNX+UXfK2/totx+4ZXt1Ca0+h3Op+xBY2wavRzuv/3zcaXGuzAKySSpUs2nES9YPayZamiytEbUlrYrnk+HsP7lYeTr87K27gHS7nXsZKt4H07ncjhJXVENWQZ/nam7NONgyUgwnoCeudsPYTnu6F3nG1+TN2dk7eLsqr/R75ldh/aC1MckP4t6NauVWCSeSUz24n597M1MQvJWCtszRqTFO9intZGQufPhp557zidciAmWABlYAv/U0LJ4PMyidP++Dq2/2C//VMvYAbVz8gdkt6opI/p7o7Glv0eoxYfRvTVApEiNuOw0ZDZzAdr2auw0qE/CuFXDZTVSWtreVuQvZ0awVo0Uz1duZniSnVQ1naCveXNco7SfanYB4ziSgF3ZLLNXYwx+qaveXT7fzArnz1nnMen7VwtbgyGzQloX2hjh1Imdx8xDNju75OdU36iJXQaRrHu2N9vdxawWT1XH9Brxa2RV1c6KobN63bfq84kaqbY828mts6ouW/n7RI0axzR69glsS3HrnmajYbIlPBQ0gsCO8oy0u9vORt/7a/acfRkjFdSNqUOYtqeRt+1J1cfhtzH2oJFnzNpSqm72ZeXOet5zTWztJtPI2W56Vcuz/M2ffyb3fu/Nzkt6ycbW8O0aMdzK7dzjY18NvstEtLN7uwk2m8Y2BfKJCGDsKcKERCAAAiDQIoCxJ7oECIAACIwhUFlP7Z7T59FtSk/jaS6tvVzv6uw1SrOnEX4M98A8kp3ZwCJN8uJ+6TY7+3Bc+X25SCtRn5u+ZpQIAhMQqKyn5AS5XnDpOekzXh5h7cp2Xl+n5gI61SrMnkj48Wovm7P6DrlWjH2YSM7zz+/pdZV8sxMJgGJBIIpA6Zeni3CP8ahjInQoqSy6exKHHvadtPihIyZ6TduUURbgHh6p6xLXbg79tOoVZ28cXek9JuKV83D7sUhsAdVGqFLYPnQKEJxH6ZyUYLIPNkeDJyOn7zgG49Jqjla1zgbZTjZUUQdI62BR+6TNeHfSESdMkAUEpiSQOWfKWtaz6+denlkUGASTyrwpzHG1djFdN2S2dt8hTGF2mfAu3tax1/Y3ozYF2uJVtwEEeTG3mtMxL40bBhwg3dOqA3J6e4xqmnN5Yrf+sQ/Nn0cC6V6kUFUX3ihT9n+UBQLjCfTsGkn93NmhL+v8HuKCzdYudz6PEt4rZ8uLmVYCrMPy4W4PkDgPxV7MDkJvdkejwjhKSeX0Tk7yx+tE4+nTy3VLYh5KK2KBqAnI+6Hn5/raP5y0iZosIvPnEJhxzz2RC/bkLL9ITlp4pFsNaNXYPYndeRgNRJ2dVa6J5GiZ2esxJm82FAgCcxOY0Xr6XbDFSjuO9uI8wQnlcjoOy7VXud+LWeSXLXeClssZjKCZQV4RC0QtnN9v+1d+fzzYI/t2nhIpJrKDwMwEyHpaf4aiUBe4DZwhoVUye51d6GETmsDpK+J2O3KBpOuyL7qAoNrV29m83iMou0x4Xk62Xdykp9oVm3aSzXXTl6y+J0/t+Nvpd08r641oJnsnS4CccZ0qoCIWiN4+PO/pKpraX72SiC4AGXcTYJxOyA0C8QTW5mv0sd7Ng4INJohvzI8qQaSvKNFHqQVhQKAiMOPMfRLqh/uTRmYfczNXda208kXudyRfg6d5fBMFAFHzjuPr9Jz7Ptl4JVECCGgCaxt7otlAAARA4DMIrG3s+RnUIAUIgAAI1NYzJOo1uIEACIDAtxOwM3cs3397T4D+IAACYQQwcw/jhdQgAAIgUBKA9URPAAEQAIExBKz1lHuQj6kFeUAABEBgawSU9YwNX741JtAHBEAABIYJKOsZFb58uAqkAAEQAIENErAzd7p/Y4PaQSUQAAEQSEUAu0apyKJcEACBbROw1vPjw5dvuxmgHQiAwOoIwM99dU0GgUEABD6CAGbuH9EMEAIEQGB1BOa3ntLY63KUiNIuZzVtylnIp4tlz8Gor9jbfcw9iB05Z7yTIqiJq3DWI7oZW1FQ7cJK3fjbwiy+ZPNbT2HsdbleiNIuZzVtyg2Sp6vu3fif0/KarDQlYiPC9mQltwsKaWKKf/U6uSGyQr57bEUhtYsR6OANVx2lMPo3Phxnf846zthg6HZHhyqtNCS6PEo7GxK9FWBXvzh8MHpOW1/KrvB8SlakxntRvck65rI/mrwNVzxBa0oj1M9GPpoSC8WJg2cgt8xRN+xzK2qz7ba2jRJ0MKrR+yJ0onNLex1bJiu8p4m5V5sNVs4Hm2Y0Yivy1M4BCX47upLV0b8D3qFEY08derYMEu4Yehp2dr6ZdXR43YDlReN06fj7ZiOIZ5eeKVQZD9IU4kaGZGdlr+ypRaIAS24M3nbaPDsrI0oRIJ8qbTOSUiMxl5IX3lOmrqMhEp9dRXR6XCyUUlEeMqO4MxtVYaV2PXNSmiqZhvvdv3NTFivSnORjKLHji1pNauB32cF07/ypgturaKO+n69/duXkSxB3MPmLIO91cuHZJvb1OhWNer8fHM3J+xJb+0Rvh4pwltvuPSizN0Ei62kPQFHgN9lMnV7w/Ex9VwuqBuzVG089+11MMsyujDOZol5ibDB6NgeT0iO8p8wqSvv5dNBq9ujeiiafiSHXXyj7RbIR7JiJGhuhPrY5nGD0Y8jHUOLqc+LOK4olefnP20aRanYkkL8I8l4XK7yv18luypBrxDZHirejrEh9O4dGXx2RElnP8kP+9/fMroNhOrWjfW06jTJm5FoOX1cW+qYx6QsXXpxdCjlg7OkxIWKR5CYoNuWyIs1Wu7yiFCm5RpL2Ol8Dy+XkByxSyxArp6CDJrKedr1YadA/92VNp5qm2ql1yNKzQOFmEidA/BQjef0RCxLe1lrkr0JH5g3ILoYsH3t6I9RP3hxB5GMosQaA2uiVl+PNiry88wS0UZCaHQnkFaVIyQPx9TpH0x6Scjl50yl/uYbejvYygxpihJ6ySGQ9aZKZkTT6R3ETb3qmyMVep1WUvJ4W2mjytC1Gq1Fl9sfe3cZjmMqitPMtWrlY7Xb5/jaNq3+Y8FleQnrsTeR3eXYWstwGsCl9EerZ5piN/DmCEq/mz8/+cbTdc6CDdUuQt1FkB+MqUseCdI8pCq0CrY6RhHKR5ClVsbRAaF7Esh6qiHm1zaihu0PgTnu0bfLVzvYlrnapZeh9O+hzrMcq9Y+eHG6lnZL/4GskZ/VlKRGs5csaPFbd1XQYRlBm8VCAI9HYU1BzYBI7kjUD2oGt48DCB5MvW/ugeBMmCArI3qr3AylFihSZXd4us1UkFyk45eH+PL2OobPf4GpiM9C2/ev0bG6l0K5h8MCT5MDYM7YxkB8EQOA7Caxm7PmdzQOtpQR2u4z+ww8EZiQwt/XsdVxNur3uhZrCl3bGFhxd1TK0WXHvx6zrOcc+HK0tMoLA5ARmtp5JHFfjoHygSHEKrS13cc9ep6x1pJd92NAsV2PN8r/jfW06Q95NEEhmPZ3dBzusULcrPQrzh2px2RzA6PoPshe2dB/W+Z3jWsxNOe5Qq/o3L9JAy+rC24vj7MO6IFXjvTxqYs+Y6CNcVTH23zQSvugtBJPcnBNhRPKl7ALxl1mlravheOp7sXIrvpWZaWItZtBNO0V2JWfVlvljHzYRXC7Zz1/2p//bPzbxLkKJtRFIZD1ZZ1jecfXxyIz3AJ3qC8anN9CMQ711WCarZJ21ay9mvuQQZ+3KWJBflHKI1iWyD/m6JneCJlxdf3y5v7OSfg4v+942zR/Z/pa1DtqyD1vFkOk0h/OK7D3NQd3gzocMX04gkfUUu2C7Hsd0NtZtDdbztPWw4bBsPVUjvZjZHlGeByt/lTss+9DboaZ2gia/JHMrgzn4q7y15f7OSs4Y/3F/E8tdhvPskmVt72L2Id8oeuZ+zZ6/X/4WQ/1lCCSynmF+7suoHlQrOTueS68gZ9LOPgwqNkXi9fgR32nacWsjYB/ynM565q7uUkjBEWWCwACBRNZzyMm0kop1rC7/Kln3dLLXy4juw9qLOc7jWA3U1OWf6qfNqFn8Yx9Ke120SN2KwvyIY/zHe5pY5DI8crPI9I3suLPrPIfshJm7tMsh3ZQEEllPn5Mp47hKo4/S4/ianQLdTLVJo/tDzWYM7SOUs0CqvevF7PM4DnfWNncoN5uBfTjQUpFO0GzpYV7MEf7jfj9iicsw7QvRwPPeVIF9yGp5yJ43ukjB7LnTlj1+IDA/Afgazc984zWOcxmOhVIelaeZPH4gMBeBRGPPucT/jnpW5QQ90mX4O1oSWm6KAMaem2rO71UGY8/vbfvFNIf1XAw9KgYBEFg1AczcV918EB4EQGAxArCei6FHxSAAAqsmAOu56uaD8CAAAosRgPVcDD0qBgEQWDUBWM9VNx+EBwEQWIwArOdi6FExCIDAqgnAeq66+SA8CIDAYgRgPRdDj4pBAARWTQDWc9XNB+FBAAQWIwDruRh6VAwCILBqArCeq24+CA8CILAYAVjPxdCjYhAAgVUT+AjrmSiiujC2I91H6Q9cuerGhfAgAAIJCXyC9UwTUb24XynaphtyjI1dbK6nv9qwyQlZo2gQAIFNETCxeqb+3+/tcLj93EzAGRv9h55aeMyjOnQQ2bwqYFD9b65M9debLdWNh+YWYSNh2r8rMary7R+bDyiUcTvN1IhQHgiAwKoJpBp76uhkFFXdjeHLhhoPiKjOlUnGmI2TrqISm3i9pb3uD1Osghvl4dHkN/UdhTIgAAJBBFJZTyUExQ1zw7x5Qo0HidsuU1dzu+sRLRnXuqz3uzBRzs2z8oGavNMip7LD73dvzfKg5GEKIDUIgMBGCKS0nl1EkaHGY5iX0X+VTfy9Hzoj05iSkRcEQOArCcxoPQNCjccHOndKKNuVD/LutHlzoq+jw9ug7V/ZM6A0CIBAP4EZraeKvX57m/iQj329Hd6NqB4f6Lw7N3civx9bm/FkKvO8OdFXTw63W3iAeXQ4EACBLyGw3ahwtMR5zZ40TR9uSSbpMkHJh0VFChAAgU8hMOfYc16dD/fn6XW8DG+k01GA1+nZtLIISj5vY6E2EFghge2OPVfYGBAZBEBgRQS2O/ZcUSNAVBAAgRUSIOupNpfVTzDJXaGCEBkEQAAEkhCoZu7YJknCF4WCAAhslUA1c6cDklvVEXqBAAiAwPQEsO45PVOUCAIg8A0EXOuJezK+ocWhIwiAwDQEKuupPMDPOe4JngYrSgEBENg8gcp6qtuH8rO6QmPzOkNBEAABEIgn4M7cyd88vkCUAAIgAAJfQQC7Rl/RzFASBEBgcgLVafnjY4+h5+R4USAIgMBmCcDPfbNNC8VAAASSEsDMPSleFA4CILBZArCem21aKAYCIJCUAKxnUrwoHARAYLMEYD0327RQDARAICkBWM+keFE4CIDAZgnAem62aaEYCIBAUgKwnknxonAQAIHNEoD13GzTQjEQAIGkBGA9k+JF4SAAApsl8B8jioE+FluPZgAAAABJRU5ErkJggg==)

A lot of people, when writing enums, will have a count element on the end, so they can always get the number of elements (in the previous example, after *letter\_c*, there could be an element called *letter\_count*). This has some disadvantages of, including; someone may accidentally move count so it’s no longer at the start, or add elements after it without properly reading how the enum works. Or, if the user assigns a number to one of the elements in the enum, like *letter\_c = 5*, then the element *letter\_count* would not be wrong. Using the *get\_number\_of\_enum\_elements* “function”, the user now has a more robust way to find out how many elements are in an enum.

## Convert a string to an enum.
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This is used to convert a string into an enum. From the above example, you can see how this would be useful if you were reading data from a file.

## Convert an enum to a string.
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This method takes an enum index and will convert it into a string. This would be useful for outputting enums in a human-readable way. It would also be useful for serializing enums.

# Internal Details

## Single Executable.

The preprocessor is just one executable, *preprocessor.exe*. It does not require any *.dlls* to run. It static links the C-Runtime Library, so it does not have to ship with that either. My logic for that was, it can be a pain to use installers, and it can be easy to mess up *.dlls*. Having just the *.exe* means that the user only has one program, and it also means it is easy for the user to switch machine with it. It also means there can, very easy, be two versions of the preprocessor on one machine.

## Google Test.

I used the google test in order to test a lot of the parser, and find bugs quickly. It also allowed me to make large changes to the codebase and still be sure everything worked.

# Future Work.

## Function Introspection.

Right now, there is no function introspection data generated. While this would not be much work to add, the uses-cases for function introspection seems much weaker than for struct and enum introspection.

## Error Handling.

Right now, a syntax error in your code may generate a syntax error in the generate code. And, because the generate code appears before your code in the compilation unit, it may appear that the generated code is the issue. One of the things I do to combat this, at a basic level, is to look out for such issues when generating code, then output errors for the user to read. These errors could either be directory printed to the console, or written to *stderr*.

## Standard Template Library Support.

Currently, the preprocessor doesn’t have any of the standard template library. However, because it is a core part of C++, I will support it in the future.

Without adding some form of annotations, however, it would be impossible to support custom contains in the preprocessor. As such, there are no plans to support them.

# Conclusion.