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**Мета роботи:** вивчення засобів бібліотеки WinAPI для роботи з потоками.

**Виконання роботи:** Розробити програму, яка містить параллельні потоки, що реалізують відповідну функцію F1, F2, F3 з Додатку Б згідно отриманому варіанту. Вимоги що до створення потоків і завдання дослідження особливості виконання паралельної програми визначені в лабораторної роботі 1.

**Необхідні теоретичні відомості:** бібліотека WinАРІ забезпечує можливість програмування паралельних процесів за допомогою функції Create\_Thread з використанням концепції потокових функцій.

**Варіант завдання:**

F1: A = B + C + D\*(MD\*ME)

F2: MG = SORT(MF - MH \* MK)

F3: S = SORT(O\*MO)\*(MS \*MT)

**Виконання роботи**

**Лістинг програми:**

**ConsoleApplication1.cpp**

#include <iostream>

#include "F1.h"

#include "F2.h"

#include "F3.h"

const int N = 2;

/\*

\* Parallel programming.

\* Labwork 3. WinAPI.

\*

\* F1 1.12 A = B + C + D \* (MD \* ME)

\* F2 2.24 MG = sort(MF - MH \* MK)

\* F3 3.21 S = sort(O \* MO) \* (MS \* MT)

\*

\* Didenko Vladyslav

\* IO-91

\* 10.10.2021

\*/

int main() {

cout << "Lab 4 start" << endl << endl;

DWORD tid[3];

HANDLE threads[3];

F1\* f1 = new F1(N);

F2\* f2 = new F2(N);

F3\* f3 = new F3(N);

threads[0] = CreateThread(NULL, 0, F1::startThread, f1, 1, &tid[0]);

threads[1] = CreateThread(NULL, 0, F2::startThread, f2, 2, &tid[1]);

threads[2] = CreateThread(NULL, 0, F3::startThread, f3, 3, &tid[2]);

WaitForMultipleObjects(3, threads, true, INFINITE);

cout << endl << "Lab 4 end" << endl << endl << "Press Enter...";

string t;

getline(cin, t);

delete f1;

delete f2;

delete f3;

}

**F1.cpp**

#include "F1.h"

F1::F1(int N) {

this->N = N;

}

Vector\* F1::getResult() {

return result;

}

DWORD WINAPI F1::startThread(void\* param) {

F1\* This = (F1\*)param;

return This->run();

}

// F1 1.12 A = B + C + D \* (MD \* ME)

DWORD F1::run() {

cout << "Task 1 start\n";

Vector \*B = new Vector(N), \*C = new Vector(N), \*D = new Vector(N) ;

Matrix \*MD = new Matrix(N), \*ME = new Matrix(N);

result = B->sum(C->sum(MD->multiply(ME)->multiply(D)));

cout << "Thread 1 result:\n" << endl << result->toString() << endl;

cout << "Task 1 end\n";

delete B;

delete C;

delete D;

delete MD;

delete ME;

return 0;

}

**F2.cpp**

#include "F2.h"

F2::F2(int N) {

this->N = N;

}

Matrix\* F2::getResult() {

return result;

}

DWORD WINAPI F2::startThread(void\* param) {

F2\* This = (F2\*)param;

return This->run();

}

// F2 2.24 MG = sort(MF - MH \* MK)

DWORD F2::run() {

cout << "Task 2 start\n";

Matrix \*MF = new Matrix(N), \*MH = new Matrix(N), \*MK = new Matrix(N);

result = MF->sub(MH->multiply(MK));

result = result->sort();

cout << "Thread 2 result:\n" << endl << result->toString() << endl;

cout << "Task 2 end\n";

delete MF;

delete MH;

delete MK;

return 0;

}

**F3.cpp**

#include "F3.h"

F3::F3(int N) {

this->N = N;

}

Vector\* F3::getResult() {

return result;

}

DWORD WINAPI F3::startThread(void\* param) {

F3\* This = (F3\*)param;

return This->run();

}

// F3 3.21 S = sort(O \* MO) \* (MS \* MT)

DWORD F3::run() {

cout << "Task 3 start\n";

Vector \*O = new Vector(N);

Matrix \*MO = new Matrix(N), \*MS = new Matrix(N), \*MT = new Matrix(N);

result = MS->multiply(MT)->multiply(MO->multiply(O)->sort());

cout << "Thread 3 result:\n" << endl << result->toString() << endl;

cout << "Task 3 end\n";

delete O;

delete MO;

delete MS;

delete MT;

return 0;

}

**Matrix.cpp**

#include "Matrix.h"

#include <iostream>

Matrix::Matrix(int N) {

this->N = N;

srand(time(NULL));

grid = new long\*[N];

for (int i = 0; i < N; ++i)

grid[i] = new long[N];

for (int i = 0; i < N; ++i)

for (int k = 0; k < N; ++k)

grid[i][k] = 1;//rand() % 20;

}

Matrix::Matrix(long\*\* grid, int N) {

this->N = N;

this->grid = new long\*[N];

for (int i = 0; i < N; ++i) {

this->grid[i] = new long[N];

for (int k = 0; k < N; ++k)

this->grid[i][k] = grid[i][k];

}

}

Matrix::~Matrix() {

int N = getSize();

for (int i = 0; i < N; ++i)

delete[] grid[i];

delete[] grid;

}

long Matrix::get(int i, int k) {

return grid[i][k];

}

int Matrix::getSize() {

return N;

}

Matrix\* Matrix::multiply(Matrix\* m) {

int N = getSize();

long\*\* newGrid = new long\*[N];

for (int i = 0; i < N; ++i)

newGrid[i] = new long[N];

for (int i = 0; i < N; ++i) {

for (int k = 0; k < N; ++k) {

newGrid[i][k] = 0;

for (int j = 0; j < N; ++j) {

newGrid[i][k] += grid[i][j] \* m->get(j, k);

}

}

}

Matrix\* newMatrix = new Matrix(newGrid, N);

for (int i = 0; i < N; ++i)

delete[] newGrid[i];

delete[] newGrid;

return newMatrix;

}

Vector\* Matrix::multiply(Vector\* v) {

int N = getSize();

long\* newGrid = new long[N];

for (int i = 0; i < N; ++i) {

newGrid[i] = 0;

for (int k = 0; k < N; ++k) {

newGrid[i] += v->get(k) \* grid[i][k];

}

}

Vector\* newVector = new Vector(newGrid, N);

delete[] newGrid;

return newVector;

}

Matrix\* Matrix::multiply(long \*a) {

int N = getSize();

long\*\* newGrid = new long\*[N];

for (int i = 0; i < N; ++i)

newGrid[i] = new long[N];

for (int i = 0; i < N; ++i) {

for (int k = 0; k < N; ++k) {

newGrid[i][k] = grid[i][k] \* \*a;

}

}

Matrix\* newMatrix = new Matrix(newGrid, N);

for (int i = 0; i < N; ++i)

delete[] newGrid[i];

delete[] newGrid;

return newMatrix;

}

Matrix\* Matrix::sum(Matrix\* m) {

int N = getSize();

long\*\* newGrid = new long\*[N];

for (int i = 0; i < N; ++i)

newGrid[i] = new long[N];

for (int i = 0; i < N; ++i) {

for (int k = 0; k < N; ++k) {

newGrid[i][k] = grid[i][k] + m->get(i, k);

}

}

Matrix\* newMatrix = new Matrix(newGrid, N);

for (int i = 0; i < N; ++i)

delete[] newGrid[i];

delete[] newGrid;

return newMatrix;

}

Matrix\* Matrix::sub(Matrix\* m) {

int N = getSize();

long\*\* newGrid = new long\*[N];

for (int i = 0; i < N; ++i)

newGrid[i] = new long[N];

for (int i = 0; i < N; ++i) {

for (int k = 0; k < N; ++k) {

newGrid[i][k] = grid[i][k] - m->get(i, k);

}

}

Matrix\* newMatrix = new Matrix(newGrid, N);

for (int i = 0; i < N; ++i)

delete[] newGrid[i];

delete[] newGrid;

return newMatrix;

}

Matrix\* Matrix::sort() {

int N = getSize();

long\*\* newGrid = new long\*[N];

for (int i = 0; i < N; ++i)

newGrid[i] = grid[i];

for (int j = 0; j < N; ++j){

for (int i = 0; i < N; ++i) {

for (int k = 0; k < N - i - 1; ++k) {

if (newGrid[j][k] > newGrid[j][k + 1]) {

long t = newGrid[j][k];

newGrid[j][k] = newGrid[j][k + 1];

newGrid[j][k + 1] = t;

}

}

}

}

Matrix\* newMatrix = new Matrix(newGrid, N);

for (int i = 0; i < N; ++i)

delete[] newGrid[i];

delete[] newGrid;

return newMatrix;

}

long Matrix::get\_min() {

long res = grid[0][0];

int N = getSize();

for (int i = 0; i < N; ++i) {

for (int k = 0; k < N; ++k) {

if (res < grid[i][k])

res = grid[i][k];

}

}

return res;

}

long Matrix::get\_max() {

long res = grid[0][0];

int N = getSize();

for (int i = 0; i < N; ++i) {

for (int k = 0; k < N; ++k) {

if (res > grid[i][k])

res = grid[i][k];

}

}

return res;

}

string Matrix::toString() {

string res = "";

int N = getSize();

for (int i = 0; i < N; ++i) {

for (int k = 0; k < N; ++k) {

res += std::to\_string(grid[i][k]) + "\t";

}

res += "\n";

}

return res;

}

**Vector.cpp**

#include "Vector.h"

#include <iostream>

Vector::Vector() {}

Vector::Vector(int N) {

this->N = N;

srand(time(NULL));

grid = new long[N];

for (int i = 0; i < N; ++i)

grid[i] = 1;//rand() % 20;

}

Vector::Vector(long\* grid, int N) {

this->N = N;

this->grid = new long[N];

for (int i = 0; i < N; ++i)

{

this->grid[i] = grid[i];

//cout << grid[i] << endl;

}

}

Vector::~Vector() {

delete[] grid;

}

int Vector::getSize() {

return N;

}

long Vector::get(int i) {

return grid[i];

}

Vector\* Vector::sum(Vector\* v) {

int N = getSize();

long\* newGrid = new long[N];

for (int i = 0; i < N; ++i)

newGrid[i] = grid[i] + v->get(i);

Vector\* newVector = new Vector(newGrid, N);

delete[] newGrid;

return newVector;

}

Vector\* Vector::sub(Vector\* v) {

int N = getSize();

long\* newGrid = new long[N];

for (int i = 0; i < N; ++i)

newGrid[i] = grid[i] - v->get(i);

Vector\* newVector = new Vector(newGrid, N);

delete[] newGrid;

return newVector;

}

Vector\* Vector::multiply(long\* a) {

int N = getSize();

long\* newGrid = new long[N];

for (int i = 0; i < N; ++i) {

newGrid[i] = \*a \* grid[i];

}

Vector\* newVector = new Vector(newGrid, N);

delete[] newGrid;

return newVector;

}

long Vector::multiply(Vector\* v) {

int N = getSize();

long result = 0L;

for (int i = 0; i < N; ++i) {

result += v->get(i) \* grid[i];

}

return result;

}

Vector\* Vector::sort() {

int N = getSize();

long\* newGrid = new long[N];

for (int i = 0; i < N; ++i)

newGrid[i] = grid[i];

for (int i = 0; i < N; ++i) {

for (int k = 0; k < N - i - 1; ++k) {

if (newGrid[k] > newGrid[k + 1]) {

long t = newGrid[k];

newGrid[k] = newGrid[k + 1];

newGrid[k + 1] = t;

}

}

}

Vector\* newVector = new Vector(newGrid, N);

delete[] newGrid;

return newVector;

}

string Vector::toString() {

string res = "";

int N = getSize();

for (int i = 0; i < N; ++i)

res += std::to\_string(grid[i]) + " ";

return res;

}

**F1.h**

#pragma once

#include <iostream>

#include <windows.h>

#include "Matrix.h"

class F1 {

private:

Vector\* result;

int N;

public:

F1(int N);

Vector\* getResult();

static DWORD WINAPI startThread(void\* param);

DWORD run();

};

**F2.h**

#pragma once

#include <iostream>

#include <windows.h>

#include "Matrix.h"

class F2 {

private:

Matrix\* result;

int N;

public:

F2(int N);

Matrix\* getResult();

static DWORD WINAPI startThread(void\* param);

DWORD run();

};

**F3.h**

#pragma once

#include <iostream>

#include <windows.h>

#include "Matrix.h"

class F3 {

private:

Vector\* result;

int N;

public:

F3(int N);

Vector\* getResult();

static DWORD WINAPI startThread(void\* param);

DWORD run();

};

**Matrix.h**

#pragma once

#include <random>

#include <ctime>

#include "Vector.h"

class Matrix {

private:

long\*\* grid;

int N;

public:

Matrix(int N);

Matrix(long\*\* grid, int N);

~Matrix();

long get(int i, int k);

int getSize();

Matrix\* multiply(Matrix\* m);

Vector\* multiply(Vector\* v);

Matrix\* multiply(long\* a);

Matrix\* sum(Matrix\* m);

Matrix\* sub(Matrix\* m);

Matrix\* sort();

long get\_min();

long get\_max();

string toString();

};

**Vector.h**

#pragma once

#include <random>

#include <ctime>

#include <string>

using namespace std;

class Vector {

private:

long\* grid;

int N;

public:

Vector();

Vector(int N);

Vector(long\* grid, int N);

~Vector();

int getSize();

long get(int i);

Vector\* sum(Vector\* v);

Vector\* sub(Vector\* v);

Vector\* multiply(long\* a);

long multiply(Vector\* v);

Vector\* sort();

string toString();

};

**Результат виконання програми:**
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