**Data.**

The data for this project was acquired by driving a car in Udacity simulation engine. Udacity (<https://github.com/udacity/self-driving-car-sim>) and Microsoft (<https://github.com/Microsoft/AirSim>) provide the most famous simulation engines for training and testing an autonomous vehicle algorithm. The reason for choosing the Udacity engine is simply less training time due to comprising the graphics quality of the images. These engines offer the ability to be connected to an autonomous vehicle code through a local server using …. For which the code is provided in the appendix.

The vehicle was driven for three laps in both direction on the track. The reason being, the lap in the forward direction mostly consist of left turns, so in order to avoid bias in our data, the car was trained in the converse direction as well. It is important to include various possibilities and situations which the vehicle might encounter in the real life situation in the training phase. For example, we don’t want to drive the car without any disturbance on a straight line at the center line of the road, instead, the vehicle should be swerved from left to right on the track as well as driven on different locations on the track in order for the algorithm to be able to generalize when faced such situations. One other considerable occasion would be when the vehicle wanders off the track. This situation can be overcome by driving the car from an off-track location to a stable situation on the track on multiple occasions.

Through the whole process, three images are recorded from the cameras at three different angles namely, center, left and right per each frame. The cameras record the training process with 15+ Frame/sec pace so the final system on which this model is to be mounted should be capable of processing images with such rate.

In addition to the images, the steering angle, which is a floating point value between -1 and 1 is recorded corresponding to -180 and 180 degrees respectively, which would be the label for our data. Moreover, the throttle value (a Boolean indicating whether the vehicle is throttled or not), the reverse value (a Boolean indicating whether the vehicle is moving in the reverse direction or not) and the speed of the vehicle (a floating point value in mile/hour) is recorded as well. The following figure represents the first four instances of data as the head of a pandas table.

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| center | left \ | right \ | steering | throttle | reverse | speed |
| center\_2019\_02\_18\_14\_33\_39\_945.jpg | left\_2019\_02\_18\_14\_33\_39\_945.jpg | right\_2019\_02\_18\_14\_33\_39\_945.jpg | 0.0 | 0.0 | 0.0 | 0.451 |
| center\_2019\_02\_18\_14\_33\_40\_017.jpg | left\_2019\_02\_18\_14\_33\_40\_017.jpg | right\_2019\_02\_18\_14\_33\_40\_017.jpg | 0.0 | 0.0 | 0.0 | 0.447 |
| center\_2019\_02\_18\_14\_33\_40\_090.jpg | left\_2019\_02\_18\_14\_33\_40\_090.jpg | right\_2019\_02\_18\_14\_33\_40\_090.jpg | 0.0 | 0.0 | 0.0 | 0.444 |
| center\_2019\_02\_18\_14\_33\_40\_160.jpg | left\_2019\_02\_18\_14\_33\_40\_160.jpg | right\_2019\_02\_18\_14\_33\_40\_160.jpg | 0.0 | 0.0 | 0.0 | 0.438 |

Table 1) First four instance of the data

The whole data set is available is uploaded on github at: <https://github.com/CarlMj/SelfDriving.git>

For the sake of simplicity, and given the fact that a there will not be a need for too many data to use in the already time consuming phase of training, only the images from the central camera are used. Furthermore, we only aim for predicting the steering angle as the labels of our instances and will leave the vehicle to drive at a constant pre-specified speed. So far, there are 7458 instances in our pool. This data set is split into a batches of training and test sets with the ratio of 0.2 for the test set.

As it is the pivotal part of any data science or machine learning project, visualizing the data in order to grasp a comprehensive view of the problem is very important. The following shows the histogram distribution of our data base on the steering angles.
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Figure 1)Distribution of steering angel in the raw data

As it is evident, the raw data is blatantly biased towards the 0.0 steering angel. This can be attributed to the fact that most paths on which a vehicle is driven is mostly consisted of straight tracks and not so many turns. A learning algorithm trained on this data will suffer from a very high probability to predict a 0.0 steering angle for any instance of image it faces.

This issue is taken care of in the preprocessing step.

**Neural Network (Nvidia Model).**

We train our vehicle using the Nvidia neural network model. This vetted model has proven to be highly effective for autonomous driving applications as well as other image processing applications.

The model consists of 10 layers, starting from the convolutional layers to the final output layer which will be the predicted angel.

Convolutional layers.

There are five convolutional layers, the first one of which uses a kernel of size 5\*5 to convolute over the image with strides of (2 , 2), meaning a step of size 2 in the horizontal direction as well as the vertical direction. This first layer trains 24 different filters (kernels).

The second and third convolutional layers have basically the same setting other than the fact that there are 36, 48 filters to be trained in each one respectively. The fourth and the last one contain 64 filters of size 3\*3, each of which traversing the image with a strides of size (3, 3) since by these layers the array would have gotten relatively small to be traversed with the same strides. The activation function used in all these convolutional functions is relu at first (instead of sigmoid to avoid the vanishing gradient problem).

Fully Connected layers.

The convolutional layers are followed by the fully connected layers. There exists a flatten layer to translate the output of convolutional layers which is a three dimensional array, to a vector that can be processed by the dense layers. These fully connected layers contain 100, 50, 10 and 1 units respectively.

Compiling the network.

The network is set up with the Adam optimization function as the optimizer to minimize the loss function for which we choose minimum squared error as is conventional used in regression problems. The summary table for this network is provided in the appendix.

This model is run for 10 epochs with batches of size 100. The learning rate is set to 0.01. The following figure depicts the value of loss function through the training process.
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Figure 2) Loss values for relu function

As anticipated, this first network does not yield the desired results. As it is evident, the validation loss function plateaus after a short while and which simply means the network does not learn anything after the third epoch. Both the advantage and the downside of neural networks is the fact that there are many hyper parameters to be tweaked. For the above figure it seems that we are facing the dead nodes problem which is attributed to the activation function, relu. This function activates the nodes based on the behavior shown in the following figure.
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Figure 3) Relu activation function

If the input value of this function becomes negative, the output will simply be zero, resulting in a dying unit. If considerable number of receive a negative value as input, this phenomenon will in effect turn a large portion of the network off. The backpropagation will not be able to change the value the node and thus the network stops leaning. We can simply overcome this issue by changing the relu function to elu activation function. As can be seen in the following figure, the value on the negative side of the elu function is not zero, precluding the dead nodes.

![](data:image/png;base64,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)

Figure 4) elu activation function

The next attempt to train the network after the new choice of activation function results in a more sensible loss value. However, when launched on the test mode for the Udacity engine, the model wandered off the track after a short while. Given the fact that we have chosen the Nvidia model as our network, our guess was the lack of data is the culprit this time. The strength of the Nvidia model will be more palpable when a large pool of images is fed through.

Data augmentation.

Data augmentation is a technique generally used to resolve the issue of lack of data. These techniques are proven to be very helpful especially when the cost of acquiring more data is very high or when simply no more data may be available. These techniques are context specific, but are intuitive enough to be easily make sense. The idea is to use the currently available data to generate new batches.

As an example, consider image classification. You can imagine rotating a given image by a small value would not result in a considerable change to the essence of the problem. The label for that image will remain the same as well as the values for each pixel. However, the rotated image is a new data by which the model can learn better. Similar techniques of this form are introduced to the data in order to increase the size of our data set.

Having an augmented data set came at a price and that is, the training set and the test set was now too big to be fed to the network at once. It is worth mentioning that the google.colab notebook environment is used to train the model for the free GPU available in this environment. The RAM in this environment, and even many computers, cannot work with such a large amount of data. This problem was obviated the by building a batch generator, which would divide the data in small batches, preprocess each batch and then feed it to the network to be learned.

Note that we so far we are equipped with a data augmentation routines, and a batch generator which can provide the infinite amount of data using the augmentations. Therefore, what needs to be determined as the hyper parameters of the training will be the batch size, the new parameter “steps per epoch” which indicates the number of batches to be generated per each epoch, as well as the number of epochs. The batch size and the steps per epoch for training and validation data are set to 100, 300 and 200 respectively. .The resulting figure after 10 epochs is as follows:

…………………………………………………………………………………………………

The problem here is the overfitting. When there are too many parameters for the network to exploit to adjust itself to the data, the network becomes too dependent on the training data such that it prevents it from generalizing to new data reasonably .As one solution, we added dropout layers to our network to reduce the number of learnable parameters at random. The function of a dropout layer with a dropout ration is to turn the output of portion of the preceding layer off at random, thus excluding those nodes from the learning cycle in effect. After adding a dropout layer after each fully connected layer with ratios 0.5 for each the loss function looks as follows.

………………………………………………………………………………..

Another critical hyper parameter inducing drastic changes in the result of backpropagation is the learning rate of our optimizer. From the following equation,

A very small value for the learning rate would cause slow learning and need for more data while a large value would cause the optimizer to leap out of the desired region in which the optimum value exists (figure i).
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Figure 5) effect of learning rate

Currently as our learning process is not desirably stable and the model is not learning constantly, we can try the model we smaller values for learning rate. The following figure is correspoinding to the learning rate = 0.001.

From this point on, we tried to adjust the hyper parameters the learning rate, the number of epochs and the dropout ratios of the layers. Our final model which yielded the best results has the following properties (the summary table for this models is provided in the appendix).

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| Learning\_rate | Epochs | Train\_batch | Validation\_batch | Dropout1 | Dropout2 | Dropout3 |
| 0.0001 | 33 | 100\*300 | 100\*200 | 0.0 | 0.0 | 0.2 |

This model achieved the following acceptable loss values:

Training Loss = 0.0371

Validation Loss = 0.0362

**Conclusion.**

This project was an attempt to build a dummy autonomous drive car. It is very important to analyze the data prior to anything and prevent potentially untraceable flaws in the model. It is almost never the case that the raw data would be perfect regardless of how carefully it is obtained. Furthermore, it helps to have a general idea of the mission of the neural network in order to tinker with the hyper parameters accordingly.

To improve this autonomous driver to generalize even better, we can include the images from left and right cameras as well. We may also crop the images better to mostly focus on the track itself and not the unimportant views from all around the car. We can integrate a sign detector to the model as well to learn the labels of the signs on the road and make decision for the speed of the vehicle based on that.

Please consult the appendix for the codes.

**Appendix**

Code for the machine learning model.

First the necessary libraries are imported

import random

import numpy as np

import matplotlib.pyplot as plt

import keras

import matplotlib.image as mpimg

import cv2

import pandas as pd

from keras.models import Sequential

from keras.layers import Dense

from keras.layers import Convolution2D, MaxPooling2D, Dropout, Flatten

from keras.optimizers import Adam

from imgaug import augmenters as ia

import os, ntpath

Load the data with the desired names for the columns. Since we will work with the center images manipulate only center’s images addresses to be work with them more easily in future.

data = pd.read\_csv("SelfDriving/driving\_log.csv", names = ["center", "left", "right", "steering", "throttle", "reverse", "speed"])

print(data.head())

data['center'] = data['center'].apply(lambda x: ntpath.basename(x))

print(data.head())

Draw a histogram of the images in each steering angel bin.

hist, bins = np.histogram(data['steering'], 25)

centered\_bins = (bins[:-1] + bins[1:]) / 2.0

plt.bar(centered\_bins, hist, width = 0.04)

plt.xlabel("steering angle")

threshold = 300

plt.plot((-1, 1), (threshold, threshold))

plt.show()

Remove the a number of images beyond the desired threshold at random

from sklearn.utils import shuffle

to\_be\_removed = []

for i in range(25):

lst = []

for j in range(len(data['steering'])):

if data['steering'][j] <= bins[i+1] and data['steering'][j] >= bins[i]:

lst.append(j)

lst = shuffle(lst)

to\_be\_removed.extend(lst[threshold:])

Draw a histogram of images after the bins are curtailed to the threshold.

data.drop(data.index[to\_be\_removed], inplace=True)

hist, b = np.histogram(data['steering'], 25)

centered\_bins = (b[:-1] + b[1:]) / 2.0

plt.bar(centered\_bins, hist, width = 0.04)

threshold = 300

plt.plot((-1, 1), (threshold, threshold))

plt.show()

Split the data into train and test sets

from sklearn.model\_selection import train\_test\_split

imagepath = np.array(data['center'])

steer = np.array(data['steering'])

X\_train, X\_test, y\_train, y\_test = train\_test\_split(imagepath, steer, test\_size = 0.2, random\_state = 1)

print(X\_test.shape, X\_test[0])

Define the augmenting functions

def zoom(image):

zoom = ia.Affine(scale=(1, 1.3))

image = zoom.augment\_image(image)

return image

def pan(image):

pan = ia.Affine(translate\_percent={"x": (-0.1, 0.1), "y":(-0.1, 0.1)})

image = pan.augment\_image(image)

return image

def darken(image):

darken = ia.Multiply((0.2, 1.2))

image = darken.augment\_image(image)

return image

def flip(image, steering):

image = cv2.flip(image, 1)

steering = -1\*steering

return image, steering

With the help of the augmenting functions, build an augmenter which will apply randomly some (in some cases may never apply any) of those function to each image received as input.

def augmentor(image, steering):

image = mpimg.imread(os.path.join('SelfDriving', 'IMG', image))

if np.random.rand() > 0.5:

image = zoom(image)

if np.random.rand() > 0.5:

image = pan(image)

if np.random.rand() > 0.5:

image = darken(image)

if np.random.rand() > 0.5:

image, steering = flip(image, steering)

return image, steering

The preprocessor is defined to modify each augmented (or maybe even not augmented) instance to best suit the Nvidia specifications.

def preprocess(image):

image = image[60:137, :, :]

image = cv2.cvtColor(image, cv2.COLOR\_RGB2YUV)

image = cv2.GaussianBlur(image, (3, 3), 0)

image = cv2.resize(image, (200, 66))

image = image / 255

return image

The following is a batch generator, using the augmenter and the preprocessor would generate batches of data to be fed to the network. Note that the while loop is indefinite as we are able to produce as much images as we want to train or network on. This number is determined when calling the Nvidia model to fit the data.

def batch\_generator(images, steerings, batch\_size, train):

while True:

imagebatch = []

steerbatch = []

indices = np.random.randint(len(images), size=batch\_size)

if train:

maps = list(map(augmentor, images[indices], steerings[indices]))

imagebatch, steerbatch = zip(\*maps)

else:

imagebatch = list(map(mpimg.imread, 'SelfDriving/' + 'IMG/' + images[indices]))

steerbatch = steerings[indices]

imagebatch = list(map(preprocess, imagebatch))

yield (np.asarray(imagebatch), np.asarray(steerbatch))

Define the Nvidia network (adding the convolutional layers and the dense layers and etc.)

def nvidia():

model = Sequential()

model.add(Convolution2D(24, (5, 5), subsample=(2, 2), input\_shape=(66, 200, 3), activation='elu'))

model.add(Convolution2D(36, (5, 5), subsample=(2, 2), activation='elu'))

model.add(Convolution2D(48, (5, 5), subsample=(2, 2), activation='elu'))

model.add(Convolution2D(64, (3, 3), activation='elu'))

model.add(Convolution2D(64, (3, 3), activation='elu'))

model.add(Dropout(0.0))

model.add(Flatten())

model.add(Dense(100, activation='elu'))

model.add(Dropout(0.0))

model.add(Dense(50, activation='elu'))

model.add(Dropout(0.0))

model.add(Dense(10, activation='elu'))

model.add(Dropout(0.2))

model.add(Dense(1))

model.compile(optimizer=Adam(0.001), loss='mse')

return model

Fit the model to the data with desired hyper parameters as defined below.

model = nvidia()

print(model.summary())

history = model.fit\_generator(batch\_generator(X\_train, y\_train, batch\_size=100, train=1), steps\_per\_epoch=300, epochs=10, validation\_data = batch\_generator(X\_test, y\_test, batch\_size=100, train=0), validation\_steps=200, verbose=1, shuffle=1)

Plot the training and validation loss.

plt.plot(history.history['loss'])

plt.plot(history.history['val\_loss'])

plt.legend(['training', 'validation'])

plt.title('loss')

plt.xlabel('Epoch')

Save this model and download it to be used in the code for the local server.

model.save('NvidiaModel.h5')

from google.colab import files

files.download('NvidiaModel.h5')

Code for the local server.

This local server connects the learned model to the local simulator to predict the steering angels while driving.

import socketio

import numpy as np

from flask import Flask

import eventlet

from keras.models import load\_model

import base64

from io import BytesIO

from PIL import Image

import cv2

sio = socketio.Server()

app = Flask(\_\_name\_\_)

speed\_limit = 10

def preprocess(image):

image = image[60:137, :, :] #first we cut the crap from our image. Like color of the sky is not important for us.

image = cv2.cvtColor(image, cv2.COLOR\_RGB2YUV) #We change the color channel since Nvidia model that will be implemented will work best with this channel

image = cv2.GaussianBlur(image, (3, 3), 0) #reduce the noise and smooth out the image

image = cv2.resize(image, (200, 66)) #this is not necassary but Nvidia model has been trained using this size of images so will probably perform better on this size

image = image / 255

return image

@sio.on('telemetry')

def telemetry(sid, data):

speed = float(data['speed'])

image = Image.open(BytesIO(base64.b64decode(data['image'])))

image = np.array(image)

image = preprocess(image)

image = np.array([image])

steer = float(model.predict(image))

throttle = 1.0 - speed/speed\_limit

send\_steer(steer, throttle)

@sio.on('connect')

def connect(sid, environ):

print('Connected')

send\_steer(0, 1)

def send\_steer(angle, throttle):

sio.emit('steer', data={

'steering\_angle': angle.\_\_str\_\_(),

'throttle': throttle.\_\_str\_\_()

})

if \_\_name\_\_ == '\_\_main\_\_':

model = load\_model('NvidiaModel3.h5')

app = socketio.Middleware(sio, app)

eventlet.wsgi.server(eventlet.listen(('', 4567)), app)