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**1. Introduction**

Recently machine learning has been creating great strides in many areas of science like health, finance, education, sports etc. which has encouraged demand for machine learning systems amongst novices in the field. Though by definition machine learning automates the task of learning in terms of rule induction, classification, regression etc. which is then used to draw knowledgeable insights and also to forecast an event before it actually takes place but despite that automation it doesn’t automate the task of selecting the best algorithm(s) for a specific dataset. With the rapidly growing machine learning algorithms it becomes difficult for novices as well as researchers to choose the best algorithm. The crux of a machine learning system is to solve fundamental problem of preprocessing the data to help machine learning algorithm understand the data better, also to solve the problem of choosing meaningful features hence reducing the noise from the data and finally choosing the best resulting machine learning algorithm which is performed by doing grid search over hyperparameters of various machine learning algorithms and afterwards doing metric comparison amongst all outcomes. This is the problem we address in the work.

Automation is the fuel that drives WOLF. Automating time-consuming and repeatable tasks are the defining characteristics of the project. The rising scope of Artificial Intelligence (AI) and machine learning increases the need for automation to simplify the process and hence help researchers and data scientists to dig deeper into the problem and understanding it well than spending time in tweaking the algorithms. The positive correlation of growing intelligence and the complexity of solutions has shifted the trend from Artificial Intelligence (AI) to Automated Intelligence, a paradigm on which WOLF is based.

WOLF has been built to have impact on wider audience, the automation of machine learning pipeline helps people with different level of expertise and requirement, helping novices to identify best combination of algorithms without even having in depth knowledge of available algorithms and helping the researchers and businesses with better machine learning knowledge to figure out best resulting hyperparameters. The project is developed with the idea behind rising interest of data scientists towards online data science competitions the machine learning automation has become a necessity as competitors spend ~40% of the time in model construction and evaluation.

Though the project so far supports the classification problems but there are handful of classification algorithms consisting of base classifiers and ensemble methods as well. With comparably low availability of algorithm selection project provides the leverage of adding your own algorithm to a transaction making it more customizable and the scope of growing algorithms in the system is unrestricted. The process of adding a algorithm to the pipeline is pretty intuitive and straight forward. Also the idea of not stealing the freedom of model evaluation from the user has been taken care of in the project, so result file consists of various widely used metric calculations giving user better understanding and easy comparison of pipeline combinations and hence helping user to make decisions with high confidence.

**2. Literature Survey**

The growth in demand and shortage of data scientists has lately been causing a transformation from Artificial Intelligence (AI) to automation. Automating the machine learning tasks has been the part of game from early 90’s, during that time the automation wasn’t use to be that aggressive and usually use to automate an algorithms like a software product launched by Unica­­­­­ in 1995 with a sole purpose of tuning parameters of neural nets followed by an automated modeling solution by MarketSwitch in 1998.

In the last several years, the leading analytic software vendors (SAS and IBM) have also added automated modeling features to their products. SAS provided with techniques like missing value treatment, outlier detection, feature selection and data modeling. It takes user dataset and response measure as input. IBM product provided the same capabilities but in different way.

All the software product mentioned above are the proprietary products. Reflecting the machine learning community’s transition towards open source and it’s not surprising that most widely used and innovative machine learning projects now comes from open source community. Some of the worth mentioning products are Auto-WEKA, TPOT and Data Robot.

Auto-WEKA was developed by four researchers at the University of British Columbia and Freiburg University. Auto-WEKA consists of classification algorithms only. The software conducts search across 39 different algorithms consisting of various basic classifiers and ensemble methods. Since the parameter space of multiple algorithms is huge so it use Bayesian approach to solve the problem.

TPOT has been developed by Randal S. Olson at Computational Genetics Lab. It was first released with support to automation of decision trees and random forest with some feature preprocessing but currently it supports all different kinds of algorithm for regression as well as classification. It is a python library which can be installed on any compatible system. TPOT takes user data file as input and follows genetic programming paradigm to search for best solution amongst various possibilities in the pipeline.

DataRobot is an automated data science solution developed by some of the top Kagglers (participants at Kaggle competitions). It is a complete proprietary data science system for the businesses interested in getting insights of their data and also interested in solving data problems. The software covers all the tasks which a data scientist performs, might be even beyond that. It automates the task of data cleaning, visualization, model construction, model evaluation and making predictions.

WOLF on the other hand is composed of various machine learning tasks ranging from data pre-processing to selecting the best model for user provided data. The uniqueness of the software comes by making user the owner of product as they can control each transaction of pipeline if required by configuring it. A user can restrict the number/type of transactions, can run the models of his/her choice, specify the range of hyperparameters for each algorithm and can even be the decision maker by figuring out the best model for his/her data using the results omitted by the software. Result file consists of metric evaluations and their visualizations portraying the comparison of different model combinations. WOLF is built with an idea of giving user a leverage of customizing the product. A user can even add more algorithms to the pipeline following the WOLF protocol. By providing flexibility and customization, software has become easily adaptable; hence useful for wider audience.

**3. WOLF Architecture**

WOLF works in transactions to figure out the best pipeline for the users data. A transaction is nothing but a common machine learning task performed to build the best solution for a data problem. Some of those tasks include data pre-processing, cross validation, feature engineering, model construction and evaluation. Each transaction provides choice of various algorithms; based on users provided configuration the project runs all transactions and select a pipeline consisting of best performing algorithm for each transaction individually. Each transaction in the project is isolated from one another but is dependent on the output generated by its prior task. WOLF’s workflow looks something like:
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A typical pipeline of WOLF consists of multiple transactions, not all transactions are mandatory. The dotted line in above figure is to show alternate paths or the transactions that can skipped in a pipeline. Each transaction performs a meaningful task.

1. **Pre-processing**: There are some common data pre-processing operations which are performed on the data file provided by user. This step includes operations like getting rid of NaN (Not a Number) values or replacing them with user specified value. Label encoding of categorical features and scaling of numerical features also coms under pre-processing step.
2. **Splitting data:** The splitting data transaction replicates the task of cross validation. After pre-processing of user input data it is then split into multiple pairs of train and test files. The number of generated train and test data files combinations depend on the users provided values for the number of folds and repetitions parameter under split data configuration. The data file is always randomized before splitting which leads to distinct pairs of train and test files.
3. **Feature Extraction:** The data extraction is mostly meant for dimensionality reduction of data set or creating new features by combining multiple features which might end up being more meaningful to model construction algorithms. The train and test files combinations created by splitting data transaction is treated as input for data extraction. Because not all the data sets requires data extraction or even if user want to take control of the feature extraction, this transaction has been made optional.
4. **Feature Selection:** Taking the train and test files pairs generated after data extraction or splitting data transaction (if data extraction is skipped) the operation of feature selection is performed on them. The idea behind this transaction is to get rid of noisy data or the features which are not meaningful to model construction algorithms. The task of feature selection is also optional for the same reasons as feature extraction. After performing feature selection pair of train and test files are created but this time the output files consist of meaningful features only.
5. **Model Construction:** The input for model construction transaction is train and test files combinations generated by feature selection or feature extraction or splitting data transaction based on the users configuration if any of the transaction is skipped or not. This transaction consists of multiple algorithms and each model construction algorithm runs in parallel. The output generated by this transaction consists of result files which contains true values and predictions made for test files. The number of generated files depend on the number of algorithms chosen by user for experimentation and also the freedom of hyperparameters as configured by users.
6. **Model Evaluation:** After performing all the important tasks of machine learning, evaluations of results is undertaken. In this step metric calculation is performed for all possible combinations formed by prior transactions. WOLF consists of metrics like precision, accuracy, area under curve (AUC), Matthews correlation coefficient (MCC), f1-score and many more. The output of this transaction is used for decision making or choosing the best (based on the chosen metrics) predicting combination of algorithms.
7. **Model Selection:** This is the moment of truth, the user is provided with a result file consisting of metrics calculated for all possible combination based on configuration file. The result file also consists of graph representation of all metrics for each configuration combination which is then used by user to choose best combination. This gives users a leverage of analyzing the result and choose the algorithm which performs best according to their metric selection.

A sample WOLF pipeline looks something like:

**WOLF Automation**

User Data

**CV**

-Folds 5

-Repition 3

PCA

SVM RFE

Random Forest

Metric Evaluation

Model Selection

WOLF Configuration

- fill Na(0)

- LE features

In this sample pipeline WOLF takes users data file and configuration file as input. Configuration file here consists of parameters for each transaction of WOLF. In this case following operations happen:

1. Pre-process data by filling NA values with 0 and label encoding the categorical features, if any
2. Split data in 5 folds and repeat the process of splitting for 3 times. After execution of this step the output will be 15 pairs of train and test set
3. Taking 15 pairs of train and test set generated in previous step, WOLF will run Principal Component Analysis (PCA) algorithm for feature extraction. After this process new 15 pairs of train and test set will be generated.
4. The newly generated train and test pairs after feature extraction is taken as input for feature selection. In this step Support Vector Machine – Recursive Feature Elimination (SVM-RFE) algorithm is executed for all pairs. The output of this step will again be 15 pairs of train and test set but with meaningful features only.
5. At this step two different model construction algorithms (Random Forest and SVM) will run in parallel. Once the model training has been performed on training data, predictions will be made for testing data which is then saved for metric evaluation. The result files consists of true labels as well as predictions.
6. Once we have results/predictions after model construction, metric evaluation step is performed to calculate various metrics. At the moment WOLF will calculate MCC, F1-score, AUC-ROC, precision, accuracy, and recall for the results.
7. All the results generated in previous step are saved in database to figure out the best performing solution/pipeline. In this step a result file is generated by collaborating results for individual model construction algorithms. The file also consists of some visualization of metrics calculated in previous step to make model selection easier for a user.

**4. WOLF Database Management**

In WOLF, the configuration of all the transactions get saved. And also the metric evaluation results of each configuration get saved into the database. The idea behind integrating database to the project is to make the tracking of each run easier. It also helps to ease the process of result generation after the complete pipeline completion which is then utilized for model selection. As the configuration of each user differs from each other so using relational database could have caused huge waste of space. To fill the gap of space wastage a non-relational database, MongoDB is used in which only the parameters for a transaction that are specified by users get saved. The database schema of the project looks like:
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The use-case of each collection is:

1. **Split Data:** The user’s configuration for “Splitting Data” transaction of the project gets saved into this collection. The collections consists of data file information by storing the input file name and also the parameters like number of folds and number of repetitions set by user in the configuration file.
2. **Files:** This collection keeps track of the files name that get created after splitting data transaction. It just consists of train file name and test file name for each pair generated. The idea behind this is to keep track of best performing pair if required.
3. **Feature Extraction:**  The configuration passed for “Feature Extraction” transaction by user gets saved into this collection. The information stored in the collection consists of, executable (name of algorithm that get executed) and parameters for the chosen executable.
4. **Feature Selection:** The feature selection collection provides information about the users configuration for “Feature Selection” transaction. It consists of executable (name of algorithm that get executed) information and also consists of parameters values provided for chosen algorithm.
5. **Algorithm:** The information related to the “Model Construction” transaction gets stored into this collection. The stored information consists of executable (name of user selected algorithm) and parameters for the selected algorithm.
6. **Result:** As the name explains this collection contains output generated by “Model Evaluation” transaction. All the metrics value that get calculated in evaluation step like mcc, f1-score, precision, and recall etc. gets stored into the collection. The result collection provides moment of truth; it is used to query the results of all pipeline combinations executed by user and generate the report for model selection.

**\*\***Each document in all the collections has unique id

**Database Relations:**

All the collections in WOLF database schema except Result has one to many relationship with Result collection. As Result collection contains the metric evaluation result so it makes sense to refer each result document to the configuration it is related to. The Result collection along with metric evaluation output, consists of unique ids’ for all the other collections like split data, feature extraction & selection, algorithm. The unique ids’ of other collections are nothing but the foreign keys that point to the particular configuration used for the generated result.

**5. The Protocol**

The WOLF transactions are dependent on the user input configuration. To keep the consistency across all user configurations, the project follows a protocol which defines the structure and keywords used for creating configuration file. Following is the screenshot of a sample configuration file.

![](data:image/png;base64,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)­­­

Every part of the configuration has meaning bind to the task to be performed. The protocol is divided into three parts and following are the meaning attached to them.

1. **Transaction names**: WOLF consists of five user configurable transactions. Each name has a keyword with a meaning assigned to it.
2. preprocessing – Pre-processing keyword as the name say is used to define data pre-processing configuration
3. datasplit – This keyword is used to specify split data configuration
4. feature\_extraction – This is the keyword used to represent feature extraction configurations
5. feature\_selection – The configuration of feature selection is defined under this tag
6. algorithm – The algorithm keyword characterize the model construction configuration
7. metric\_calculation – This keyword defines the metric evaluation configuration
8. **Transaction Variable:** In WOLF each transaction has their reserved keywords knows as parameters. These parameters makes the project customizable by restricting the tasks based on users preference. Following are the available customizable parameters under each transaction:
9. executable – This keyword is used to specify executable file name for a transaction/algorithm
10. data\_file – To specify the path of data file this keyword is used and it is only available under ‘datasplit’ configuration
11. output\_folder – As the name signifies this keyword specifies the path of output folder where all the WOLF results and logs get saved
12. parameters – This is used to define values for customizable parameters for an algorithm under a transaction.
13. missing\_values – This is used to specify the value used to fill Not a Number (NaN) values in dataset
14. label\_encoding – This keyword is used to figure out if user wants categorical features to be label encoded or not
15. no\_of\_files – This keyword is used to split the execution commands into multiple files for better interoperability. This option is available under all the transactions as WOLF creates shell script for each transaction individually.

1. **Parameter Value:** The value of a particular parameter under a transaction can be specified in two different ways:
2. **single:** This keyword is used to signify the discrete value of a variable
3. **collection:** This keyword implies that there are more than one value assigned to a parameter and WOLF runs the particular transaction for each specified value. This is further divided into two parts:
4. **list:** This keyword is used if user want to specify multiple values for a given parameter
5. **range:** As the name signifies this keyword is used if user wants a transaction to be run for different values of a parameter defined in terms of range.

**6. Future Work**

The WOLF in the near future will have some other major features coming up. Also a user gets leverage to expand WOLF as per their use. The future work of the project is divided into two categories.

1. **Web interface:** One of the majorupcoming feature of WOLF is to design a web interface. The idea behind designing a user interactive interface is to abstraction to the project and also ease the process of creating WOLF configuration. The web interface will provide easy pick and execute platform. After the completion of pipeline execution it will also display the results in term of easily interpretable visualizations.
2. **WOLF extension:** WOLF gives user a leverage to implement any algorithm and make it part of the pipeline execution. The new algorithm can be easily added to the system by following the WOLF protocol to make sure it complies to the rules. For easy integration a user can refer to the available template.
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**1.** **Classifier**

**1.1 Adaboost****: AdaBoostClassifier.py**

An AdaBoost classifier is a meta-estimator that begins by fitting a classifier on the original dataset and then fits additional copies of the classifier on the same dataset but where the weights of incorrectly classified instances are adjusted such that subsequent classifiers focus more on difficult cases. This class implements the algorithm known as AdaBoost-SAMME.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Parameter\_name | Description | Value Type | Default value | Possible values/conditions |
| e | base\_estimator –  The base estimator from which the boosted ensemble is built. | object | DecisionTreeClassifier |  |
| n | n\_estimator –  The maximum number of estimators at which boosting is terminated. | int | 50 | In case of perfect fit, the learning procedure is stopped early. |
| r | learning\_rate –  Learning rate shrinks the contribution of each classifier by learning\_rate. There is a trade-off between learning\_rate and n\_estimators. | float | 1.0 |  |
| a | Algorithm |  | ‘SAMME.R' | If ‘SAMME.R’ then use the SAMME.R real boosting algorithm. base\_estimator must support calculation of class probabilities.  If ‘SAMME’ then use the SAMME discrete boosting algorithm. |

**1.2 Naïve Bayes**

**1.2.1** **Bernoulli Naïve Bayes: BernoulliNaiveBayes.py**

Naïve Bayes Classifiersare a family of simple probabilistic classifiersbased on applying Bayes' theoremwith strong (naive) independence assumptions between the features.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Parameter\_name | Description | Value Type | Default value | Possible values/conditions |
| Alpha | Alpha –  Additive (Laplace/Lidstone) smoothing parameter | Float | 1.0 | 0 for no smoothing |

**1.2.2** **Gaussian Naïve Bayes: GaussianNaiveBayes.py**

**1.3** **Decision Tree: DecissionTree.py**

A decision tree is a decision support tool that uses a tree-like graph or model of decisions and their possible consequences, including chance event outcomes, resource costs, and utility. It is one way to display an algorithm.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Parameter\_name | Description | Value Type | Default value | Possible values/conditions |
| C | Criterion - The function to measure the quality of a split. Supported criteria are “gini” for the Gini impurity and “entropy” for the information gain | string | “gini” | “gini”, “entropy” |
| f | max\_features - The number of features to consider when looking for the best split | int, float, string or None | None | * If int, then consider max\_features features at each split. * If float, then max\_features is a percentage and int(max\_features \* n\_features) features are considered at each split. * If “auto”, then max\_features=sqrt(n\_features). * If “sqrt”, then max\_features=sqrt(n\_features). * If “log2”, then max\_features=log2(n\_features). * If None, then max\_features=n\_features. |
| d | max\_depth - The maximum depth of the tree. If None, then nodes are expanded until all leaves are pure or until all leaves contain less than min\_samples\_split samples | int or None | None | If None, then nodes are expanded until all leaves are pure or until all leaves contain less than min\_samples\_split samples |
| s | min\_samples\_split - The minimum number of samples required to split an internal node | int or float | 2 | * If int, then consider min\_samples\_split as the minimum number. * If float, then min\_samples\_split is a percentage and ceil(min\_samples\_split \* n\_samples)are the minimum number of samples for each split |
| l | min\_samples\_leaf - The minimum number of samples required to be at a leaf node | int or float | 1 | * If int, then consider min\_samples\_leaf as the minimum number. * If float, then min\_samples\_leaf is a percentage and ceil(min\_samples\_leaf \* n\_samples)are the minimum number of samples for each node |
| w | min\_weight\_fraction\_leaf - The minimum weighted fraction of the input samples required to be at a leaf node | float | 0. | >= 0. |
| n | max\_leaf\_nodes - Grow a tree with max leaf nodes in best-first fashion. Best nodes are defined as relative reduction in impurity. If None then unlimited number of leaf nodes | int or None | None | If None then unlimited number of leaf nodes |
| p | presort - Whether to presort the data to speed up the finding of best splits in fitting | bool | False | For the default settings of a decision tree on large datasets, setting this to true may slow down the training process. When using either a smaller dataset or a restricted depth, this may speed up the training. |

**1.4** **Logistic Regression: logestic\_regression.py**

In the multiclass case, the training algorithm uses the one-vs-rest (OvR) scheme if the ‘multi\_class’ option is set to ‘ovr’, and uses the cross- entropy loss if the ‘multi\_class’ option is set to ‘multinomial’. (Currently the ‘multinomial’ option is supported only by the ‘lbfgs’, ‘sag’ and ‘newton-cg’ solvers.)

This class implements regularized logistic regression using the ‘liblinear’ library, ‘newton-cg’, ‘sag’ and ‘lbfgs’ solvers. It can handle both dense and sparse input. Use C-ordered arrays or CSR matrices containing 64-bit floats for optimal performance; any other input format will be converted (and copied).

The ‘newton-cg’, ‘sag’, and ‘lbfgs’ solvers support only L2 regularization with primal formulation. The ‘liblinear’ solver supports both L1 and L2 regularization, with a dual formulation only for the L2 penalty.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Parameter\_name | Description | Value Type | Default value | Possible values/conditions |
| C | C –  Inverse of regularization strength; must be a positive float. Like in support vector machines, smaller values specify stronger regularization. | Float | 1.0 | any positive float |
| p | Penalty –  Used to specify the norm used in the penalization. | string | “l2” | “l1”, “l2” |

**1.5** **Random Forest: RandomForest.py**

A random forest is a meta estimator that fits a number of decision tree classifiers on various sub-samples of the dataset and use averaging to improve the predictive accuracy and control over-fitting. The sub-sample size is always the same as the original input sample size but the samples are drawn with replacement if bootstrap=True (default).

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Parameter\_name | Description | Value Type | Default value | Possible values/conditions |
| T | The number of trees in the forest | int | 10 | >=5 |
| D | Max\_depth –The maximum depth of the tree. | int | None | If None, then nodes are expanded until all leaves are pure or until all leaves contain less than 2 samples |
| C | Criterion - The function to measure the quality of a split | string | “gini” | Supported criteria are “gini” for the Gini impurity and “entropy” for the information gain |
| S | **min\_samples\_split -** The minimum number of samples required to split an internal node | Int or float | 2 | * - If int, then consider min\_samples\_split as the minimum number. * - If float, then min\_samples\_split is a percentage and ceil(min\_samples\_split \* n\_samples) are the minimum number of samples for each split. |
| L | **min\_samples\_leaf -** The minimum number of samples required to be at a leaf node | Int or float | 1 | * - If int, then consider min\_samples\_leaf as the minimum number. * - If float, then min\_samples\_leaf is a percentage and ceil(min\_samples\_leaf \* n\_samples) are the minimum number of samples for each node. |
| M | **min\_weight\_fraction\_leaf -** The minimum weighted fraction of the sum total of weights (of all the input samples) required to be at a leaf node | float | 0 | Samples have equal weight when sample\_weight is not provided. |
| N | **max\_leaf\_nodes -** Grow trees with max\_leaf\_nodes in best-first fashion | int or None | None | Best nodes are defined as relative reduction in impurity. If None then unlimited number of leaf nodes. |
| I | **min\_impurity\_split -** Threshold for early stopping in tree growth | float | 1e-7 | A node will split if its impurity is above the threshold, otherwise it is a leaf. |
| W | **warm\_start – signifies whether to reuse the solution of the previous call or not** | bool | False | When set to True, reuse the solution of the previous call to fit and add more estimators to the ensemble, otherwise, just fit a whole new forest. |

**1.6** **SVM**

**1.6.1** **C-SVM: CSupportVectorClassification.py**

The implementation is based on libsvm. The fit time complexity is more than quadratic with the number of samples which makes it hard to scale to dataset with more than a couple of 10000 samples.

The multiclass support is handled according to a one-vs-one scheme.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Parameter\_name | Description | Value Type | Default value | Possible values/conditions |
| C | C –  Penalty parameter C of the error term | Float | 1.0 | Any positive float number |
| K | kernel –  The loss function | string | “rbf” | Specifies the kernel type to be used in the algorithm. It must be one of ‘linear’, ‘poly’, ‘rbf’, ‘sigmoid’, ‘precomputed’ or a callable. If none is given, ‘rbf’ will be used. If a callable is given it is used to precompute the kernel matrix. |
| D | Degree –  Degree of the polynomial kernel function (‘poly’) | int | 3 | Degree of the polynomial kernel function (‘poly’). Ignored by all other kernels. |
| G | Gamma – Kernel coefficient for ‘rbf’, ‘poly’ and ‘sigmoid’. | Float | ‘auto’ | If gamma is ‘auto’ then 1/n\_features will be used instead. |
| f | Coef0 –  Independent term in kernel function. | float | 0.0 | It is only significant in ‘poly’ and ‘sigmoid’. |
| S | Shrinking – Whether to use the shrinking heuristic | bool | True | True, False |
| P | Probability – Whether to enable probability estimates. This must be enabled prior to calling fit, and will slow down that method. | bool | False | True, False |
| T | Tol – Tolerance for stopping criterion | float | 0.001 |  |
| A | Cache\_size –  The size of kernel cache(in MB) | float | 200 |  |
| w | Class\_weight | string | None | If not given, all classes are supposed to have weight one.  “balanced” mode uses the values of y to automatically adjust weights inversely proportional to class frequencies in the input data as n\_samples / (n\_classes \* number of occurrences of each value in y) |
| v | Verbose | bool | False | this setting takes advantage of a per-process runtime setting in libsvm that, if enabled, may not work properly in a multithreaded context. |
| i | Max\_iter – The maximum number of iterations to be run. | int | -1 | Hard limit on iterations within solver, or -1 for no limit. |
| e | Decision\_function\_shape | String | None | ‘ovo’: the original one-vs-one (‘ovo’) decision function of libsvm which has shape (n\_samples, n\_classes \* (n\_classes - 1) / 2)  ‘ovr’: Whether to return a one-vs-rest (‘ovr’) decision function of shape (n\_samples, n\_classes) as all other classifiers |
| r | Random\_state –  The seed of the pseudo random number generator to use when shuffling the data. | Int or None | None | None |

**1.6.2** **Linear SVM: LinearSupportVectorClassification.py**

Similar to C-SVM with parameter kernel=’linear’, but implemented in terms of liblinear rather than libsvm, so it has more flexibility in the choice of penalties and loss functions and should scale better to large numbers of samples.

This class supports both dense and sparse input and the multiclass support is handled according to a one-vs-the-rest scheme.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Parameter\_name | Description | Value Type | Default value | Possible values/conditions |
| C | C –  Penalty parameter C of the error term | Float | 1.0 | Any positive float number |
| P | Penalty –  The norm used in the penalization | string | “l2” | “l1”, “l2” |
| L | Loss –  The loss function | string | “squared\_hinge” | ‘hinge’ is the standard SVM loss while ‘squared\_hinge’ is the square of the hinge loss. |
| d | Dual –  Select the algorithm to either solve the dual or primal optimization problem | bool | True | Prefer dual=False when n\_samples > n\_features |
| t | Tol –  Tolerance for stopping criteria | Float | 1e-4 | Any float number |
| m | Multi\_class –  Determines the multi-class strategy if y contains more than two classes | string | “ovr” | If ‘ovr’, it trains n\_classes one-vs-rest classifiers.  If ‘crammer\_singer’, it optimizes a joint objective over all classes and the options loss, penalty and dual will be ignored. |
| f | Fit\_intercept –  Whether to calculate the intercept for this model | bool | True | If set to false, no intercept will be used in calculations |
| s | Intercept\_scaling | Float | 1 | When self.fit\_intercept is True, instance vector x becomes [X, Intercept\_scaling]. To lessen the effect of regularization on synthetic feature weight (and therefore on the intercept) intercept\_scaling has to be increased. |
| w | Class\_weight | string | None | If not given, all classes are supposed to have weight one.  “balanced” mode uses the values of y to automatically adjust weights inversely proportional to class frequencies in the input data as n\_samples / (n\_classes \* number of occurrences of each value in y) |
| v | Verbose | int | 0 | this setting takes advantage of a per-process runtime setting in liblinear that, if enabled, may not work properly in a multithreaded context. |
| i | Max\_iter –  The maximum number of iterations to be run. | int | 1000 | Positive integer. |
| r | Random\_state –  The seed of the pseudo random number generator to use when shuffling the data. | Int or None | None | None |

**1.6.3** **Nu SVM: NuSupportVectorClassification.py**

Similar to C-SVM but uses a parameter to control the number of support vectors.

The implementation is based on libsvm.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Parameter\_name | Description | Value Type | Default value | Possible values/conditions |
| N | Nu –  An upper bound on the fraction of training errors and a lower bound of the fraction of support vectors. | float | 0.5 | Should be in the interval (0, 1]. By default 0.5 will be taken. |
| K | kernel –  The loss function | string | “rbf” | Specifies the kernel type to be used in the algorithm. It must be one of ‘linear’, ‘poly’, ‘rbf’, ‘sigmoid’, ‘precomputed’ or a callable. If none is given, ‘rbf’ will be used. If a callable is given it is used to precompute the kernel matrix. |
| D | Degree –  Degree of the polynomial kernel function (‘poly’) | int | 3 | Degree of the polynomial kernel function (‘poly’). Ignored by all other kernels. |
| G | Gamma – Kernel coefficient for ‘rbf’, ‘poly’ and ‘sigmoid’. | Float | ‘auto’ | If gamma is ‘auto’ then 1/n\_features will be used instead. |
| F | Coef0 –  Independent term in kernel function. | float | 0.0 | It is only significant in ‘poly’ and ‘sigmoid’. |
| S | Shrinking – Whether to use the shrinking heuristic | bool | True | True, False |
| P | Probability – Whether to enable probability estimates. This must be enabled prior to calling fit, and will slow down that method. | bool | False | True, False |
| T | Tol – Tolerance for stopping criterion | float | 0.001 |  |
| A | Cache\_size –  The size of kernel cache(in MB) | float | 200 |  |
| W | Class\_weight | string | None | If not given, all classes are supposed to have weight one.  “balanced” mode uses the values of y toaautomatically adjust weights inversely proportional to class frequencies in the input data as n\_samples / (n\_classes \* number of occurrences of each value in y) |
| V | Verbose | bool | False | this setting takes advantage of a per-process runtime setting in libsvm that, if enabled, may not work properly in a multithreaded context. |
| I | Max\_iter – The maximum number of iterations to be run. | int | -1 | Hard limit on iterations within solver, or -1 for no limit. |
| E | Decision\_function\_shape | String | None | ‘ovo’: the original one-vs-one (‘ovo’) decision function of libsvm which has shape (n\_samples, n\_classes \* (n\_classes - 1) / 2)  ‘ovr’: Whether to return a one-vs-rest (‘ovr’) decision function of shape (n\_samples, n\_classes) as all other classifiers |
| R | Random\_state –  The seed of the pseudo random number generator to use when shuffling the data for probability estimation. | int seed | None | Int seed. |

**1.7** **Linear Discriminant Analysis: LinearDiscriminantAnalysis.py**

A classifier with a linear decision boundary, generated by fitting class conditional densities to the data and using Bayes’ rule.

The model fits a Gaussian density to each class, assuming that all classes share the same covariance matrix.

The fitted model can also be used to reduce the dimensionality of the input by projecting it to the most discriminative directions.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Parameter\_name | Description | Value Type | Default value | Possible values/conditions |
| S | Solver | string | ‘svd’ | ‘svd’: Singular value decomposition (default). Does not compute the covariance matrix, therefore this solver is recommended for data with a large number of features.  ‘lsqr’: Least squares solution, can be combined with shrinkage.  ‘eigen’: Eigenvalue decomposition, can be combined with shrinkage. |
| V | shrinkage | String or float | None | None: no shrinkage (default).   * ‘auto’: automatic shrinkage using the Ledoit-Wolf lemma. * float between 0 and 1: fixed shrinkage parameter. |
| N | n\_components | int | None | Number of components (< n\_classes - 1) for dimensionality reduction. |
| T | tol | float | 0.0001 | Any float number |

**1.8 Quadratic Discriminant Analysis: QuadraticDisriminatAnalysis.py**

A classifier with a quadratic decision boundary, generated by fitting class conditional densities to the data and using Bayes’ rule.

The model fits a Gaussian density to each class.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Parameter\_name | Description | Value Type | Default value | Possible values/conditions |
| P | reg\_param | float | 0.0 | Regularizes the covariance estimate as  (1-reg\_param)\*Sigma + reg\_param\*np.eye(n\_features) |

**2.** **Feature selection method**

**2.1** **SVM\_RFE: SVM\_RFE.py**

Given an external estimator that assigns weights to features (e.g., the coefficients of a linear model), the goal of recursive feature elimination (RFE) is to select features by recursively considering smaller and smaller sets of features. First, the estimator is trained on the initial set of features and weights are assigned to each one of them. Then, features whose absolute weights are the smallest are pruned from the current set features. That procedure is recursively repeated on the pruned set until the desired number of features to select is eventually reached.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Parameter\_name | Description | Value Type | Default value | Possible values/conditions |
| N | The number of features | Int | None | The number of features to select. If None, half of the features are selected |
| S | steps | Int or float | 1 | If greater than or equal to 1, then step corresponds to the (integer) number of features to remove at each iteration. If within (0.0, 1.0), then step corresponds to the percentage (rounded down) of features to remove at each iteration. |

**3.** **Dimensionality Reduction**

**3.1** **Principle Component Analysis: PCA.py**

Linear dimensionality reduction using Singular Value Decomposition of the data to project it to a lower dimensional space.

It uses the LAPACK implementation of the full SVD or a randomized truncated SVD by the method of Halko et al. 2009, depending on the shape of the input data and the number of components to extract.

It can also use the scipy.sparse.linalg ARPACK implementation of the truncated SVD.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Parameter\_name | Description | Value Type | Default value | Possible values/conditions |
| n | n\_component –  Number of components to keep | Int or float or string | None | if n\_components is not set all components are kept: N\_components = min(n\_samples, n\_features)  if n\_components == ‘mle’ and svd\_solver == ‘full’, Minka’s MLE is used to guess the dimension if 0 < n\_components < 1 and svd\_solver == ‘full’, select the number of components such that the amount of variance that needs to be explained is greater than the percentage specified by n\_components n\_components cannot be equal to n\_features for svd\_solver == ‘arpack’. |
| c | copy | Bool | True | * If False, data passed to fit are overwritten and running fit(X).transform(X) will not yield the expected results, use fit\_transform(X) instead. |
| w | whiten | Bool | False | When True (False by default) the components\_ vectors are multiplied by the square root of n\_samples and then divided by the singular values to ensure uncorrelated outputs with unit component-wise variances. |