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#### Naive Bayes

##### The overview of Naïve Bayes class library in scikit-learn

Naive Bayes is a relatively simple algorithm, you can use it simply in scikt-learn , There are three Naive Bayesian classification lgorithms:GaussianNB, MultinomialNB and BernoulliNB. GaussianNB is a naive Bayes that is a priori Gaussian distribution, MultinomialNB is a naive Bayes that is prior known as a polynomial distribution, and BernoulliNB is a naive Bayes that is priori known as Bernoulli distribution.

The classification of these three categories for different scenarios, in general, if the distribution of the sample features are mostly continuous values, the use of GaussianNB. MultinomialNB is a good fit when the majority of sample features are multivariate and discrete. If the sample features are binary or sparse multivariate discrete values, BernoulliNB should be used.

##### Gaussian Naive Bayes

GaussianNB implements the Gaussian Naive Bayes algorithm for classification. The likelihood of the features is assumed to be Gaussian:

![](data:image/png;base64,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)

The parameters![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACwAAAAiCAIAAACr7KwmAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAgY0hSTQAAeiYAAICEAAD6AAAAgOgAAHUwAADqYAAAOpgAABdwnLpRPAAAAAlwSFlzAAAh1QAAIdUBBJy0nQAABNdJREFUWEftltdL3FkUx7NvvvjgP+CDD75FCUYEC/ayuLqCBQXBaNSAYovYRRMLNhCxGxWjaOzYMRpQNBqxY2HtBY09RuyOdT/JLLMymVHCzGIe9j78uMzce8/3fs/3fM/97ebm5tGDD0A8+Hj04Ai+peJ/EP8w8MszcX19vbGx0dTUFBsb6+Hh8UzScHNzS0lJYZksaZXKhEAgWF5ebm5uDg4OtrS01NLSevz4sYqKiqKiooKCgpKSEnM1NTVNTU1fX19Wyh8EHHz+/DkzM/P58+eOjo5hYWGFhYUlJSWRkZFPnjxRVlbW09NjXlFRUV9f39fXd3h4KGcQl5eXW1tbbW1tDg4OBgYG/v7+8AHhBwcHPT097u7uOjo6NjY2tbW1+/v7EHZxcQFoOYM4Pj5+//59aGiovr4+TBB4d3cXZFdXV9BTUFAAN4B7+/bt0dGRLLFFeyVoYm9vLzU11crKys7OLisra2dnR7ia6zKvqalxdXXV1tbOy8uTMQtSQRBpfX3d09Pz6dOnCQkJIyMjJycnIhBra2sw4eTkZGhoWFRU9F8xcXp6Oj4+bm9vr6Ghge6EiRCCIB1zc3MxMTF/fB/8K8InW1IuxdPx5csXJEkM9N/Z2UlgUQDmY2NjGIOJiYm3t3dHRweIRSQBaHNzc3V1lS9qFaYPLW9vb3MTJtKAni+3ioOg4lGchYWFqalpb2/v7Z2AoBrNzc0pjaqqKkQqIun8/Bz+3rx5Ex0djYxWVlbYCEREnZ+fTx2JHXXr2OP+jGfiINj/7t07mDAzM/v06ZNoNXW4tLRUWloKCNxpamqKX4TXhQOgw9/r169BT+0MDg6Cj9tzH2wWbTU0NEhhQrD114g4COATgJ0w0dXVBbHcki8+QclQFyCorKz8+vWrSCiLi4voo7W1lfQ5OzuTrPb29rOzM9bg6JzDt7+//w7dSC7R5ORk4hUXF0PjwMAAlOBX+CbGVVZWNjk5SQyRGtBBS0sLdTQ9PU1ZGRsbC0EgBVSsq6ubm5t7t69LAAEZ5J5cRkVF4c1JSUlkOiIiIjs7G84JCf+3LRKeuDTuMjo6irlhMGwnWUiSXTgKPEl1lOuL3dEyCSBIJzUyMTFRV1dXXl5Od0CGDCghKUIpiA00y1+NjY0vvg9Eyk04AeaMjIwQhLBefhzXh3OJbr9L7qLggE+URXfgEkwYnCsqB7HjiEE60tLSfHx84uLi5ufnuQaxaTTW1tbIRRqI05WPzlZa8nnUgI92ExAQ4Ofnh6VSvaibYrG1tUXj3d3dqFsiE4K1vhd/assNxIcPH3h5ACI9PX1oaAgacHceIkFBQcPDwxKT+A2WYKc+2lE+IIhBChBgYGAgmkhMTAQNxo+t0ecWFhak5RGjuThckA8IhEktUMk5OTloIiMjw8vLS1VV1cXFBfOgVm/b/495kQ8IUo5lkXvkSZObmZkBh7q6ekhICI1XmiBEaOQAghgokRqOj4/HsHER+hzugnVSLzyR7u2xsoLAtYSW8OrVK2RI35mdneWpgbvjntXV1aJO+3O2fS9wsQWoEiZQA29SypISDQ8PBxNefqck/z1GViaEJ8E5Ibk9ZvXy5UteG3g8r+V71SDcLh8QJIWnHs8ZnobCQTe5uyJu0ykfED+bQbH1vwSIvwHBr0+V8CBoLAAAAABJRU5ErkJggg==) and ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACEAAAAYCAIAAAD78wNdAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAgY0hSTQAAeiYAAICEAAD6AAAAgOgAAHUwAADqYAAAOpgAABdwnLpRPAAAAAlwSFlzAAAh1QAAIdUBBJy0nQAAA4pJREFUSEu1ldkr7GEYx50/xZULS8KFUJZkS8iFXZYkQ8KFbMmQNUso4cauJEzT4MKu3Mi+hskeyr7vy/mc3nKO8ZtmTnivZp6e3/N9vt/n+7zvr7e3N4OfPmD89DGQBLi7u1teXl5cXDw6Onp6ehI5BBcWFoifnZ29vLzo35k0xubmZmRkZERERF9f39XVlSi3vr7u7+8vk8kmJibu7++/hPH6+rqysuLp6RkeHj47OyvK0fjk5KSzs3NCQsLW1tZXeZyfn3d3d1tbW1Pu8PCQcqAiWlNTk5WVVXp6Ogn6k/jjqc/ZKC6Xy83NzfPy8h4eHgQJJgEkGKWlpbe3t1/FGBkZCQoKsrW1rampeXx8pNzz8/Pw8LCHhwdawea/hiHBA1m6urrs7e19fX1VKhXVBYZCobCwsMAIg4ODkCNN8KMJ/oo0gvwgIv6+H02tyGtpabG0tESZ6elpMVuqNDY2GhsbFxcXE9zZ2bm8vCRzb2+vt7e3tbUVa/AXflNTU/39/XNzc++O1+RBHh9XVFSYmprm5+dvb2+L1nBtRkaGiYmJUqmcmZkZGBjY3d3d399H1ezsbFdX18rKSgDwQklJSVxcXFtb2796fuABTbwfExNjZGSUk5OztrZ2c3NzcnLS3NzMJMzMzFgXtGIkgkFPT8/Q0BBzSktLAwDvJSYmBgYGjo6OauXBJvO9i4uLoaGht7d3bm5ufX09kc7OzqysLBsbG/yGETo6Ok5PT2GJaEjn5eVFHLNh9KioqODgYFiKgYnzgQcrTft2dnZ8lpmZWVdXRzkmv7q6ikQIAiGoYG6koAoUUY+itbW1YBAPDQ2Njo7WWKAPGBcXF7GxsY6OjlVVVRsbGwgFM45wy/X1NRGqo4Noc35+vqCgAHegGyTa29v9/PxSUlIYqlZfIWhISIi7uzuiU07noo2NjSUlJTEMBoCXkpOTfXx8ysrK6EYag+4o7ebmFhAQoFarNTwuiYcpqqur4+PjCwsLi4qKnJyc0I1N0ljSv1ohKHkIBffj42OdJEjgkocKXi8vL09NTcXxcOI+1bqDiEM7cGfUGoJK4sF7aWmJ25NrGDCG4eDg0NDQ8D4tCV+x0jwbqHRwcKBTKJIZMj7mjRkfH8d1mDssLAzXfW5I+o3SKRS+woRYmY3D02jFRYDR2ZhvwxA3IAvIDcYUeQVQSTw234mhk6vWe1f/L/XP/A34+75LvVJArwAAAABJRU5ErkJggg==)  are estimated using maximum likelihood.

1. **import** numpy as np
2. X = np.array([[-1, -1], [-2, -1], [-3, -2], [1, 1], [2, 1], [3, 2]])
3. Y = np.array([1, 1, 1, 2, 2, 2])
4. **from** sklearn.naive\_bayes **import** GaussianNB
5. clf = GaussianNB().fit(X, Y)
6. **print** clf.predict([[-0.8,-1]])
7. clf\_pf = GaussianNB().partial\_fit(X, Y, np.unique(Y))
8. **print** clf\_pf.predict([[-0.8,-1]])

result:
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In addition, GaussianNB has an important function, partial\_fit method, this method is generally used when the training data is very large, it can not be fully loaded into memory at a time. At this time we can divide the data into a number of points, then repeat call partial\_fit step by step, MultinomialNB and BernoulliNB mentioned later also have similar functions.

##### Multinomial Naive Bayes
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1. **import** numpy as np
2. X = np.random.randint(5, size=(6, 100))
3. y = np.array([1, 2, 3, 4, 5, 6])
4. **from** sklearn.naive\_bayes **import** MultinomialNB
5. clf = MultinomialNB().fit(X, y)
6. **print** clf.predict(X[2:3])

result : [3]

##### Bernoulli Naive Bayes

BernoulliNB implements a naive Bayesian training and classification algorithm that is based on the distribution of multivariate Bernoulli distributions; for example, there may be multiple features, but each is assumed to be a binary value (Bernoulli, Boolean) variable. Therefore, samples of such requirements are represented as eigenvectors of binary values; a bernoullinb instance can be entered if given to any other type of data (depending on the binarization parameter)

The decision rule for Bernoulli naive Bayes is based on:
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In the case of text categorization, the word appearance vector (rather than the word count vector) can be used to train and use the classification. bernoullinb might perform better on some datasets, especially those short ones. If time permits, two models are recommended for evaluation.

1. **import** numpy as np
2. X = np.random.randint(2, size=(6, 100))
3. Y = np.array([1, 2, 3, 4, 4, 5])
4. **from** sklearn.naive\_bayes **import** BernoulliNB
5. clf = BernoulliNB()
6. clf.fit(X, Y)
7. BernoulliNB(alpha=1.0, binarize=0.0, class\_prior=None, fit\_prior=True)
8. **print**(clf.predict(X[2:3]))

result : [3]

more about Naïve Bayes please refer to <http://scikit-learn.org/stable/modules/naive_bayes.html#gaussian-naive-bayes>

#### Trees

##### 2.1. Decision Stump

Decision Stump is an extremely simple but very effective machine learning algorithm. It is in the mechanism and decision tree algorithm is very close, but the structure is simple and many, like the shape of only two branches of the tree

For example, we can determine whether a person's sex is determined by the two characteristics of beard and height, and it is clear whether a beard may be more accurate in determining sex than height, so we will give this feature more Big weight, for example, we set the weight to 0.8: 0.2. This is more accurate than the 0.5: 0.5 weight

Then we build the decision tree. Our decision tree to achieve the main two functions, one is to find out the results of the greatest impact on the eigenvalues. Another function is to find this feature worth the threshold. For example, the threshold is d, when the eigenvalue is greater than d the result is 1, when the eigenvalue is less than d result is 0.

Build decision tree

First look at the data set, is a matrix of two eigenvalues.

def loadSimpData():

datMat = matrix([[ 1. , 2.1], [ 2. , 1.1], [ 1.3, 1. ], [ 1. , 1. ], [ 2. , 1. ]])

classLabels = [1.0, 1.0, -1.0, -1.0, 1.0]

return datMat,classLabels

Followed by the tree's classification function. This function is used in the following loop, the effect is very simple, that is, compared to the eigenvalues and objective functions of each column, return the results of the comparison. The four parameters are (input matrix, column, threshold, lt or gt)

def stumpClassify(dataMatrix,dimen,threshVal,threshIneq):#just classify the data

retArray = ones((shape(dataMatrix)[0],1))

if threshIneq == 'lt':

retArray[dataMatrix[:,dimen] <= threshVal] = -1.0

else:

retArray[dataMatrix[:,dimen] > threshVal] = -1.0

return retArray

Finally, the binary tree function is constructed, and the optimal eigenvalue and its threshold are obtained by cyclic comparison. D is the weight of the initial matrix.

def buildStump(dataArr,classLabels,D):

dataMatrix = mat(dataArr); labelMat = mat(classLabels).T

m,n = shape(dataMatrix)

numSteps = 10.0; bestStump = {}; bestClasEst = mat(zeros((m,1)))

minError = inf #init error sum, to +infinity

for i in range(n):#loop over all dimensions

rangeMin = dataMatrix[:,i].min(); rangeMax = dataMatrix[:,i].max();

stepSize = (rangeMax-rangeMin)/numSteps

for j in range(-1,int(numSteps)+1):#loop over all range in current dimension

for inequal in ['lt', 'gt']: #go over less than and greater than

threshVal = (rangeMin + float(j) \* stepSize)

predictedVals = stumpClassify(dataMatrix,i,threshVal,inequal)#call stump classify with i, j, lessThan

errArr = mat(ones((m,1)))

errArr[predictedVals == labelMat] = 0

weightedError = D.T\*errArr #calc total error multiplied by D

#print "split: dim %d, thresh %.2f, thresh ineqal: %s, the weighted error is %.3f" % (i, threshVal, inequal, weightedError)

if weightedError < minError:

minError = weightedError

bestClasEst = predictedVals.copy()

bestStump['dim'] = i

bestStump['thresh'] = threshVal

bestStump['ineq'] = inequal

return bestStump,minError,bestClasEst

result

When we assume that the initial weights are the same (5 rows of data are both 0.2), get the result：{'dim': 0, 'ineq': 'lt', 'thresh': 1.3} - the first eigenvalue is the largest, the threshold is 1.3，[0.2]] - the error rate of 0.2, one of the five wrong

#### 2.2. LMT: logistic model trees

##### 2.3. J48

Tree algorithms: ID3, C4.5, C5.0 and CART，What are all the various decision tree algorithms and how do they differ from each other? Which one is implemented in scikit-learn?

ID3 (Iterative Dichotomiser 3) was developed in 1986 by Ross Quinlan. The algorithm creates a multiway tree, finding for each node (i.e. in a greedy manner) the categorical feature that will yield the largest information gain for categorical targets. Trees are grown to their maximum size and then a pruning step is usually applied to improve the ability of the tree to generalise to unseen data.

C4.5 is the successor to ID3 and removed the restriction that features must be categorical by dynamically defining a discrete attribute (based on numerical variables) that partitions the continuous attribute value into a discrete set of intervals. C4.5 converts the trained trees (i.e. the output of the ID3 algorithm) into sets of if-then rules. These accuracy of each rule is then evaluated to determine the order in which they should be applied. Pruning is done by removing a rule’s precondition if the accuracy of the rule improves without it.

C5.0 is Quinlan’s latest version release under a proprietary license. It uses less memory and builds smaller rulesets than C4.5 while being more accurate.

CART (Classification and Regression Trees) is very similar to C4.5, but it differs in that it supports numerical target variables (regression) and does not compute rule sets. CART constructs binary trees using the feature and threshold that yield the largest information gain at each node.

scikit-learn uses an optimised version of the CART algorithm.

*class sklearn.tree.DecisionTreeClassifier(criterion=’gini’, splitter=’best’, max\_depth=None, min\_samples\_split=2, min\_samples\_leaf=1, min\_weight\_fraction\_leaf=0.0, max\_features=None, random\_state=None, max\_leaf\_nodes=None, min\_impurity\_decrease=0.0, min\_impurity\_split=None, class\_weight=None, presort=False)*

The function to measure the quality of a split. Supported criteria are “gini” for the Gini impurity and “entropy” for the information gain.

Example：

>>> from sklearn import tree

>>> X = [[0, 0], [1, 1]]

>>> Y = [0, 1]

// The function to measure the quality of a split. Supported criteria are “gini” for the Gini impurity and “entropy” for the information gain.

>>> clf = tree.DecisionTreeClassifier()

>>> clf = clf.fit(X, Y)

>>> clf.predict([[2., 2.]])

array([1])

More details:

<http://scikit-learn.org/stable/modules/generated/sklearn.tree.DecisionTreeClassifier.html#examples-using-sklearn-tree-decisiontreeclassifier>

#### 2.4. M5P

##### 2.5. RandomForest

A random forest is a meta estimator that fits a n

umber of decision tree classifiers on various sub-samples of the dataset and use averaging to improve the predictive accuracy and control over-fitting. The sub-sample size is always the same as the original input sample size but the samples are drawn with replacement if bootstrap=True (default).

Class: RandomForestClassifier

Constructor：sklearn.ensemble.RandomForestClassifier(n\_estimators=10

, criterion='gini'

, max\_depth=None

, min\_samples\_split=2

, min\_samples\_leaf=1

, max\_features='auto'

, max\_leaf\_nodes=None

, bootstrap=True

, oob\_score=False

, n\_jobs=1

, random\_state=None

, verbose=0

, min\_density=None

, compute\_importances=None)

Examples：

>>> from sklearn.ensemble import RandomForestClassifier

>>> from sklearn.datasets import make\_classification

>>>

>>> X, y = make\_classification(n\_samples=1000, n\_features=4,

... n\_informative=2, n\_redundant=0,

... random\_state=0, shuffle=False)

>>> clf = RandomForestClassifier(max\_depth=2, random\_state=0)

>>> clf.fit(X, y)

RandomForestClassifier(bootstrap=True, class\_weight=None, criterion='gini',

max\_depth=2, max\_features='auto', max\_leaf\_nodes=None,

min\_impurity\_decrease=0.0, min\_impurity\_split=None,

min\_samples\_leaf=1, min\_samples\_split=2,

min\_weight\_fraction\_leaf=0.0, n\_estimators=10, n\_jobs=1,

oob\_score=False, random\_state=0, verbose=0, warm\_start=False)

>>> print(clf.feature\_importances\_)

[ 0.17287856 0.80608704 0.01884792 0.00218648]

>>> print(clf.predict([[0, 0, 0, 0]]))

[1]

More details:

<http://scikit-learn.org/stable/modules/generated/sklearn.ensemble.RandomForestClassifier.html>

##### 2.6. RandomTree

An unsupervised transformation of a dataset to a high-dimensional sparse representation. A datapoint is coded according to which leaf of each tree it is sorted into. Using a one-hot encoding of the leaves, this leads to a binary coding with as many ones as there are trees in the forest.

class sklearn.ensemble.RandomTreesEmbedding(n\_estimators=10, max\_depth=5, min\_samples\_split=2, min\_samples\_leaf=1, min\_weight\_fraction\_leaf=0.0, max\_leaf\_nodes=None, min\_impurity\_decrease=0.0, min\_impurity\_split=None, sparse\_output=True, n\_jobs=1, random\_state=None, verbose=0, warm\_start=False)

More details:

<http://scikit-learn.org/stable/modules/generated/sklearn.ensemble.RandomForestClassifier.html>

##### 2.7. REPTree

#### 3. Rules:

##### 3.1 JRip

##### 3.2 DecisionTable

##### 3.3 M5Rules

##### 3.4 OneR

##### 3.5 Part: obtains rules from partial decision trees

#### 4. Functions:

##### 4.1. LinearRegression

Class: LinearRegression

Constructor：sklearn.linear\_model.LinearRegression(fit\_intercept=True, normalize=False, copy\_X=True, n\_jobs=1)

Examples：

>>>from sklearn import linear\_model

>>>X= [[0, 0], [1, 1], [2, 2]]

>>>y = [0, 1, 2]

>>>clf = linear\_model.LinearRegression()

>>>clf.fit(X, y)

>>> print (clf.coef\_)

[ 0.5 0.5]

>>>print (clf.intercept\_)

1.11022302463e-16

>>>print (clf.predict([[3, 3]]))

[ 3.]

More details:

<http://scikit-learn.org/stable/modules/generated/sklearn.linear_model.LinearRegression.html>

<http://scikit-learn.org/stable/auto_examples/linear_model/plot_ols.html>

##### 4.2. Logistic

Class: LinearRegression

Constructor：sklearn.linear\_model.LogisticRegression(penalty=’l2’, dual=False, tol=0.0001, C=1.0, fit\_intercept=True, intercept\_scaling=1, class\_weight=None, random\_state=None, solver=’liblinear’, max\_iter=100, multi\_class=’ovr’, verbose=0, warm\_start=False, n\_jobs=1)

Examples：

clf\_l1\_LR = [LogisticRegression](http://scikit-learn.org/stable/modules/generated/sklearn.linear_model.LogisticRegression.html#sklearn.linear_model.LogisticRegression)(C=C, penalty='l1', tol=0.01)

clf\_l2\_LR = [LogisticRegression](http://scikit-learn.org/stable/modules/generated/sklearn.linear_model.LogisticRegression.html#sklearn.linear_model.LogisticRegression)(C=C, penalty='l2', tol=0.01)

clf\_l1\_LR.fit(X, y)

clf\_l2\_LR.fit(X, y)

More details:

<http://scikit-learn.org/stable/modules/generated/sklearn.linear_model.LogisticRegression.html>

##### 4.3. SGD:

Stochastic Gradient Descent (SGD) is a simple yet very efficient approach to discriminative learning of linear classifiers under convex loss functions such as (linear) Support Vector Machines and Logistic Regression. Even though SGD has been around in the machine learning community for a long time, it has received a considerable amount of attention just recently in the context of large-scale learning.SGD has been uccessfully applied to large-scale and sparse machine learning problems often encountered in text classification and natural language processing. Given that the data is sparse, the classifiers in this module easily scale to problems with more than 10^5 training examples and more than 10^5 features.

The advantages of Stochastic Gradient Descent are:

• Efficiency.

• Ease of implementation (lots of opportunities for code tuning).

The disadvantages of Stochastic Gradient Descent include:

• SGD requires a number of hyperparameters such as the regularization parameter and

the number of iterations.

• SGD is sensitive to feature scaling.

>>> from sklearn.linear\_model import SGDClassifier

>>> X = [[0., 0.], [1., 1.]]

>>> y = [0, 1]

>>> clf = SGDClassifier(loss="hinge", penalty="l2")

>>> clf.fit(X, y)

SGDClassifier(alpha=0.0001, average=False, class\_weight=None, epsilon=0.1,

eta0=0.0, fit\_intercept=True, l1\_ratio=0.15,

learning\_rate='optimal', loss='hinge', max\_iter=None, n\_iter=None,

n\_jobs=1, penalty='l2', power\_t=0.5, random\_state=None,

shuffle=True, tol=None, verbose=0, warm\_start=False)

>>> clf.predict([[2., 2.]])

array([1])

More details:

<http://scikit-learn.org/stable/modules/sgd.html>

##### 4.4. SimpleLinearRegression

Linear regression is one of the basic algorithms in data mining. In a sense, linear regression has begun to come into play when learning a function, except that no error term is involved. In fact, the idea of linear regression is to solve a set of equations and obtain the regression function. However, after the error term appears, the solution to the equation is changed, and the least squares method is generally used to calculate it.

##### 4.5. SimpleLogistic: generates a degenerate logistic model tree

##### 4.6. SMO: implements the sequential minimal optimization algorithm for training a support vector classifier

##### 4.7. SMOreg: implements the sequential minimal optimization algorithm for learning a support vector regression model

VotedPerceptron

#### 5.0 k-NN based:

##### 5.1. IBk: k nearest neighbor classifier

*class* sklearn.neighbors.KNeighborsClassifier(*n\_neighbors=5*, *weights=’uniform’*, *algorithm=’auto’*, *leaf\_size=30*, *p=2*, *metric=’minkowski’*, *metric\_params=None*, *n\_jobs=1*, *\*\*kwargs*)

Examples

>>> X = [[0], [1], [2], [3]]

>>> y = [0, 0, 1, 1]

>>> from sklearn.neighbors import KNeighborsClassifier

>>> neigh = KNeighborsClassifier(n\_neighbors=3)

>>> neigh.fit(X, y)

KNeighborsClassifier(...)

>>> print(neigh.predict([[1.1]]))

[0]

>>> print(neigh.predict\_proba([[0.9]]))

[[ 0.66666667 0.33333333]]

More details:

<http://scikit-learn.org/stable/modules/sgd.html>

##### 5.2. KStar: is a nearest-neighbor method with generalized distance function based on transformations

#### 6. Neural Networks:

##### 6.1. MultilayerPerceptron

Multi-layer Perceptron classifier.

This model optimizes the log-loss function using LBFGS or stochastic gradient descent.

*class* sklearn.neural\_network.MLPClassifier(*hidden\_layer\_sizes=(100*, *)*, *activation=’relu’*, *solver=’adam’*, *alpha=0.0001*, *batch\_size=’auto’*, *learning\_rate=’constant’*, *learning\_rate\_init=0.001*, *power\_t=0.5*, *max\_iter=200*, *shuffle=True*, *random\_state=None*, *tol=0.0001*, *verbose=False*, *warm\_start=False*, *momentum=0.9*, *nesterovs\_momentum=True*, *early\_stopping=False*, *validation\_fraction=0.1*, *beta\_1=0.9*, *beta\_2=0.999*, *epsilon=1e-08*)

More details:

<http://scikit-learn.org/stable/modules/generated/sklearn.neural_network.MLPClassifier.html>

#### 7. Ensemble Methods

##### 7.1. Stacking 2

##### 7.2. Vote 2

##### 7.3. LWL 5

##### 7.4. AdaBoostM1 6

Class:  AdaBoostClassifier

Constructor: sklearn.ensemble.AdaBoostClassifier(base\_estimator=None, n\_estimators=50, learning\_rate=1.0, algorithm=’SAMME.R’, random\_state=None)

Examples：

import numpy as np

import matplotlib.pyplot as plt

from sklearn import datasets

from sklearn.tree import [DecisionTreeClassifier](http://scikit-learn.org/stable/modules/generated/sklearn.tree.DecisionTreeClassifier.html#sklearn.tree.DecisionTreeClassifier)

from sklearn.metrics import [zero\_one\_loss](http://scikit-learn.org/stable/modules/generated/sklearn.metrics.zero_one_loss.html#sklearn.metrics.zero_one_loss)

from sklearn.ensemble import [AdaBoostClassifier](http://scikit-learn.org/stable/modules/generated/sklearn.ensemble.AdaBoostClassifier.html#sklearn.ensemble.AdaBoostClassifier)

n\_estimators = 400

# A learning rate of 1. may not be optimal for both SAMME and SAMME.R

learning\_rate = 1.

X, y = [datasets.make\_hastie\_10\_2](http://scikit-learn.org/stable/modules/generated/sklearn.datasets.make_hastie_10_2.html#sklearn.datasets.make_hastie_10_2)(n\_samples=12000, random\_state=1)

X\_test, y\_test = X[2000:], y[2000:]

X\_train, y\_train = X[:2000], y[:2000]

dt\_stump = [DecisionTreeClassifier](http://scikit-learn.org/stable/modules/generated/sklearn.tree.DecisionTreeClassifier.html#sklearn.tree.DecisionTreeClassifier)(max\_depth=1, min\_samples\_leaf=1)

dt\_stump.fit(X\_train, y\_train)

dt\_stump\_err = 1.0 - dt\_stump.score(X\_test, y\_test)

dt = [DecisionTreeClassifier](http://scikit-learn.org/stable/modules/generated/sklearn.tree.DecisionTreeClassifier.html#sklearn.tree.DecisionTreeClassifier)(max\_depth=9, min\_samples\_leaf=1)

dt.fit(X\_train, y\_train)

dt\_err = 1.0 - dt.score(X\_test, y\_test)

ada\_discrete = [AdaBoostClassifier](http://scikit-learn.org/stable/modules/generated/sklearn.ensemble.AdaBoostClassifier.html#sklearn.ensemble.AdaBoostClassifier)(

base\_estimator=dt\_stump,

learning\_rate=learning\_rate,

n\_estimators=n\_estimators,

algorithm="SAMME")

ada\_discrete.fit(X\_train, y\_train)

ada\_real = [AdaBoostClassifier](http://scikit-learn.org/stable/modules/generated/sklearn.ensemble.AdaBoostClassifier.html#sklearn.ensemble.AdaBoostClassifier)(

base\_estimator=dt\_stump,

learning\_rate=learning\_rate,

n\_estimators=n\_estimators,

algorithm="SAMME.R")

ada\_real.fit(X\_train, y\_train)

fig = [plt.figure](http://matplotlib.org/api/_as_gen/matplotlib.figure.AxesStack.html#matplotlib.figure)()

ax = fig.add\_subplot(111)

ax.plot([1, n\_estimators], [dt\_stump\_err] \* 2, 'k-',

label='Decision Stump Error')

ax.plot([1, n\_estimators], [dt\_err] \* 2, 'k--',

label='Decision Tree Error')

ada\_discrete\_err = [np.zeros](http://docs.scipy.org/doc/numpy-1.8.1/reference/generated/numpy.zeros.html#numpy.zeros)((n\_estimators,))

for i, y\_pred in enumerate(ada\_discrete.staged\_predict(X\_test)):

ada\_discrete\_err[i] = [zero\_one\_loss](http://scikit-learn.org/stable/modules/generated/sklearn.metrics.zero_one_loss.html#sklearn.metrics.zero_one_loss)(y\_pred, y\_test)

ada\_discrete\_err\_train = [np.zeros](http://docs.scipy.org/doc/numpy-1.8.1/reference/generated/numpy.zeros.html#numpy.zeros)((n\_estimators,))

for i, y\_pred in enumerate(ada\_discrete.staged\_predict(X\_train)):

ada\_discrete\_err\_train[i] = [zero\_one\_loss](http://scikit-learn.org/stable/modules/generated/sklearn.metrics.zero_one_loss.html#sklearn.metrics.zero_one_loss)(y\_pred, y\_train)

ada\_real\_err = [np.zeros](http://docs.scipy.org/doc/numpy-1.8.1/reference/generated/numpy.zeros.html#numpy.zeros)((n\_estimators,))

for i, y\_pred in enumerate(ada\_real.staged\_predict(X\_test)):

ada\_real\_err[i] = [zero\_one\_loss](http://scikit-learn.org/stable/modules/generated/sklearn.metrics.zero_one_loss.html#sklearn.metrics.zero_one_loss)(y\_pred, y\_test)

ada\_real\_err\_train = [np.zeros](http://docs.scipy.org/doc/numpy-1.8.1/reference/generated/numpy.zeros.html#numpy.zeros)((n\_estimators,))

for i, y\_pred in enumerate(ada\_real.staged\_predict(X\_train)):

ada\_real\_err\_train[i] = [zero\_one\_loss](http://scikit-learn.org/stable/modules/generated/sklearn.metrics.zero_one_loss.html#sklearn.metrics.zero_one_loss)(y\_pred, y\_train)

ax.plot([np.arange](http://docs.scipy.org/doc/numpy-1.8.1/reference/generated/numpy.arange.html#numpy.arange)(n\_estimators) + 1, ada\_discrete\_err,

label='Discrete AdaBoost Test Error',

color='red')

ax.plot([np.arange](http://docs.scipy.org/doc/numpy-1.8.1/reference/generated/numpy.arange.html#numpy.arange)(n\_estimators) + 1, ada\_discrete\_err\_train,

label='Discrete AdaBoost Train Error',

color='blue')

ax.plot([np.arange](http://docs.scipy.org/doc/numpy-1.8.1/reference/generated/numpy.arange.html#numpy.arange)(n\_estimators) + 1, ada\_real\_err,

label='Real AdaBoost Test Error',

color='orange')

ax.plot([np.arange](http://docs.scipy.org/doc/numpy-1.8.1/reference/generated/numpy.arange.html#numpy.arange)(n\_estimators) + 1, ada\_real\_err\_train,

label='Real AdaBoost Train Error',

color='green')

ax.set\_ylim((0.0, 0.5))

ax.set\_xlabel('n\_estimators')

ax.set\_ylabel('error rate')

leg = ax.legend(loc='upper right', fancybox=True)

leg.get\_frame().set\_alpha(0.7)

[plt.show](http://matplotlib.org/api/_as_gen/matplotlib.pyplot.show.html#matplotlib.pyplot.show)()
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More details:

<http://scikit-learn.org/stable/modules/generated/sklearn.ensemble.AdaBoostClassifier.html>

##### 7.5. AdditiveRegression 4

##### 7.6. AttributeSelectedClassifier 2

##### 7.7. Bagging 4

Class: [BaggingClassifier](http://scikit-learn.org/stable/modules/generated/sklearn.ensemble.BaggingClassifier.html#sklearn.ensemble.BaggingClassifier)（Used for classification）, [BaggingRegressor](http://scikit-learn.org/stable/modules/generated/sklearn.ensemble.BaggingRegressor.html#sklearn.ensemble.BaggingRegressor)（Used for regression）

Constructor: sklearn.ensemble.BaggingClassifier(base\_estimator=None

, n\_estimators=10

, max\_samples=1.0

, max\_features=1.0

, bootstrap=True

, bootstrap\_features=False

, oob\_score=False

, n\_jobs=1

, random\_state=None, verbose=0)

Examples([BaggingClassifier](http://scikit-learn.org/stable/modules/generated/sklearn.ensemble.BaggingClassifier.html#sklearn.ensemble.BaggingClassifier))：

>>>from sklearn.ensemble import BaggingClassifier

>>>from sklearn.neighbors import KneighborsClassifier

>>>bagging=BaggingClassifier(KNeighborsClassifier(),max\_samples=0.5,max\_features=0.5)

More details:

<http://scikit-learn.org/stable/modules/generated/sklearn.ensemble.BaggingClassifier.html>

Constructor: sklearn.ensemble.BaggingClassifier(base\_estimator=None

, n\_estimators=10

, max\_samples=1.0

, max\_features=1.0

, bootstrap=True

, bootstrap\_features=False

, oob\_score=False

, n\_jobs=1

, random\_state=None, verbose=0)

More details:

<http://scikit-learn.org/stable/modules/generated/sklearn.ensemble.BaggingRegressor.html>

##### 7.8. RandomCommittee 2

##### 7.9. RandomSubSpace 3

#### 8. Attribute Selection Methods

##### 8.1. BestFirst 2

##### 8.2. GreedyStepwise 4