Student Name: Artur Gordiyenko

### The goals of this lab are to:

Give you the background skills that are required for you to apply the *General Plan for Analyzing Time Efficiency of Non-recursive Algorithms* (page 62 of your textbook). Ultimately this is what you need to be able to do.

Today's background skills include:

* ability to express an algorithm in pseudo-code
* identification of the basic operation in an algorithm
* ability to set up summations to represent the number of times a basic operation is executed
* manipulation of summations (transform into a closed-form formula)

Note: this is an individual lab assignment in that you have to learn the material. Please feel free to discuss answers or to work through some questions with a partner if this helps you learn the material – but you do need to have your own work on your own lab at the end of the class.

### Due Date and Grading:

* This is a graded lab out of 20.
* You should type your answers on this page, and submit it to D2L before due date.

Questions:

Consider the following algorithm from your textbook (page 23):

1. Algorithm CCS (A[0..n−1])

2. for i ← 0 to n−1 do

3. Count[i] ← 0

4. for i ← 0 to n-2 do

5. for j ← i+1 to n−1 do

6. if A[i] < A[j]

7. Count[j] ← Count[j]+1

8. else

9. Count[i] ← Count[i]+1

10. for i ← 0 to n−1 do

11. S[Count[i]] ← A[i]

12. return S

1. Consider only lines 1 to 3 of this algorithm. Call these 3 lines "Part A".

a. [1 mark] what does Part A of the algorithm do?

Makes a new array of size n with values of 0.

b. [1 mark] Assume that Part A is all there is to the algorithm. What is the basic operation in Part A, and on what line does it occur?

Line 3, setting of Count[i] to 0

c. [1 mark] Using common sense and your understanding of this loop, how many basic operations will be executed in Part A for an input array of with n=512 (ie: A[0..511])?

512

d. [1 mark] set up a summation that counts the number of times the basic operation is executed in Part A for an input array of size *n*.

Assume basic operation is noted as X

n-1

∑ x

i = 0

e. [1 mark] Solve your summation (from question 1d above) to closed form. *Note: Appendix A (pg 476) contains some very useful formulas to help you solve summations to closed form.*

(n-1-0+1)x = n(x)

2. Consider only lines 4 to 9 of the algorithm from question 1. Call these 6 lines "Part B".

a. [1 mark] what does Part B of the algorithm do? Use the following array as test data, showing the contents of Count [] after each execution of the statement on line (4). A= [42, 17, 18, 23, 37, 9]

It sets the order A should be in to be sorted. Ex A[0] which is 42, and should be last or 5th place.

A=[42, 17, 18, 23, 37, 9]

Count = [0, 0, 0, 0, 0, 0]

Count = [5, 0, 0, 0, 0, 0]

Count = [5, 1, 0, 0, 0, 0]

Count = [5, 1, 2, 0, 0, 0]

Count = [5, 1, 2, 3, 0, 0]

Count = [5, 1, 2, 3, 4, 0]

Count = [5, 1, 2, 3, 4, 0]

b. [1 mark] what is the basic operation in Part B, and on what line does it occur?

Line 6, it is the comparison.

c. [1 mark] set up a summation that counts the number of times the basic operation is executed in Part B for an input array of size *n*.

d. [1 mark] Solve your summation to closed form.

3. Consider only lines 10 to 11 of the algorithm from question 1. Call these 2 lines "Part C".

a. [1 mark] what does Part C of the algorithm do? Use your answer from question 2a as input to Part C. Show the contents of S [] after each assignment on line 11.

Store the value of A[i] at the index of the value of Count[i]

S[0]=9

S[1]=17

S[2]=18

S[3]=23

S[4]=37

S[5]=42

b. [1 mark] what is the basic operation in Part C, and on what line does it occur?

S[Count[i]] <- A[i]

Line 11

c. [1 mark] set up a summation that counts the number of times the basic operation is executed in Part C for an input array of size *n*.

Assume basic operation is noted as X

n-1

∑ x

i = 0

d. [1 mark] Solve your summation to closed form.

(n-1-0+1)x = n(x)

4. [1 mark] Consider the entire CCS algorithm (including all lines in Parts A, B, and C). What is the basic operation for the entire algorithm? How many times is this basic operations executed for an input array of size *n*?

Line 7: The If statement.

It is executed times. Or approximately O)

5. Question 3 on page 51 of your textbook, which asks: *Consider a variation of sequential search that scans a list to return the number of occurrences of a given search key in the list.*

a. [3 mark] Write the pseudocode for this algorithm (count number of occurrences), using the same style of pseudocode shown in your textbook. Assume the list is implemented as an array.

/\*Returns first key occurrence or -1 if nothing is found.

1. NumberOfOccurences (A[0..n−1], int searchKey)

2. for i ← 0 to n−1 do

3. if A[i] = searchKey

4. return i

5. return -1

b. [1 mark] what is the basic operation in your algorithm?

Line 3: comparison

c. [2 mark] set up a summation that counts the number of times the basic operation is executed for an array of size n, and solve your summation to closed form.

Assume X as basic operation

n-1

∑ x

i = 0

(n-1-0+1)x = n(x)

**Homework Question:** This question is optional (ie: not included in gade for the lab). It is here so that students who finish the earlier questions have something more challenging to work on.

**Your task:** Implement the java code for an algorithm to solve the following problem.

Problem: Building Height

Background

With the advent of high speed graphics workstations, CAD (computer-aided design) and other areas (CAM, VLSI design) have made increasingly effective use of computers. One of the problems with drawing images is the elimination of hidden lines -- lines obscured by other parts of a drawing.

The Problem

You are to design a program to assist an architect in drawing the skyline of a city given the locations of the buildings in the city. To make the problem tractable, all buildings are rectangular in shape and they share a common bottom (the city they are built in is very flat). The city is also viewed as two-dimensional. A building is specified by an ordered triple (Li, Hi, Ri) where Li and Ri are left and right coordinates, respectively, of building i and Hi is the height of the building. In the diagram below buildings are shown on the left with triples (1,11,5), (2,6,7), (3,13,9),

(12,7,16), (14,3,25), (19,18,22), (23,13,29), (24,4,28). The skyline, shown on the right, is represented by the sequence: (1, 11, 3, 13, 9, 0, 12, 7, 16, 3, 19, 18, 22, 3, 23, 13, 29, 0)

![alt text](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAvwAAAD3AQMAAABbzhImAAAAA3NCSVQBAQF8LneCAAAABlBMVEUAAAD///+l2Z/dAAAAAnRSTlP/AOW3MEoAAAABYktHRACIBR1IAAAADGNtUFBKQ21wMDcxMgAAAAdPbbelAAAC20lEQVR42u3bP2vbQBgGcAVDPXouFDy00DVth2Ja0NiPkrWQIZiCZegHcCFTwEVjx86lf5ItKQTrGxiXhGqLHWuwTQ5d3fc5yz5VuJIJqVyeg/Dmzu+9P9/ZUoQcO3pNGzmOU9OF2nxG1S5x+0AlPxDNf4JC9WMPswgQIECAAAECBAgQIECAAAECBAgQIECAAAECBAgQ0G0HrWqnCxCbx5y6tmdKq5QE8E03zAI80/P/eGzeZgQIECBAgAABAgTKAqjV68KyACsXpZnAYHk5Owcw1y8K1PIAtQ0Bd5mSCSRlAgIECBAgQIAAAQIECBAgQIAAAQLbDsSLW0kFgJPkFlgpAG+5WXkBf5FMoKzAaHGXc2uByGyRIkCAAIESAy3zV3qLAYwEBAgQIPC/Acmn/slV698BXOJ6v3+p/nsgtLdI5QGyGgECBAgQIECAAAECBAjcKVCgeWZaO/8U9w4AtdqvJh/UZbS63qCt/+rqLTQCBLYCuJA48STEsSvx+EBC51TCxZWE6ynmmKBvjpHbkTD8jNFTKThFQdXadb4DAjBSvoy7ckMm3juU0aOBhPMxkkzQUxe5j6VXe4vRZ1Lw52tJil6+c7p4dng0ngV4VnXpRQ3pfcEqz/ewvNC1VvJtHyvAQnRTCg6fSCe6f2KASQoQP94H0B1mAjc2gA3TDSkYPt8AUGFhQDcWgNnXBMC+mi1SlxJmKWDmWsChGUXBp3iKzWQFrg1gUghgdiXZg/QKfAv4hNFICsYHkjRNVqBTAL4wFQCIcKtTpV4DbQPmn1BCKahMweQ1CG3ATPIBhD0B+ikgsgHk6qC7sp2To/XAC0zqAejlAt5LweiDJEUJMEwB2KI3mNTvZwITG2hi9KsUnHxMABzJl1JCjx7IJHXvlXAVvDPaZxLOUkfyWGqoKt5xOw8xuiMFB48kaTw/knGUmiNZm3ORriPgXKSR8yN1LlrEjhX0asFpa/cX+MKf23uD6UAAAAAASUVORK5CYII=)

**The Input**

The input is a sequence of building triples. All coordinates of buildings are positive integers less than 10,000 and there will be at least one and at most 5,000 buildings in the input file. Each building triple is on a line by itself in the input file. All integers in a triple are separated by one or more spaces. The triples will be sorted by Li the left x coordinate of the building, so the building with the smallest left x-coordinate is first in the input file.

**The Output**

The output should consist of the vector that describes the skyline as shown in the example above. In the skyline vector (v1, v2, v3,…, vn-2,vn-1,vn), the vi such that i is an even number represent a horizontal line (height). The vi such that i is an odd number represent a vertical line (x-coordinate). The skyline vector should represent the "path" taken, for example, by a bug starting at the minimum x-coordinate and traveling horizontally and vertically over all the lines that define the skyline. Thus the last entry in the skyline vector will be a 0. The coordinates must be separated by a blank space.

Sample Input

1 11 5 2 6 7 3 13 9 12 7 16 14 3 25 19 18 22 23 13 29 24 4 28

Sample Output

1 11 3 13 9 0 12 7 16 3 19 18 22 3 23 13 29 0