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# Data Preparation

library(lattice)  
library(NHANES)  
library(dplyr)  
library(caret)  
library(randomForest)  
library(pROC)  
  
  
data ("NHANES")  
table(NHANES$Diabetes)# the data is strongly imbalanced

##   
## No Yes   
## 9098 760

keep.var<-names(NHANES) %in% c("Age", "Race1", "Education", "Poverty", "Weight", "Height", "Pulse", "Diabetes", "BMI", "PhysActive", "Smoke100", "BPSysAve", "BPDiaAve", "TotChol")  
  
NHANES.subset<-NHANES[keep.var]  
  
# check the coding and refernce group of the outcome  
contrasts(NHANES.subset$Diabetes)

## Yes  
## No 0  
## Yes 1

# Since the reference group is assigned correctly, I don't need to change it.  
  
# Set up the reference group for the prediction outcome  
# NHANES.subset = NHANES.subset |> mutate(Diabetes = relevel(Diabetes,ref = "No"))  
  
skimr::skim(NHANES.subset) # all variables are numeric or factor, have missing

Data summary

|  |  |
| --- | --- |
| Name | NHANES.subset |
| Number of rows | 10000 |
| Number of columns | 14 |
| \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ |  |
| Column type frequency: |  |
| factor | 5 |
| numeric | 9 |
| \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ |  |
| Group variables | None |

**Variable type: factor**

| skim\_variable | n\_missing | complete\_rate | ordered | n\_unique | top\_counts |
| --- | --- | --- | --- | --- | --- |
| Race1 | 0 | 1.00 | FALSE | 5 | Whi: 6372, Bla: 1197, Mex: 1015, Oth: 806 |
| Education | 2779 | 0.72 | FALSE | 5 | Som: 2267, Col: 2098, Hig: 1517, 9 -: 888 |
| Diabetes | 142 | 0.99 | FALSE | 2 | No: 9098, Yes: 760 |
| PhysActive | 1674 | 0.83 | FALSE | 2 | Yes: 4649, No: 3677 |
| Smoke100 | 2765 | 0.72 | FALSE | 2 | No: 4024, Yes: 3211 |

**Variable type: numeric**

| skim\_variable | n\_missing | complete\_rate | mean | sd | p0 | p25 | p50 | p75 | p100 | hist |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Age | 0 | 1.00 | 36.74 | 22.40 | 0.00 | 17.00 | 36.00 | 54.00 | 80.00 | ▇▇▇▆▅ |
| Poverty | 726 | 0.93 | 2.80 | 1.68 | 0.00 | 1.24 | 2.70 | 4.71 | 5.00 | ▅▅▃▃▇ |
| Weight | 78 | 0.99 | 70.98 | 29.13 | 2.80 | 56.10 | 72.70 | 88.90 | 230.70 | ▂▇▂▁▁ |
| Height | 353 | 0.96 | 161.88 | 20.19 | 83.60 | 156.80 | 166.00 | 174.50 | 200.40 | ▁▁▁▇▂ |
| BMI | 366 | 0.96 | 26.66 | 7.38 | 12.88 | 21.58 | 25.98 | 30.89 | 81.25 | ▇▆▁▁▁ |
| Pulse | 1437 | 0.86 | 73.56 | 12.16 | 40.00 | 64.00 | 72.00 | 82.00 | 136.00 | ▂▇▃▁▁ |
| BPSysAve | 1449 | 0.86 | 118.15 | 17.25 | 76.00 | 106.00 | 116.00 | 127.00 | 226.00 | ▃▇▂▁▁ |
| BPDiaAve | 1449 | 0.86 | 67.48 | 14.35 | 0.00 | 61.00 | 69.00 | 76.00 | 116.00 | ▁▁▇▇▁ |
| TotChol | 1526 | 0.85 | 4.88 | 1.08 | 1.53 | 4.11 | 4.78 | 5.53 | 13.65 | ▂▇▁▁▁ |

#Remove missings and then remove duplicates  
NHANES.subset<-na.omit(NHANES.subset)  
NHANES.subset<-unique(NHANES.subset)  
  
#Check distributions  
skimr::skim(NHANES.subset)

Data summary

|  |  |
| --- | --- |
| Name | NHANES.subset |
| Number of rows | 3880 |
| Number of columns | 14 |
| \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ |  |
| Column type frequency: |  |
| factor | 5 |
| numeric | 9 |
| \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ |  |
| Group variables | None |

**Variable type: factor**

| skim\_variable | n\_missing | complete\_rate | ordered | n\_unique | top\_counts |
| --- | --- | --- | --- | --- | --- |
| Race1 | 0 | 1 | FALSE | 5 | Whi: 2390, Bla: 531, Mex: 390, Oth: 311 |
| Education | 0 | 1 | FALSE | 5 | Som: 1194, Col: 1081, Hig: 828, 9 -: 511 |
| Diabetes | 0 | 1 | FALSE | 2 | No: 3437, Yes: 443 |
| PhysActive | 0 | 1 | FALSE | 2 | Yes: 2030, No: 1850 |
| Smoke100 | 0 | 1 | FALSE | 2 | No: 2161, Yes: 1719 |

**Variable type: numeric**

| skim\_variable | n\_missing | complete\_rate | mean | sd | p0 | p25 | p50 | p75 | p100 | hist |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Age | 0 | 1 | 47.25 | 17.30 | 20.00 | 32.00 | 46.00 | 60.00 | 80.00 | ▇▇▇▅▅ |
| Poverty | 0 | 1 | 2.78 | 1.67 | 0.00 | 1.24 | 2.63 | 4.65 | 5.00 | ▅▆▃▃▇ |
| Weight | 0 | 1 | 82.55 | 21.33 | 37.00 | 67.50 | 79.80 | 93.90 | 230.70 | ▆▇▁▁▁ |
| Height | 0 | 1 | 168.66 | 10.06 | 139.90 | 161.30 | 168.60 | 175.80 | 200.40 | ▁▆▇▅▁ |
| BMI | 0 | 1 | 28.95 | 6.84 | 15.02 | 24.20 | 27.80 | 32.34 | 81.25 | ▇▆▁▁▁ |
| Pulse | 0 | 1 | 72.45 | 11.85 | 40.00 | 64.00 | 72.00 | 80.00 | 128.00 | ▁▇▅▁▁ |
| BPSysAve | 0 | 1 | 121.02 | 17.15 | 78.00 | 109.00 | 119.00 | 130.00 | 226.00 | ▃▇▂▁▁ |
| BPDiaAve | 0 | 1 | 69.93 | 12.68 | 0.00 | 63.00 | 70.00 | 78.00 | 116.00 | ▁▁▇▇▁ |
| TotChol | 0 | 1 | 5.05 | 1.06 | 1.53 | 4.29 | 4.99 | 5.69 | 13.65 | ▂▇▁▁▁ |

# Set up: Partition data into training/testing

set.seed(123)  
  
train.indices <- NHANES.subset %>%  
 pull(Diabetes) %>%  
 createDataPartition(p = 0.7, list = FALSE)  
  
train.data <- NHANES.subset %>%  
 slice(train.indices)

## Warning: Slicing with a 1-column matrix was deprecated in dplyr 1.1.0.  
## This warning is displayed once every 8 hours.  
## Call `lifecycle::last\_lifecycle\_warnings()` to see where this warning was  
## generated.

test.data <- NHANES.subset %>%  
 slice(-train.indices)

# Model building and hyperparameter tuning

## Model 1: Random Forest with 3 values of mtry and 3 values of ntree

control.obj<-trainControl(method="cv",   
 number=5,   
 sampling="up",   
 summaryFunction = twoClassSummary,  
 classProbs = TRUE)  
#I use 5-fold cv here to reduce computational load  
# The twoClassSummary function is designed for binary classification problems and will provide metrics like sensitivity, specificity, and Area Under the ROC Curve (AUC).  
# ClassProbs=TRUE is necessary for twoClassSummary to work because it requires class probabilities to calculate AUC.  
  
# hyperparameter tuning  
# Try mtry of all, half of all, sqrt of all,   
# Try ntree of 100, 300, 500  
feat.count<-c((ncol(train.data)-1), (ncol(train.data)-1)/2, sqrt(ncol(train.data)-1),2,3)  
# I want to try more mtry, but it takes too long. Since the model have poor performace when mtry=1, I just add 2, 3 as candidate mtry.  
  
grid.rf<-expand.grid(mtry=feat.count)  
  
tree.num<-seq(100,500, by=200)  
  
results.trees<-list()  
for (ntree in tree.num){  
 set.seed(123)  
 rf.nhanes<-train(  
 Diabetes~.,   
 data=train.data,   
 method="rf",   
 trControl=control.obj,   
 metric="ROC",   
 tuneGrid=grid.rf,   
 importance=TRUE, # the model will calculate variable importance measures  
 ntree=ntree)  
 index<-toString(ntree)  
 results.trees[[index]]<-rf.nhanes$results  
}  
  
plot(rf.nhanes)

![](data:image/png;base64,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)

output.nhanes<-bind\_rows(results.trees, .id = "ntrees")  
best.tune<-output.nhanes[which.max(output.nhanes[,"ROC"]),]  
best.tune$mtry

## [1] 3

# results.trees-no need to output  
mtry.grid<-expand.grid(.mtry=best.tune$mtry)# choose the best tune to retrain the model  
  
set.seed(123)  
 rf.nhanes.bt<-train(  
 Diabetes~.,   
 data=train.data,   
 method="rf",   
 trControl=control.obj,   
 metric="ROC",   
 tuneGrid=mtry.grid,   
 importance=TRUE,  
 ntree=as.numeric(best.tune$ntrees))  
  
  
varImp(rf.nhanes.bt)

## rf variable importance  
##   
## Importance  
## Age 100.000  
## TotChol 50.432  
## Height 44.750  
## Weight 43.117  
## BMI 42.418  
## BPDiaAve 38.666  
## BPSysAve 31.223  
## Poverty 30.344  
## Pulse 29.462  
## Race1White 20.569  
## EducationHigh School 11.712  
## Education9 - 11th Grade 11.465  
## EducationSome College 7.319  
## Race1Hispanic 2.709  
## Smoke100Yes 2.564  
## Race1Other 2.496  
## Race1Mexican 2.273  
## PhysActiveYes 1.103  
## EducationCollege Grad 0.000

varImpPlot(rf.nhanes.bt$finalModel)
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* Random forest have the function of feature selection, we might consider focusing on the most important variables for a more parsimonious model or for insight into the features most strongly associated with the outcome variable. Given the variable importance plot, some Education, race category is not that important(contribution <10%), but they can not be excluded separately.Ideally, I want to take a subset of features that contribute the most to model accuracy and purity to achieve the best trade-off between model complexity and predictive power.
* Instead of removing features,a more common approach would be to take the features until you reach a point of diminishing returns, where adding more features does not significantly increase the model’s performance.

## Model 2: Support Vector Classifier

set.seed(123)  
  
control.obj<-trainControl(method="cv",   
 number=5,   
 sampling="up",  
 summaryFunction = twoClassSummary,  
 classProbs = TRUE)  
  
#Repeat expanding the grid search  
set.seed(123)  
  
svc.nhanes<-train(  
 Diabetes ~ .,   
 data=train.data,   
 method="svmLinear",   
 metric="ROC",   
 trControl=control.obj,   
 preProcess=c("center", "scale"),   
 probability=TRUE,   
 importance=TRUE,  
 tuneGrid=expand.grid(C=seq(0.0001,100, length=10)))  
# for random forest, preProcess and probability is not necessary  
# svc.nhanes$results  
plot(svc.nhanes)
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svc.nhanes.bt<-train(  
 Diabetes ~ .,   
 data=train.data,   
 method="svmLinear",   
 metric="ROC",   
 trControl=control.obj,   
 preProcess=c("center", "scale"),   
 probability=TRUE,   
 importance=TRUE,  
 tuneGrid=data.frame(C=11.1112))

* At very low cost values (near 0), the model performance is poorer, with ROC values significantly lower than the rest of the cost values. This indicates underfitting;The ROC performance increase sharply as cost increases from 0 to 10; Beyond a certain cost threshold (around 10 to 20), the ROC value levels off and becomes relatively stable despite further increases in cost. This suggests that the model has reached a point where adding more complexity (lower regularization) does not significantly improve cross-validated performance. There is some variability in ROC scores at higher cost values, but it does not show a clear trend of improvement or degradation. This slight variation is typical in cross-validation results due to the randomness inherent in the partitioning of data. I would say the best tune might be 11.1112.

## Model 3: Logistic Regression

set.seed(123)  
  
control.obj<-trainControl(method="cv",   
 number=5,   
 sampling="up",  
 summaryFunction = twoClassSummary,  
 classProbs = TRUE)  
  
logit.nhanes<-train(  
 Diabetes~.,   
 data=train.data,   
 method="glm",   
 family="binomial",  
 metric="ROC",   
 preProcess=c("center", "scale"),   
 trControl=control.obj)  
# importance=TRUE is not applicable in logistic regression  
  
logit.nhanes$results

## parameter ROC Sens Spec ROCSD SensSD SpecSD  
## 1 none 0.828858 0.7423159 0.7651306 0.0255589 0.01913421 0.05827666

coef(logit.nhanes$finalModel)

## (Intercept) Age Race1Hispanic   
## -0.0299598258 1.2711654901 -0.0019044612   
## Race1Mexican Race1White Race1Other   
## 0.0779643578 -0.3066013994 0.2074473138   
## `Education9 - 11th Grade` `EducationHigh School` `EducationSome College`   
## -0.1720856801 -0.1382293524 0.0035292225   
## `EducationCollege Grad` Poverty Weight   
## -0.0779982329 -0.2201333076 -1.8476597303   
## Height BMI Pulse   
## 1.0231555185 2.4774811814 0.2526903162   
## BPSysAve BPDiaAve TotChol   
## 0.1691937444 0.0011036880 -0.1933529959   
## PhysActiveYes Smoke100Yes   
## -0.0009498227 0.2307703716

# plot(logit.nhanes$finalModel,select=3)   
# The plot() function for a glm object can produce several types of diagnostic plots to assess the fit of the model. The select argument specifies which type of plot to produce:  
  
# select=1: Residuals vs Fitted  
# select=2: Normal Q-Q  
# select=3: Scale-Location (also known as Spread-Location or Standardized residuals vs. Fitted)  
# select=4: Cook's Distance plot  
# select=5: Residuals vs Leverage plot that helps us to find influential cases

# Calibration

## Get predicted propabilities

#Predict in test-set and output probabilities  
rf.probs<-predict(rf.nhanes, test.data, type="prob")  
  
#Pull out predicted probabilities for Diabetes=Yes  
rf.pp<-rf.probs[,2]  
  
  
svc.probs<-predict(svc.nhanes.bt,test.data, type="prob")  
svc.pp<-svc.probs[,2]  
  
  
#Predict in test-set using response type  
logit.probs<-predict(logit.nhanes, test.data, type="prob")  
logit.pp<-logit.probs[,2]  
  
#Examine distributions of predicted probabilities  
hist(rf.pp)
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## Pre calibration plots

Plot and compare calibration curves across the three algorithms.

pred.prob<-data.frame(Class=test.data$Diabetes, logit=logit.pp, rf=rf.pp, svc=svc.pp)  
  
calplot<-(calibration(Class ~ logit+rf+svc, data=pred.prob, class="Yes", cuts=10))  
  
xyplot(calplot, auto.key=list(columns=3))
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* The diagonal grey line represents ideal calibration, where the predicted probabilities match the observed frequencies. A model’s line above the diagonal indicates underconfidence (the model’s predictions are too conservative), and a line below the diagonal indicates overconfidence (the model’s predictions are too optimistic). In this case, rf and logit model shows similar calibration, they are both overconfident across all bins(when the predicted probability is high); The rf model is relatively well-calibrated, especially when the predicted probability is low.

## Calibrate the probabilities from SVC and RF/Post calibration plots

Partition testing data into 2 sets: set to train calibration and then set to evaluate results

Method 1: Platt’s Scaling-train a logistic regression model on the outputs of your classifier

set.seed(123)  
cal.data.index<-test.data$Diabetes %>%   
 createDataPartition(p=0.5, list=F)  
  
cal.data<-test.data[cal.data.index, ]  
final.test.data<-test.data[-cal.data.index, ]

1. Calibration of RF

#Predict on test-set without scaling to obtain raw pred prob in test set  
rf.probs.nocal<-predict(rf.nhanes, final.test.data, type="prob")  
rf.pp.nocal<-rf.probs.nocal[,2]  
  
#Apply model developed on training data to calibration dataset to obtain predictions  
rf.probs.cal<-predict(rf.nhanes, cal.data, type="prob")  
rf.pp.cal<-rf.probs.cal[,2]  
  
#Add to dataset with actual values from calibration data  
calib.data.frame.rf<-data.frame(rf.pp.cal, cal.data$Diabetes)  
colnames(calib.data.frame.rf)<-c("x", "y")  
  
#Use logistic regression to model predicted probabilities from calibration data to actual vales  
calib.model.rf<-glm(y ~ x, data=calib.data.frame.rf, family = binomial)  
  
#Apply calibration model above to raw predicted probabilities from test set  
data.test.rf<-data.frame(rf.pp.nocal)  
colnames(data.test.rf)<-c("x")  
platt.data.rf<-predict(calib.model.rf, data.test.rf, type="response")  
  
platt.prob.rf<-data.frame(Class=final.test.data$Diabetes, rf.platt=platt.data.rf, rf=rf.pp.nocal)  
  
calplot.rf<-(calibration(Class ~ rf.platt+rf, data=platt.prob.rf, class="Yes", cuts=10))  
xyplot(calplot.rf, auto.key=list(columns=2))
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hist(platt.data.rf)
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* Platt’s Scaling corrected the overconfident prediction when the bin midpoint < 60, improving the calibration of the RF model.

1. Calibration of SVC

#Predict on test-set without scaling  
svc.nocal<-predict(svc.nhanes.bt,final.test.data, type="prob")  
svc.pp.nocal<-svc.nocal[,2]  
  
  
#Apply model developed on training data to calibration dataset to obtain predictions  
svc.cal<-predict(svc.nhanes.bt,cal.data, type="prob")  
svc.pp.cal<-svc.cal[,2]  
  
#Add to dataset with actual values from calibration data  
  
calib.data.frame.svc<-data.frame(svc.pp.cal, cal.data$Diabetes)  
colnames(calib.data.frame.svc)<-c("x", "y")  
calib.model.svc<-glm(y ~ x, data=calib.data.frame.svc, family = binomial)  
  
#Predict on test set using model developed in calibration  
data.test.svc<-data.frame(svc.pp.nocal)  
colnames(data.test.svc)<-c("x")  
platt.data.svc<-predict(calib.model.svc, data.test.svc, type="response")  
  
platt.prob.svc<-data.frame(Class=final.test.data$Diabetes, svc.platt=platt.data.svc, svc=svc.pp.nocal)  
  
calplot.svc<-(calibration(Class ~ svc.platt+svc, data=platt.prob.svc, class="Yes", cuts=10))  
xyplot(calplot.svc, auto.key=list(columns=2))
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hist(platt.data.svc)
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* Platt’s Scaling corrected the overconfident prediction when the bin midpoint < 50, improving the calibration of the SVC model.

# Using resamples(multiple evaluation methods) to compare the three models

res = resamples(list(RF = rf.nhanes.bt,  
 SVC = svc.nhanes.bt,  
 GLM = logit.nhanes))  
summary(res)

##   
## Call:  
## summary.resamples(object = res)  
##   
## Models: RF, SVC, GLM   
## Number of resamples: 5   
##   
## ROC   
## Min. 1st Qu. Median Mean 3rd Qu. Max. NA's  
## RF 0.7984523 0.8055127 0.8301757 0.821305 0.8331214 0.8392630 0  
## SVC 0.7976326 0.8164442 0.8305113 0.829948 0.8341158 0.8710359 0  
## GLM 0.7999799 0.8105761 0.8269148 0.828858 0.8425579 0.8642613 0  
##   
## Sens   
## Min. 1st Qu. Median Mean 3rd Qu. Max. NA's  
## RF 0.9729730 0.9792100 0.9812890 0.9804651 0.9813278 0.9875260 0  
## SVC 0.7297297 0.7401247 0.7463617 0.7510313 0.7692308 0.7697095 0  
## GLM 0.7302905 0.7318087 0.7318087 0.7423159 0.7422037 0.7754678 0  
##   
## Spec   
## Min. 1st Qu. Median Mean 3rd Qu. Max. NA's  
## RF 0.09677419 0.1290323 0.1451613 0.1477727 0.1774194 0.1904762 0  
## SVC 0.69354839 0.7419355 0.7580645 0.7842294 0.8387097 0.8888889 0  
## GLM 0.67741935 0.7419355 0.7741935 0.7651306 0.8095238 0.8225806 0

* I assume the purpose of this machine learning is to develop a tool to predict diabetes using above predictors. Estimated prevalence of diabetes in the United States is 11.6% in the population. So, we can just look at the calibration curve when the bin midpoint is low. Among the three models, rf had the best calibration at first. But after Platt’s scaling, SVC can achieve better calibration than rf.
* AUC value, which indicates the discriminative ability is important. ROC of SVC is the highest among the three models. Meanwhile, for most practical applications in clinical setting, a balance between sensitivity and specificity is desirable. Given the results, RF’s specificity is too low although its sensitivity is higher than the other two models. So RF is not the optimal model. SVC had similar sensitivity, specification and AUC compared with Logistic regression. So, I would choose SVC as the optimal mode.