**前端框架设计说明书**

**目的：将前端研发领域中各种分散的技术元素集中在一起，并对常见的前端开发问题、不足、缺陷和需求所提出的一种解决问题的方案，同时能够确保加以有效的执行。**

**主要用到的技术框架：Node.js、Vue.js（v2.3.3）、element-ui、vue-router、Sass等**
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# 问题

## 1.1前端开发需要用到的技术元素

1. 开发规范：包括开发、部署的目录规范，编码规范
2. 模块化开发：更好的分离和更好的代码组织方式
3. 组件化开发：可复用的单一功能小部件
4. 性能优化：js运行性能，图片，文件，请求
5. 项目构建：包括构建与优化，开发与调试等
6. 功能套件：公共的功能套件及基于项目特殊性所需要的套件

以上几项是从现有前端开发中所用到的技术元素进行归纳和总结。

## 1.2当前开发遇到的问题

由于现有前端开发中暴露出来了许多问题，比如：浏览器兼容问题，开发的规范性问题，组件的可复用问题，项目单元测试及构建问题等等。

解决方案应包含的功能及优点

1. 快速搭建项目，提供灵活的脚手架工具（可根据需要定制），自动生成项目、页面、模板、路由等各类资源。
2. 自动化构建，对文件进行编译、校验、压缩、合并、优化处理等
3. 统一的编码方式前端开发的可维护性
4. 功能完整的UI组件库
5. 一致的UI风格和交互体验

针对上述的各个功能，需要有对应的描述完整的文档说明，包括如何使用工具一步一步的搭建应用，以及工具的使用说明文档

1. 自测出现的一系列在开发环节就可以避免的

# 解决方案

## 2.1项目构建

* 问题

目前项目的应用开发中，应用搭建，开发比较混乱，没有遵循统一的模式，导致维护上的困难，以及项目代码质量低下，并且对应的文件没有经过处理，体积和数量过大，导致性能较差，为了解决开发上的一致问题，需要有统一的项目脚手架以及对应的构建工具和便捷的命令工具来指导后续的开发，提升效率。

* 需求

1. 统一的应用开发脚手架
2. 制定出开发应用的基本模式，能够指导应用开发时各个模块的拆分，和编码
3. 项目构建工具的优化和改进（element-ui 及 vue-cli，在学习已有优点的基础上，进行优化和改进）
4. 脚手架的可扩展

* 技术要点

1. 针对vue-cli目前的脚手架进行研究，以及基于本身应用的基础上，对比是否有需要改进的地方
2. 提供更丰富的功能，以方便开发者进行构建，比如命令行创建对应的控制器，路由和其他资源文件
3. 定制化脚手架研究

## 2.2性能优化

* 问题

目前应用开发上，比较少关注性能优化方面的问题，而性能优化是前端开发中非常重要的一个环节，为了处理好前端性能问题，需要有针对性的对前端开发的各个方面进行深入研究，总结出优化性能、提升效率的方式方法。

* 需求

提升性能

要点：

1. 请求优化
2. js运行性能优化
3. 资源文件优化

## 2.3功能套件

* 问题

现有应用开发中，大部分应用都有用到相同的功能，比如国际化问题，应用间通讯，路由切换引起的历史记录问题等等，但是缺乏公共的功能提炼。

* 需求

总结和提炼现有应用开发中的公用功能，针对每个公用功能进行编码

* 要点

1. 总结和提炼现有应用开发中的共用功能
2. 应用间通讯
3. 路由切换中数据的保存
4. i18n国际化

## 2.4与后端通讯的统一处理方式的制定

* 问题

现有的应用开发中，没有遵循一致的与后端通讯的接口，混乱的使用引起的维护困难和不一致的情况，需要制定前端开发与后端接口通讯的标准。

* 需求

1. 采用统一的与后端交互的模块接口
2. 扩展Axios，以提供不同数据格式的扩展和解析，以适应不同的后端数据接口

* 解决

|------|------|------|------| |-----|

| page | page | page | page | | api |

|------|------|------|------| | api |

| page | page | page | page | | api |

|------|------|------|------| | api |

| page | page | page | page | | api |

|---------------------------| | api |

| router | | api |

|---------------------------| |-----|

页面：首先应用应该可以被拆解成若干个页面，每个页面相对解耦独立，同时每个页面都有一个 URL 进行唯一标识。

路由：这些页面将会通过路由机制有机的串联起来，页面之间的关系是通过路由来进行调度的。常见的应用路由包括导航栏、菜单切换等。

设备能力：以各种 API 或服务的方式提供出来，供页面自由使用。

## 2.5基于node层的接口联调及开发模式

* 问题

现有前端开发人员与后端开发联调接口的弊端：

1. 后端人员编写好接口后，手动维护api接口文档，文档不够清晰，不够直观，
2. 并且接口有变更后，后端人员需要再次手动维护该文档，并且经常出现缺漏维护的现象
3. 前端人员的接口的定义变化较大
4. 前端改代码后需给后台打包部署，后台打包部署较为麻烦。

基于以上原因，需要制定出接口维护的相关规范，

* 解决

1. 新增Node层，做验证、代理转发、接口合并等。
2. 前端代码改完可自行打包部署，无需等后台统一打包部署。
3. 对于一些不符合前端视图层的数据进行二次处理。

## 2.6国际化处理

* 问题

目前国际化没有在开始的时候就设置Key值，后续再添加的话会有很大的工作量，并且会有很多遗漏的地方，再者就是国际化文件只有一个，容易造成代码冲突。

* 解决

分模块管理管计划文件，在webpack打包时候配置将所有的模块打包成一个文件。

## 2.7 CSS预处理器（SCSS）

css预处理技术已经发展的比较成熟了，通过css预处理技术可以很好的提升css的编程性，提高css代码的开发效率和可维护性，目前比较热门的相关技术有Sass、Less CSS、Stylus、Compass等

sass从第三代开始，放弃了缩进式风格，并且完全向下兼容普通的css代码，这一代的sass也被称为scss

## 2.8 JS脚本（国际化）

* 问题

目前国际化翻译是用js文件给产品翻译，多少个语言就需要多少个国际化文件，而且后期维护非常不方便。（注意：文件结构需按前端框架demo版本的i18n结构，一种语言放在一个文件下）

* 解决

通过js脚本实现js文件和excel文件的互相转化，将多国语言整合到一个excel文件里面，便于产品的翻译，也便于开发的后期维护。

* 使用说明

项目i18n目录下lang文件夹下创建国际化文件，建议以语言英文缩写命名文件夹（如：English为en），然后在该文件夹下，创建自己开发相应部分的国际化文件，建议以该页面的vue文件名为文件名，便于产品对应场景进行翻译；运行npm run js2xlsx将国际化文件转为excel，有多少个文件就生成多少个sheet，翻译在excel后面加上其他国语言，运行npm run xlsx2js可将翻译后的excel生成js文件，每个语言一个文件夹，文件夹下的文件跟一开始开发的中文文件一样。

# 3. 开发环境

1. 安装node.js，从项目git拉代码

2. 打开命令窗口运行 npm install 安装程序依赖

3. 运行项目根目录 startup.bat

4. 打开浏览器访问localhost:8080

5. 打包项目运行 npm build

6. 国际化文件导出excel给产品翻译 npm run js2xlsx 或直接 node build/js2xlsx

7. 翻译完的excel文件生成js文件npm run xlsx2js 或直接 node build/xlsx2js

# 4. 生产环境

4.1 生产环境部署

服务器已安装Node和pm2

1.打包项目运行 npm build

2.打包完成后将server和package上传服务器

3.服务器运行npm install – production安装生产依赖

4.找到node入口文件app.js，运行pm2 start app.js

# 5. 框架目录结构

## 5.1基础框架目录（webpack）

| **目录/文件** | **说明** |
| --- | --- |
| build | Webpack打包配置文件。(excel转js和js转excel) |
| config | 配置目录，包括端口号等。我们初学可以使用默认的。 |
| dist | 最终发布的代码存放位置 |
| node\_modules | npm 加载的项目依赖模块 |
| src | 这里是我们要开发的目录，基本上要做的事情都在这个目录里。 |
| static | 静态资源目录，如图片、字体等。 |
| test | 初始测试目录，可删除 |
| .xxxx文件 | 这些是一些配置文件，包括语法配置，git配置等。 |
| index.html | 首页入口文件，你可以添加一些 meta 信息或同统计代码啥的。 |
| package.json | 项目配置文件,项目依赖包、开发依赖包及启动命令配置。 |
| README.md | 项目的说明文档，markdown 格式 |

## 5.2源码目录（src）

| **目录/文件** | **说明** |
| --- | --- |
| api | 抽离出来的api请求文件  1.config.js axios初始化配置，已封装成插件  2.index.js 导出项目中用到的接口模块  3. common 公用模块  4.login 登陆模块 |
| assets | 静态资源目录，如图片、字体等  1. font自定义字体  2.img图标资源  3.scss 样式文件 |
| components | 目录里面放组件文件  1. common 公用组件，每个项目都可能会用到的组件如：Navbar、Siderbar  2.项目中用到的组件 |
| i18n | 国际化相关的文件全部放在这里  1.config.js 配置当前支持的语言种类，默认浏览器语言  2.index.js 封装I18n插件及常用到的方法  3. common 公用国际化资源  4.login 登陆模块国际化资源  …. |
| pages | 项目中用到的页面文件  1.Home.vue 页面布局主要文件  2.Login.vue 用户登录页面  3.Main.vue 登录后出现的页面  4.notFound.vue 未找到页面（404）  5.所有的页面文件按照菜单或者模块分文件夹，命名尽量简而易懂 |
| mock | 1.data文件夹，存放mock数据  2.index.js 导出mock模块  3.mock.js 定义mock数据接口 |
| router | 1.index.js 创建路由的实例，设置路由钩子  2. maps/index.js 配置所有页面路由 |
| services | 项目中用到的一些服务，如：authService ，toolService |
| vuex | 状态管理模式  1.index.js我们组装模块并导出 store 的地方  2. actions.js根级别的 actions  3. getters.js根级别的 getters  4. modules/… 各个模块 |
| App.vue | 根组件 |
| main.js | 程序启动入口，引入vue框架，根组件及路由设置，并且定义vue实例。 |

## 5.3 Node层目录（server）

| **目录/文件** | **说明** |
| --- | --- |
| api | 自定义接口路由，在此可以写一些前端需要的接口，可自己增添文件（如：验证码接口，合并整理后端接口。） |
| config | 1.config.js配置环境，主要根路径、服务端口、后端接口以及后面可能用到的redis等配置；  2.express.js服务的配置（session、cookie、路由等一些中间件的引用及配置） |
| dist | 项目打包所放的目录及最终线上代码存放位置。 |
| lib | 1. authorization.js 验证token  2. errcode返回参数格式（需跟后台定义接口格式一样） |
| proxy | 1.index.js 代理的入口  2.proxy.conf 代理的配置相关配置，上下文匹配等。 |
| app.js | Node服务入口文件。 |