**Programs:**

1. Bubble sort using Function templates.

#include <conio.h>

#include <iostream>

using namespace std;

//Declaration of template class bubble

template <class bubble>

void bubbleSort(bubble a[], int n)

{

int i, j;

for (i = 0; i < n - 1; i++)

{

for (j = i + 1; j < n; j++)

{

if (a[i] > a[j])

{

bubble b;

b = a[i];

a[i] = a[j];

a[j] = b;

}

}

}

}

int main()

{

int arr[20], k, i;

char ch[20];

cout << "\nEnter the number of elements in integer array:";

cin >> k;

cout << "\nEnter elements:";

for (i = 0; i < k; i++)

cin >> arr[i];

bubbleSort(arr, k);

cout << "\nSorted integer array: ";

for (i = 0; i < k; i++)

cout << arr[i] << "\t";

cout << "\nEnter the number of characters in the array:";

cin >> k;

cout << "\nEnter elements:";

for (i = 0; i < k; i++)

cin >> ch[i];

bubbleSort(ch, k);

cout << "\nSorted character array: ";

for (i = 0; i < k; i++)

cout << ch[i] << "\t";

cout << endl;

getch();

return 0;

}

**Output:**

![](data:image/png;base64,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)

1. Function overloading of display(). The 3 forms will be
   1. Displaying 2 numbers of different types
   2. Displaying 1 template type variable and 1 built-in type

#include <iostream>

using namespace std;

template <typename T>

void print(T num1){

cout << "Number : " << num1 << endl;

}

template <typename T>

void print(T num1, int inNum){

cout << "Number 1: " << num1 << endl;

cout << "Number 2: " << inNum << endl;

}

int main() {

int inNum;

float flNum;

cout << "Enter a number of interger type : ";

cin >> inNum;

print(inNum);

cout << "Enter a number of float type : ";

cin >> flNum;

print(flNum);

cout << endl << "--- overloaded function ---" << endl;

print(flNum, inNum);

return 0;

}

**Output:**

![](data:image/png;base64,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)

1. Program to add, subtract, multiply and divide two numbers using class template.

#include <iostream>

using namespace std;

template <class T>

class Calculator {

private:

T num1, num2;

public:

Calculator(T n1, T n2) {

num1 = n1;

num2 = n2;

}

void displayResult() {

cout << "Numbers: " << num1 << " and " << num2 << endl;

cout << num1 << " + " << num2 << " = " << add() << endl;

cout << num1 << " - " << num2 << " = " << subtract() << endl;

cout << num1 << " \* " << num2 << " = " << multiply() << endl;

cout << num1 << " / " << num2 << " = " << divide() << endl;

}

T add() { return num1 + num2; }

T subtract() { return num1 - num2; }

T multiply() { return num1 \* num2; }

T divide() { return num1 / num2; }

};

int main() {

Calculator<int> intNums(40, 10);

Calculator<float> floatNums(4.4, 2.2);

cout << "----- Integer -----" << endl;

intNums.displayResult();

cout << endl << "----- Float -----" << endl;

floatNums.displayResult();

return 0;

}

**Output:**

![](data:image/png;base64,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)

1. Define class Stack<> and implement generic methods to push and pop the elements from the stack

#include <iostream>

#include <string>

using namespace std;

#define SIZE 5

template <class T> class Stack {

public:

Stack();

void push(T k);

T pop();

T topElement();

bool isFull();

bool isEmpty();

private:

int top;

T st[SIZE];

};

template <class T> Stack<T>::Stack() { top = -1; }

template <class T> void Stack<T>::push(T k)

{

if (isFull()) {

cout << "Stack is full\n";

}

cout << "Inserted element " << k << endl;

top += 1;

st[top] = k;

}

template <class T> bool Stack<T>::isEmpty()

{

if (top == -1)

return 1;

else

return 0;

}

template <class T> bool Stack<T>::isFull()

{

if (top == (SIZE - 1))

return 1;

else

return 0;

}

template <class T> T Stack<T>::pop()

{

T popped\_element = st[top];

top--;

return popped\_element;

}

template <class T> T Stack<T>::topElement()

{

T top\_element = st[top];

return top\_element;

}

int main()

{

Stack<int> integer\_stack;

Stack<string> string\_stack;

cout << "----- Interger Stack -----" << endl;

integer\_stack.push(2);

integer\_stack.push(54);

integer\_stack.push(255);

cout << integer\_stack.pop() << " is popped from stack" << endl;

cout << "Top element is " << integer\_stack.topElement() << endl;

cout << "\n----- String Stack -----" << endl;

string\_stack.push("Hello");

string\_stack.push("world");

cout << string\_stack.pop() << " is popped from stack " << endl;

cout << "Top element is " << string\_stack.topElement() << endl;

return 0;

}

**Output:**
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