# Python

## Python入门

简介：Python教程基础分《Python入门》和《Python进阶》两门课程，本教程是Python第一门课程，是Python开发的入门教程，将介绍Python语言的特点和适用范围，Python基本的数据类型，条件判断和循环，函数，以及Python特有的切片和列表生成式。希望本python教程能够让您快速入门并编写简单的Python程序。

### Python变量和数据类型

讲解Python基本的数据类型，包括整数、浮点数、字符串和布尔类型，以及变量的概念和基本的数据运算。

#### Python中数据类型

计算机顾名思义就是可以做数学计算的机器，因此，计算机程序理所当然地可以处理各种数值。但是，计算机能处理的远不止数值，还可以处理文本、图形、音频、视频、网页等各种各样的数据，不同的数据，需要定义不同的数据类型。在Python中，能够直接处理的数据类型有以下几种：

##### **一、整数**

Python可以处理任意大小的整数，当然包括负整数，在Python程序中，整数的表示方法和数学上的写法一模一样，例如：1，100，-8080，0，等等。

计算机由于使用二进制，所以，有时候用十六进制表示整数比较方便，十六进制用0x前缀和0-9，a-f表示，例如：0xff00，0xa5b4c3d2，等等。

##### **二、浮点数**

浮点数也就是小数，之所以称为浮点数，是因为按照科学记数法表示时，一个浮点数的小数点位置是可变的，比如，1.23x10^9和12.3x10^8是相等的。浮点数可以用数学写法，如1.23，3.14，-9.01，等等。但是对于很大或很小的浮点数，就必须用科学计数法表示，把10用e替代，1.23x10^9就是**1.23e9**，或者**12.3e8**，0.000012可以写成**1.2e-5**，等等。

整数和浮点数在计算机内部存储的方式是不同的，整数运算永远是精确的（除法难道也是精确的？是的！），而浮点数运算则可能会有四舍五入的误差。

##### **三、字符串**

字符串是以''或""括起来的任意文本，比如**'abc'**，**"xyz"**等等。请注意，**''**或**""**本身只是一种表示方式，不是字符串的一部分，因此，字符串'abc'只有a，b，c这3个字符。

##### **四、布尔值**

布尔值和布尔代数的表示完全一致，一个布尔值只有True、False两种值，要么是True，要么是False，在Python中，可以直接用True、False表示布尔值（请注意大小写），也可以通过布尔运算计算出来。

布尔值可以用and、or和not运算。

and运算是与运算，只有所有都为 True，and运算结果才是 True。

or运算是或运算，只要其中有一个为 True，or 运算结果就是 True。

not运算是非运算，它是一个单目运算符，把 True 变成 False，False 变成 True。

##### **五、空值**

空值是Python里一个特殊的值，用None表示。None不能理解为0，因为0是有意义的，而None是一个特殊的空值。

此外，Python还提供了列表、字典等多种数据类型，还允许创建自定义数据类型，我们后面会继续讲到

#### Python之print语句

**print**语句可以向屏幕上输出指定的文字。比如输出'hello, world'，用代码实现如下：

>>> print 'hello, world'

**注意：**

1.当我们在Python交互式环境下编写代码时，>>>是Python解释器的提示符，不是代码的一部分。

2.当我们在文本编辑器中编写代码时，千万不要自己添加 >>>。

print语句也可以跟上多个字符串，用逗号“,”隔开，就可以连成一串输出：

>>> print 'The quick brown fox', 'jumps over', 'the lazy dog'

The quick brown fox jumps over the lazy dog #运行结果

print会依次打印每个字符串，遇到逗号“,”会输出一个空格，因此，输出的字符串是这样拼起来的：
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print也可以打印整数，或者计算结果：

>>> print 300

300 #运行结果

>>> print 100 + 200

300 #运行结果

因此，我们可以把计算100 + 200的结果打印得更漂亮一点：

>>> print '100 + 200 =', 100 + 200

100 + 200 = 300 #运行结果

**注意:** 对于100 + 200，Python解释器自动计算出结果300，但是，'100 + 200 ='是字符串而非数学公式，Python把它视为字符串，请自行解释上述打印结果。

#### Python的注释

任何时候，我们都可以给程序加上注释。注释是用来说明代码的，给自己或别人看，而程序运行的时候，Python解释器会直接忽略掉注释，所以，有没有注释不影响程序的执行结果，但是影响到别人能不能看懂你的代码。

Python的注释以 # 开头，后面的文字直到行尾都算注释

# 这一行全部都是注释...

print 'hello' # 这也是注释

注释还有一个巧妙的用途，就是一些代码我们不想运行，但又不想删除，就可以用注释暂时屏蔽掉：

# 暂时不想运行下面一行代码:

# print 'hello, python.'

#### Python中什么是变量

在Python中，变量的概念基本上和初中代数的方程变量是一致的。

例如，对于方程式 y=x\*x ，x就是变量。当x=2时，计算结果是4，当x=5时，计算结果是25。

只是在计算机程序中，变量不仅可以是数字，还可以是任意数据类型。

在Python程序中，变量是用一个变量名表示，变量名必须是大小写英文、数字和下划线（\_）的组合，且不能用数字开头，比如：

a = 1

变量a是一个整数。

t\_007 = 'T007'

变量t\_007是一个字符串。

在Python中，等号=是赋值语句，可以把任意数据类型赋值给变量，同一个变量可以反复赋值，而且可以是不同类型的变量，例如：

a = 123 # a是整数

print a

a = 'imooc' # a变为字符串

print a

这种变量本身类型不固定的语言称之为**动态语言**，与之对应的是**静态语言**。

**静态语言**在定义变量时必须指定变量类型，如果赋值的时候类型不匹配，就会报错。例如Java是静态语言，赋值语句如下（// 表示注释）：

int a = 123; // a是整数类型变量

a = "mooc"; // 错误：不能把字符串赋给整型变量

和静态语言相比，动态语言更灵活，就是这个原因。

请不要把赋值语句的等号等同于数学的等号。比如下面的代码：

x = 10

x = x + 2

如果从数学上理解x = x + 2那无论如何是不成立的，在程序中，赋值语句先计算右侧的表达式x + 2，得到结果12，再赋给变量x。由于x之前的值是10，重新赋值后，x的值变成12。

最后，理解变量在计算机内存中的表示也非常重要。当我们写：a = 'ABC'时，Python解释器干了两件事情：

1. 在内存中创建了一个'ABC'的字符串；

2. 在内存中创建了一个名为a的变量，并把它指向'ABC'。

也可以把一个变量a赋值给另一个变量b，这个操作实际上是把变量b指向变量a所指向的数据，例如下面的代码：

a = 'ABC'

b = a

a = 'XYZ'

print b

最后一行打印出变量b的内容到底是'ABC'呢还是'XYZ'？如果从数学意义上理解，就会错误地得出b和a相同，也应该是'XYZ'，但实际上b的值是'ABC'，让我们一行一行地执行代码，就可以看到到底发生了什么事：

执行a = 'ABC'，解释器创建了字符串  'ABC'和变量 a，并把a指向 'ABC'：

[![http://img.mukewang.com/540581030001c11202360058.jpg](data:image/png;base64,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)](http://img.mukewang.com/540581030001c11202360058.jpg)

执行b = a，解释器创建了变量 b，并把b指向 a 指向的字符串'ABC'：

[![http://img.mukewang.com/53fc5e880001399902360084.jpg](data:image/png;base64,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)](http://img.mukewang.com/53fc5e880001399902360084.jpg)

执行a = 'XYZ'，解释器创建了字符串'XYZ'，并把a的指向改为'XYZ'，但b并没有更改：

[![http://img.mukewang.com/53fc5e9f0001b98d02360090.jpg](data:image/png;base64,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)](http://img.mukewang.com/53fc5e9f0001b98d02360090.jpg)

所以，最后打印变量b的结果自然是'ABC'了。

#### Python中定义字符串

前面我们讲解了什么是字符串。字符串可以用''或者""括起来表示。

如果字符串本身包含'怎么办？比如我们要表示字符串 I'm OK ，这时，可以用" "括起来表示：

"I'm OK"

类似的，如果字符串包含"，我们就可以用' '括起来表示：

'Learn "Python" in imooc'

如果字符串既包含'又包含"怎么办？

这个时候，就需要对字符串的某些特殊字符进行“转义”，Python字符串用\进行转义。

要表示字符串 Bob said "I'm OK".  
由于 ' 和 " 会引起歧义，因此，我们在它前面插入一个\表示这是一个普通字符，不代表字符串的起始，因此，这个字符串又可以表示为

'Bob said \"I\'m OK\".'

**注意：**转义字符 \ 不计入字符串的内容中。

常用的转义字符还有：

\n 表示换行

\t 表示一个制表符

\\ 表示 \ 字符本身

#### Python中raw字符串与多行字符串

如果一个字符串包含很多需要转义的字符，对每一个字符都进行转义会很麻烦。为了避免这种情况，我们可以在字符串前面加个前缀 r ，表示这是一个 raw 字符串，里面的字符就不需要转义了。例如：

r'\(~\_~)/ \(~\_~)/'

但是r'...'表示法不能表示多行字符串，也不能表示包含'和 "的字符串（为什么？）

如果要表示多行字符串，可以用'''...'''表示：

'''Line 1

Line 2

Line 3'''

上面这个字符串的表示方法和下面的是完全一样的：

'Line 1\nLine 2\nLine 3'

还可以在多行字符串前面添加 r ，把这个多行字符串也变成一个raw字符串：

r'''Python is created by "Guido".

It is free and easy to learn.

Let's start learn Python in imooc!'''

#### Python中Unicode字符串

字符串还有一个编码问题。

因为计算机只能处理数字，如果要处理文本，就必须先把文本转换为数字才能处理。最早的计算机在设计时采用8个比特（bit）作为一个字节（byte），所以，一个字节能表示的最大的整数就是255（二进制11111111=十进制255），0 - 255被用来表示大小写英文字母、数字和一些符号，这个编码表被称为ASCII编码，比如大写字母 A 的编码是65，小写字母 z 的编码是122。

如果要表示中文，显然一个字节是不够的，至少需要两个字节，而且还不能和ASCII编码冲突，所以，中国制定了GB2312编码，用来把中文编进去。

类似的，日文和韩文等其他语言也有这个问题。为了统一所有文字的编码，Unicode应运而生。Unicode把所有语言都统一到一套编码里，这样就不会再有乱码问题了。

Unicode通常用两个字节表示一个字符，原有的英文编码从单字节变成双字节，只需要把高字节全部填为0就可以。

因为Python的诞生比Unicode标准发布的时间还要早，所以最早的Python只支持ASCII编码，普通的字符串'ABC'在Python内部都是ASCII编码的。

Python在后来添加了对Unicode的支持，以Unicode表示的字符串用u'...'表示，比如：

print u'中文'

中文

**注意:** 不加 u ，中文就不能正常显示。

Unicode字符串除了多了一个 u 之外，与普通字符串没啥区别，转义字符和多行表示法仍然有效：

**转义：**

u'中文\n日文\n韩文'

**多行：**

u'''第一行

第二行'''

**raw+多行：**

ur'''Python的Unicode字符串支持"中文","日文","韩文"等多种语言'''

如果中文字符串在Python环境下遇到 UnicodeDecodeError，这是因为.py文件保存的格式有问题。可以在第一行添加注释

# -\*- coding: utf-8 -\*-

目的是告诉Python解释器，用UTF-8编码读取源代码。然后用Notepad++ 另存为... 并选择UTF-8格式保存。

#### Python中整数和浮点数

Python支持对整数和浮点数直接进行四则混合运算，运算规则和数学上的四则运算规则完全一致。

基本的运算：

1 + 2 + 3 # ==> 6

4 \* 5 - 6 # ==> 14

7.5 / 8 + 2.1 # ==> 3.0375

使用括号可以提升优先级，这和数学运算完全一致，注意只能使用小括号，但是括号可以嵌套很多层：

(1 + 2) \* 3 # ==> 9

(2.2 + 3.3) / (1.5 \* (9 - 0.3)) # ==> 0.42145593869731807

和数学运算不同的地方是，Python的整数运算结果仍然是整数，浮点数运算结果仍然是浮点数：

1 + 2 # ==> 整数 3

1.0 + 2.0 # ==> 浮点数 3.0

但是整数和浮点数混合运算的结果就变成浮点数了：

1 + 2.0 # ==> 浮点数 3.0

为什么要区分整数运算和浮点数运算呢？这是因为整数运算的结果永远是精确的，而浮点数运算的结果不一定精确，因为计算机内存再大，也无法精确表示出无限循环小数，比如 0.1 换成二进制表示就是无限循环小数。

那整数的除法运算遇到除不尽的时候，结果难道不是浮点数吗？我们来试一下：

11 / 4 # ==> 2

令很多初学者惊讶的是，Python的整数除法，即使除不尽，结果仍然是整数，余数直接被扔掉。不过，Python提供了一个求余的运算 % 可以计算余数：

11 % 4 # ==> 3

如果我们要计算 11 / 4 的精确结果，按照“整数和浮点数混合运算的结果是浮点数”的法则，把两个数中的一个变成浮点数再运算就没问题了：

11.0 / 4 # ==> 2.75

#### Python中布尔类型

我们已经了解了Python支持布尔类型的数据，布尔类型只有True和False两种值，但是布尔类型有以下几种运算：

**与运算**：只有两个布尔值都为 True 时，计算结果才为 True。

True and True # ==> True

True and False # ==> False

False and True # ==> False

False and False # ==> False

**或运算**：只要有一个布尔值为 True，计算结果就是 True。

True or True # ==> True

True or False # ==> True

False or True # ==> True

False or False # ==> False

**非运算**：把True变为False，或者把False变为True：

not True # ==> False

not False # ==> True

布尔运算在计算机中用来做条件判断，根据计算结果为True或者False，计算机可以自动执行不同的后续代码。

在Python中，布尔类型还可以与其他数据类型做 and、or和not运算，请看下面的代码：

a = True

print a and 'a=T' or 'a=F'

计算结果不是布尔类型，而是字符串 'a=T'，这是为什么呢？

因为Python把0、空字符串''和None看成 False，其他数值和非空字符串都看成 True，所以：

True and 'a=T' 计算结果是 'a=T'

继续计算 'a=T' or 'a=F' 计算结果还是 'a=T'

**要解释上述结果，又涉及到 and 和 or 运算的一条重要法则：短路计算。**

1. 在计算 a and b 时，如果 a 是 False，则根据与运算法则，整个结果必定为 False，因此返回 a；如果 a 是 True，则整个计算结果必定取决与 b，因此返回 b。

2. 在计算 a or b 时，如果 a 是 True，则根据或运算法则，整个计算结果必定为 True，因此返回 a；如果 a 是 False，则整个计算结果必定取决于 b，因此返回 b。

所以Python解释器在做布尔运算时，只要能提前确定计算结果，它就不会往后算了，直接返回结果。

### 第2章 List和Tuple类型

本章讲解Python最常用的两种集合类型：list和tuple，我们可以用list和tuple来表示有序集合。

#### Python创建list

Python内置的一种数据类型是列表：list。list是一种有序的集合，可以随时添加和删除其中的元素。

比如，列出班里所有同学的名字，就可以用一个list表示：

>>> ['Michael', 'Bob', 'Tracy']

['Michael', 'Bob', 'Tracy']

list是数学意义上的有序集合，也就是说，list中的元素是按照顺序排列的。

构造list非常简单，按照上面的代码，直接用 [ ] 把list的所有元素都括起来，就是一个list对象。通常，我们会把list赋值给一个变量，这样，就可以通过变量来引用list：

>>> classmates = ['Michael', 'Bob', 'Tracy']

>>> classmates # 打印classmates变量的内容

['Michael', 'Bob', 'Tracy']

由于Python是动态语言，所以list中包含的元素并不要求都必须是同一种数据类型，我们完全可以在list中包含各种数据：

>>> L = ['Michael', 100, True]

一个元素也没有的list，就是空list：

>>> empty\_list = []

#### Python按照索引访问list

由于list是一个有序集合，所以，我们可以用一个list按分数从高到低表示出班里的3个同学：

>>> L = ['Adam', 'Lisa', 'Bart']

那我们如何从list中获取指定第 N 名的同学呢？方法是通过索引来获取list中的指定元素。

**需要特别注意的是**，索引从 0 开始，也就是说，第一个元素的索引是0，第二个元素的索引是1，以此类推。

因此，要打印第一名同学的名字，用 L[0]:

>>> print L[0]

Adam

要打印第二名同学的名字，用 L[1]:

>>> print L[1]

Lisa

要打印第三名同学的名字，用 L[2]:

>>> print L[2]

Bart

要打印第四名同学的名字，用 L[3]:

>>> print L[3]

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

IndexError: list index out of range

报错了！IndexError意思就是索引超出了范围，因为上面的list只有3个元素，有效的索引是 0，1，2。

所以，使用索引时，**千万注意不要越界**。

#### Python之倒序访问list

我们还是用一个list按分数从高到低表示出班里的3个同学：

>>> L = ['Adam', 'Lisa', 'Bart']

这时，老师说，请分数最低的同学站出来。

要写代码完成这个任务，我们可以先数一数这个 list，发现它包含3个元素，因此，最后一个元素的索引是2：

>>> print L[2]

Bart

有没有更简单的方法？

有！

Bart同学是最后一名，俗称倒数第一，所以，我们可以用 -1 这个索引来表示最后一个元素：

>>> print L[-1]

Bart

Bart同学表示躺枪。

类似的，倒数第二用 -2 表示，倒数第三用 -3 表示，倒数第四用 -4 表示：

>>> print L[-2]

Lisa

>>> print L[-3]

Adam

>>> print L[-4]

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

IndexError: list index out of range

L[-4] 报错了，因为倒数第四不存在，一共只有3个元素。

使用倒序索引时，也要注意**不要越界**。

#### Python之添加新元素

现在，班里有3名同学：

>>> L = ['Adam', 'Lisa', 'Bart']

今天，班里转来一名新同学 Paul，如何把新同学添加到现有的 list 中呢？

第一个办法是用 list 的 append() 方法，把新同学追加到 list 的末尾：

>>> L = ['Adam', 'Lisa', 'Bart']

>>> L.append('Paul')

>>> print L

['Adam', 'Lisa', 'Bart', 'Paul']

**append()**总是把新的元素添加到 list 的尾部。

如果 Paul 同学表示自己总是考满分，要求添加到第一的位置，怎么办？

方法是用list的 insert()方法，它接受两个参数，第一个参数是索引号，第二个参数是待添加的新元素：

>>> L = ['Adam', 'Lisa', 'Bart']

>>> L.insert(0, 'Paul')

>>> print L

['Paul', 'Adam', 'Lisa', 'Bart']

**L.insert(0, 'Paul')** 的意思是，'Paul'将被添加到索引为 0 的位置上（也就是第一个），而原来索引为 0 的Adam同学，以及后面的所有同学，都自动向后移动一位。

#### Python从list删除元素

Paul同学刚来几天又要转走了，那么我们怎么把Paul 从现有的list中删除呢？

如果Paul同学排在最后一个，我们可以用list的pop()方法删除：

>>> L = ['Adam', 'Lisa', 'Bart', 'Paul']

>>> L.pop()

'Paul'

>>> print L

['Adam', 'Lisa', 'Bart']

**pop()**方法总是删掉list的最后一个元素，并且它还返回这个元素，所以我们执行 L.pop() 后，会打印出 'Paul'。

如果Paul同学不是排在最后一个怎么办？比如Paul同学排在第三：

>>> L = ['Adam', 'Lisa', 'Paul', 'Bart']

要把Paul踢出list，我们就必须先定位Paul的位置。由于Paul的索引是2，因此，用 pop(2)把Paul删掉：

>>> L.pop(2)

'Paul'

>>> print L

['Adam', 'Lisa', 'Bart']

#### Python中替换元素

假设现在班里仍然是3名同学：

>>> L = ['Adam', 'Lisa', 'Bart']

现在，Bart同学要转学走了，碰巧来了一个Paul同学，要更新班级成员名单，我们可以先把Bart删掉，再把Paul添加进来。

另一个办法是直接用Paul把Bart给替换掉：

>>> L[2] = 'Paul'

>>> print L

L = ['Adam', 'Lisa', 'Paul']

对list中的某一个索引赋值，就可以直接用新的元素替换掉原来的元素，list包含的元素个数保持不变。

由于Bart还可以用 -1 做索引，因此，下面的代码也可以完成同样的替换工作：

>>> L[-1] = 'Paul'

#### Python之创建tuple

tuple是另一种有序的列表，中文翻译为“ 元组 ”。tuple 和 list 非常类似，但是，tuple一旦创建完毕，就不能修改了。

同样是表示班里同学的名称，用tuple表示如下：

>>> t = ('Adam', 'Lisa', 'Bart')

创建tuple和创建list唯一不同之处是用( )替代了[ ]。

现在，这个 t 就不能改变了，tuple没有 append()方法，也没有insert()和pop()方法。所以，新同学没法直接往 tuple 中添加，老同学想退出 tuple 也不行。

获取 tuple 元素的方式和 list 是一模一样的，我们可以正常使用 t[0]，t[-1]等索引方式访问元素，但是不能赋值成别的元素，不信可以试试：

>>> t[0] = 'Paul'

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

TypeError: 'tuple' object does not support item assignment

#### Python之创建单元素tuple

tuple和list一样，可以包含 0 个、1个和任意多个元素。

包含多个元素的 tuple，前面我们已经创建过了。

包含 0 个元素的 tuple，也就是空tuple，直接用 ()表示：

>>> t = ()

>>> print t

()

创建包含1个元素的 tuple 呢？来试试：

>>> t = (1)

>>> print t

1

好像哪里不对！t 不是 tuple ，而是整数1。**为什么**呢？

因为()既可以表示tuple，又可以作为括号表示运算时的优先级，结果 (1) 被Python解释器计算出结果 1，导致我们得到的不是tuple，而是整数 1。

正是因为用()定义单元素的tuple有歧义，所以 Python 规定，单元素 tuple 要多加一个逗号“,”，这样就避免了歧义：

>>> t = (1,)

>>> print t

(1,)

Python在打印单元素tuple时，也自动添加了一个“,”，为了更明确地告诉你这是一个tuple。

多元素 tuple 加不加这个额外的“,”效果是一样的：

>>> t = (1, 2, 3,)

>>> print t

(1, 2, 3)

#### Python之“可变”的tuple

前面我们看到了tuple一旦创建就不能修改。现在，我们来看一个“可变”的tuple：

>>> t = ('a', 'b', ['A', 'B'])

**注意**到 t 有 3 个元素：**'a'，'b'**和一个list：**['A', 'B']**。list作为一个整体是tuple的第3个元素。list对象可以通过 t[2] 拿到：

>>> L = t[2]

然后，我们把list的两个元素改一改：

>>> L[0] = 'X'

>>> L[1] = 'Y'

再看看tuple的内容：

>>> print t

('a', 'b', ['X', 'Y'])

不是说tuple一旦定义后就不可变了吗？怎么现在又变了？

别急，我们先看看定义的时候tuple包含的3个元素：
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当我们把list的元素**'A'和'B'**修改为**'X'和'Y'**后，tuple变为：
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表面上看，tuple的元素确实变了，但其实变的不是 tuple 的元素，而是list的元素。

tuple一开始指向的list并没有改成别的list，所以，tuple所谓的**“不变”**是说，tuple的每个元素，指向永远不变。即**指向'a'，就不能改成指向'b'**，指向一个list，就不能改成指向其他对象，但指向的这个list本身是可变的！

理解了**“指向不变”**后，要创建一个内容也不变的tuple怎么做？那就必须保证tuple的每一个元素本身也不能变。

### 第3章 条件判断和循环

讲解Python的条件判断和循环语句，利用条件判断和循环来构造程序的执行逻辑。

#### Python之if语句

计算机之所以能做很多自动化的任务，因为它可以自己做条件判断。

比如，输入用户年龄，根据年龄打印不同的内容，在Python程序中，可以用if语句实现：

age = 20

if age >= 18:

print 'your age is', age

print 'adult'

print 'END'

**注意:**Python代码的缩进规则。具有相同缩进的代码被视为代码块，上面的3，4行 print 语句就构成一个代码块（但不包括第5行的print）。如果 if 语句判断为 True，就会执行这个代码块。

缩进请严格按照Python的习惯写法：4个空格，不要使用Tab，更不要混合Tab和空格，否则很容易造成因为缩进引起的语法错误。

**注意**: if 语句后接表达式，然后用:表示代码块开始。

如果你在Python交互环境下敲代码，还要特别留意缩进，并且退出缩进需要多敲一行回车：

>>> age = 20

>>> if age >= 18:

... print 'your age is', age

... print 'adult'

...

your age is 20

adult

#### Python之 if-else

当 if 语句判断表达式的结果为 True 时，就会执行 if 包含的代码块：

if age >= 18:

print 'adult'

如果我们想判断年龄在18岁以下时，打印出 'teenager'，怎么办？

方法是再写一个 if:

if age < 18:

print 'teenager'

或者用 not 运算：

if not age >= 18:

print 'teenager'

细心的同学可以发现，这两种条件判断是“非此即彼”的，要么符合条件1，要么符合条件2，因此，完全可以用一个 if ... else ... 语句把它们统一起来：

if age >= 18:

print 'adult'

else:

print 'teenager'

利用 if ... else ... 语句，我们可以根据条件表达式的值为 True 或者 False ，分别执行 if 代码块或者 else 代码块。

**注意:** else 后面有个“:”。

#### Python之 if-elif-else

有的时候，一个 if ... else ... 还不够用。比如，根据年龄的划分：

条件1：18岁或以上：adult

条件2：6岁或以上：teenager

条件3：6岁以下：kid

我们可以用一个 if age >= 18 判断是否符合条件1，如果不符合，再通过一个 if 判断 age >= 6 来判断是否符合条件2，否则，执行条件3：

if age >= 18:

print 'adult'

else:

if age >= 6:

print 'teenager'

else:

print 'kid'

这样写出来，我们就得到了一个两层嵌套的 if ... else ... 语句。这个逻辑没有问题，但是，如果继续增加条件，比如3岁以下是 baby：

if age >= 18:

print 'adult'

else:

if age >= 6:

print 'teenager'

else:

if age >= 3:

print 'kid'

else:

print 'baby'

这种缩进只会越来越多，代码也会越来越难看。

要避免嵌套结构的 if ... else ...，我们可以用 if ... 多个elif ... else ... 的结构，一次写完所有的规则：

if age >= 18:

print 'adult'

elif age >= 6:

print 'teenager'

elif age >= 3:

print 'kid'

else:

print 'baby'

elif 意思就是 else if。这样一来，我们就写出了结构非常清晰的一系列条件判断。

**特别注意:**这一系列条件判断会从上到下依次判断，如果某个判断为 True，执行完对应的代码块，后面的条件判断就直接忽略，不再执行了。

请思考下面的代码：

age = 8

if age >= 6:

print 'teenager'

elif age >= 18:

print 'adult'

else:

print 'kid'

当 age = 8 时，结果正确，但 age = 20 时，为什么没有打印出 adult？

如果要修复，应该如何修复？

#### Python之 for循环

list或tuple可以表示一个有序集合。如果我们想依次访问一个list中的每一个元素呢？比如 list：

L = ['Adam', 'Lisa', 'Bart']

print L[0]

print L[1]

print L[2]

如果list只包含几个元素，这样写还行，如果list包含1万个元素，我们就不可能写1万行print。

这时，循环就派上用场了。

Python的 for 循环就可以依次把list或tuple的每个元素迭代出来：

L = ['Adam', 'Lisa', 'Bart']

for name in L:

print name

**注意:** name 这个变量是在 for 循环中定义的，意思是，依次取出list中的每一个元素，并把元素赋值给 name，然后执行for循环体（就是缩进的代码块）。

这样一来，遍历一个list或tuple就非常容易了。

#### Python之 while循环

和 for 循环不同的另一种循环是 while 循环，while 循环不会迭代 list 或 tuple 的元素，而是根据表达式判断循环是否结束。

比如要从 0 开始打印不大于 N 的整数：

N = 10

x = 0

while x < N:

print x

x = x + 1

while循环每次先判断 x < N，如果为True，则执行循环体的代码块，否则，退出循环。

在循环体内，x = x + 1 会让 x 不断增加，最终因为 x < N 不成立而退出循环。

如果没有这一个语句，**while循环在判断 x < N 时总是为True**，就会无限循环下去，变成死循环，所以要特别留意while循环的退出条件。

#### Python之 break退出循环

用 for 循环或者 while 循环时，如果要在循环体内直接退出循环，可以使用 break 语句。

比如计算1至100的整数和，我们用while来实现：

sum = 0

x = 1

while True:

sum = sum + x

x = x + 1

if x > 100:

break

print sum

咋一看， while True 就是一个死循环，但是在循环体内，我们还判断了 x > 100 条件成立时，用break语句退出循环，这样也可以实现循环的结束。

#### Python之 continue继续循环

在循环过程中，可以用break退出当前循环，还可以用continue跳过后续循环代码，继续下一次循环。

假设我们已经写好了利用for循环计算平均分的代码：

L = [75, 98, 59, 81, 66, 43, 69, 85]

sum = 0.0

n = 0

for x in L:

sum = sum + x

n = n + 1

print sum / n

现在老师只想统计及格分数的平均分，就要把 x < 60 的分数剔除掉，这时，利用 continue，可以做到当 x < 60的时候，不继续执行循环体的后续代码，直接进入下一次循环：

for x in L:

if x < 60:

continue

sum = sum + x

n = n + 1

#### Python之 多重循环

在循环内部，还可以嵌套循环，我们来看一个例子：

for x in ['A', 'B', 'C']:

for y in ['1', '2', '3']:

print x + y

x 每循环一次，y 就会循环 3 次，这样，我们可以打印出一个全排列：

### 第4章 Dict和Set类型

讲解Python的另外两种重要的数据类型Dict和Set，可以快速按照关键字检索信息。

#### Python之什么是dict

我们已经知道，list 和 tuple 可以用来表示顺序集合，例如，班里同学的名字：

['Adam', 'Lisa', 'Bart']

或者考试的成绩列表：

[95, 85, 59]

但是，要根据名字找到对应的成绩，用两个 list 表示就不方便。

如果把名字和分数关联起来，组成类似的查找表：

'Adam' ==> 95

'Lisa' ==> 85

'Bart' ==> 59

给定一个名字，就可以直接查到分数。

Python的 dict 就是专门干这件事的。用 **dict**表示**“名字”-“成绩”**的查找表如下：

d = {

'Adam': 95,

'Lisa': 85,

'Bart': 59

}

我们把**名字称为key**，对应的**成绩称为value**，dict就是通过 **key** 来查找 **value**。

花括号 {} 表示这是一个dict，然后按照 **key: value**, 写出来即可。最后一个 key: value 的逗号可以省略。

由于dict也是集合，len() 函数可以计算任意集合的大小：

>>> len(d)

3

**注意:** 一个 key-value 算一个，因此，dict大小为3。

#### Python之访问dict

我们已经能创建一个dict，用于表示名字和成绩的对应关系：

d = {

'Adam': 95,

'Lisa': 85,

'Bart': 59

}

那么，如何根据名字来查找对应的成绩呢？

可以简单地使用 d[key] 的形式来查找对应的 value，这和 list 很像，不同之处是，**list 必须使用索引返回对应的元素，而dict使用key：**

>>> print d['Adam']

95

>>> print d['Paul']

Traceback (most recent call last):

File "index.py", line 11, in <module>

print d['Paul']

KeyError: 'Paul'

**注意:** 通过 key 访问 dict 的value，只要 key 存在，dict就返回对应的value。如果key不存在，会直接报错：KeyError。

要避免 KeyError 发生，有两个办法：

**一是先判断一下 key 是否存在，用 in 操作符：**

if 'Paul' in d:

print d['Paul']

如果 'Paul' 不存在，if语句判断为False，自然不会执行 print d['Paul'] ，从而避免了错误。

**二是使用dict本身提供的一个 get 方法，在Key不存在的时候，返回None：**

>>> print d.get('Bart')

59

>>> print d.get('Paul')

None

#### Python中dict的特点

**dict的第一个特点是查找速度快，无论dict有10个元素还是10万个元素，查找速度都一样**。而list的查找速度随着元素增加而逐渐下降。

不过dict的查找速度快不是没有代价的，**dict的缺点是占用内存大，还会浪费很多内容**，list正好相反，占用内存小，但是查找速度慢。

由于dict是按 key 查找，所以，在一个dict中，key不能重复。

**dict的第二个特点就是存储的key-value序对是没有顺序的！**这和list不一样：

d = {

'Adam': 95,

'Lisa': 85,

'Bart': 59

}

当我们试图打印这个dict时：

>>> print d

{'Lisa': 85, 'Adam': 95, 'Bart': 59}

打印的顺序不一定是我们创建时的顺序，而且，不同的机器打印的顺序都可能不同，这说明dict内部是**无序**的，不能用dict存储有序的集合。

**dict的第三个特点是作为 key 的元素必须不可变**，Python的基本类型如字符串、整数、浮点数都是不可变的，都可以作为 key。但是list是可变的，就不能作为 key。

可以试试用list作为key时会报什么样的错误。

不可变这个限制仅作用于key，value是否可变无所谓：

{

'123': [1, 2, 3], # key 是 str，value是list

123: '123', # key 是 int，value 是 str

('a', 'b'): True # key 是 tuple，并且tuple的每个元素都是不可变对象，value是 boolean

}

最常用的key还是字符串，因为用起来最方便。

#### Python更新dict

dict是可变的，也就是说，我们可以随时往dict中添加新的 key-value。比如已有dict：

d = {

'Adam': 95,

'Lisa': 85,

'Bart': 59

}

要把新同学'Paul'的成绩 72 加进去，用赋值语句：

>>> d['Paul'] = 72

再看看dict的内容：

>>> print d

{'Lisa': 85, 'Paul': 72, 'Adam': 95, 'Bart': 59}

如果 key 已经存在，则赋值会用新的 value 替换掉原来的 value：

>>> d['Bart'] = 60

>>> print d

{'Lisa': 85, 'Paul': 72, 'Adam': 95, 'Bart': 60}

#### Python之 遍历dict

由于dict也是一个集合，所以，遍历dict和遍历list类似，都可以通过 for 循环实现。

直接使用for循环可以遍历 dict 的 key：

>>> d = { 'Adam': 95, 'Lisa': 85, 'Bart': 59 }

>>> for key in d:

... print key

...

Lisa

Adam

Bart

由于通过 key 可以获取对应的 value，因此，在循环体内，可以获取到value的值。

#### Python中什么是set

**dict的作用是建立一组 key 和一组 value 的映射关系，dict的key是不能重复的。**

有的时候，我们只想要 dict 的 key，不关心 key 对应的 value，目的就是保证这个集合的元素不会重复，这时，set就派上用场了。

**set 持有一系列元素，这一点和 list 很像，但是set的元素没有重复，而且是无序的，这点和 dict 的 key很像。**

创建 set 的方式是调用 set() 并传入一个 list，list的元素将作为set的元素：

>>> s = set(['A', 'B', 'C'])

可以查看 set 的内容：

>>> print s

set(['A', 'C', 'B'])

**请注意**，上述打印的形式类似 list， 但它不是 list，仔细看还可以发现，打印的顺序和原始 list 的顺序有可能是不同的，因为set内部存储的元素是**无序**的。

因为set不能包含重复的元素，所以，当我们传入包含重复元素的 list 会怎么样呢？

>>> s = set(['A', 'B', 'C', 'C'])

>>> print s

set(['A', 'C', 'B'])

>>> len(s)

3

结果显示，set会自动去掉重复的元素，原来的list有4个元素，但set只有3个元素。

#### Python之 访问set

由于**set存储的是无序集合**，所以我们没法通过索引来访问。

访问 set中的某个元素实际上就是判断一个元素是否在set中。

例如，存储了班里同学名字的set：

>>> s = set(['Adam', 'Lisa', 'Bart', 'Paul'])

我们可以用 in 操作符判断：

Bart是该班的同学吗？

>>> 'Bart' in s

True

Bill是该班的同学吗？

>>> 'Bill' in s

False

bart是该班的同学吗？

>>> 'bart' in s

False

看来大小写很重要，'Bart' 和 'bart'被认为是两个不同的元素。

#### Python之 set的特点

**set的内部结构和dict很像，唯一区别是不存储value**，因此，判断一个元素是否在set中速度很快。

**set存储的元素和dict的key类似，必须是不变对象**，因此，任何可变对象是不能放入set中的。

最后，set存储的元素也是没有顺序的。

set的这些特点，可以应用在哪些地方呢？

星期一到星期日可以用字符串'MON', 'TUE', ... 'SUN'表示。

假设我们让用户输入星期一至星期日的某天，如何判断用户的输入是否是一个有效的星期呢？

可以用 **if 语句**判断，但这样做非常繁琐：

x = '???' # 用户输入的字符串

if x!= 'MON' and x!= 'TUE' and x!= 'WED' ... and x!= 'SUN':

print 'input error'

else:

print 'input ok'

**注意：**if 语句中的...表示没有列出的其它星期名称，测试时，请输入完整。

如果事先创建好一个set，包含'MON' ~ 'SUN'：

weekdays = set(['MON', 'TUE', 'WED', 'THU', 'FRI', 'SAT', 'SUN'])

再判断输入是否有效，只需要判断该字符串是否在set中：

x = '???' # 用户输入的字符串

if x in weekdays:

print 'input ok'

else:

print 'input error'

这样一来，代码就简单多了。

#### Python之 遍历set

由于 set 也是一个集合，所以，遍历 set 和遍历 list 类似，都可以通过 for 循环实现。

直接使用 for 循环可以遍历 set 的元素：

>>> s = set(['Adam', 'Lisa', 'Bart'])

>>> for name in s:

... print name

...

Lisa

Adam

Bart

**注意:**观察 for 循环在遍历set时，元素的顺序和list的顺序很可能是不同的，而且不同的机器上运行的结果也可能不同。

#### Python之 更新set

由于**set存储的是一组不重复的无序元素**，因此，更新set主要做两件事：

**一是把新的元素添加到set中，二是把已有元素从set中删除。**

添加元素时，用set的add()方法：

>>> s = set([1, 2, 3])

>>> s.add(4)

>>> print s

set([1, 2, 3, 4])

如果添加的元素已经存在于set中，add()不会报错，但是不会加进去了：

>>> s = set([1, 2, 3])

>>> s.add(3)

>>> print s

set([1, 2, 3])

删除set中的元素时，用set的remove()方法：

>>> s = set([1, 2, 3, 4])

>>> s.remove(4)

>>> print s

set([1, 2, 3])

如果删除的元素不存在set中，remove()会报错：

>>> s = set([1, 2, 3])

>>> s.remove(4)

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

KeyError: 4

所以用add()可以直接添加，而remove()前需要判断。

### 第5章 函数

介绍Python的代码最基本的抽象类型：函数，以及如何定义和调用函数。

#### Python之什么是函数

我们知道圆的面积计算公式为：

S = πr²

当我们知道半径r的值时，就可以根据公式计算出面积。假设我们需要计算3个不同大小的圆的面积：

r1 = 12.34 s1 = 3.14 \* r1 \* r1

r2 = 9.08 s2 = 3.14 \* r2 \* r2

r3 = 73.1 s3 = 3.14 \* r3 \* r3

当代码出现有规律的重复的时候，你就需要当心了，每次写3.14 \* x \* x不仅很麻烦，而且，如果要把3.14改成3.14159265359的时候，得全部替换。

有了函数，我们就不再每次写s = 3.14 \* x \* x，而是写成更有意义的函数调用 s = area\_of\_circle(x)，而函数 area\_of\_circle 本身只需要写一次，就可以多次调用。

**抽象**是数学中非常常见的概念。举个例子：

计算数列的和，比如：**1 + 2 + 3 + ... + 100**，写起来十分不方便，于是数学家发明了求和符号∑，可以把1 + 2 + 3 + ... + 100记作：

100

∑n

n=1

这种抽象记法非常强大，因为我们看到∑就可以理解成求和，而不是还原成低级的加法运算。

而且，这种抽象记法是可扩展的，比如：

100

∑(n²+1)

n=1

还原成加法运算就变成了：

(1 x 1 + 1) + (2 x 2 + 1) + (3 x 3 + 1) + ... + (100 x 100 + 1)

可见，借助抽象，我们才能不关心底层的具体计算过程，而直接在更高的层次上思考问题。

写计算机程序也是一样，函数就是最基本的一种代码抽象的方式。

Python不但能非常灵活地定义函数，而且本身内置了很多有用的函数，可以直接调用。

#### Python之调用函数

Python内置了很多有用的函数，我们可以直接调用。

要调用一个函数，需要知道**函数**的**名称**和**参数**，比如求绝对值的函数 abs，它接收一个参数。

可以直接从Python的官方网站查看文档：

[http://docs.python.org/2/library/functions.html#abs](https://docs.python.org/2/library/functions.html" \l "abs)

也可以在交互式命令行通过 help(abs) 查看abs函数的帮助信息。

调用 **abs**函数：

>>> abs(100)

100

>>> abs(-20)

20

>>> abs(12.34)

12.34

调用函数的时候，如果传入的参数数量不对，会报**TypeError**的错误，并且Python会明确地告诉你：abs()有且仅有1个参数，但给出了两个：

>>> abs(1, 2)

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

TypeError: abs() takes exactly one argument (2 given)

如果传入的参数数量是对的，但参数类型不能被函数所接受，也会报**TypeError**的错误，并且给出错误信息：str是错误的参数类型：

>>> abs('a')

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

TypeError: bad operand type for abs(): 'str'

而比较函数 cmp(x, y) 就需要两个参数，如果 **x<y**，返回 **-1**，如果 **x==y**，返回 **0**，如果 **x>y**，返回 **1**：

>>> cmp(1, 2)

-1

>>> cmp(2, 1)

1

>>> cmp(3, 3)

0

Python内置的常用函数还包括数据类型转换函数，比如   int()函数可以把其他数据类型转换为整数：

>>> int('123')

123

>>> int(12.34)

12

str()函数把其他类型转换成 str：

>>> str(123)

'123'

>>> str(1.23)

'1.23'

#### Python之编写函数

在Python中，定义一个函数要使用 **def** 语句，依次写出函数名、括号、括号中的参数和冒号:，然后，在缩进块中编写函数体，函数的返回值用 return语句返回。

我们以自定义一个求绝对值的 my\_abs 函数为例：

def my\_abs(x):

if x >= 0:

return x

else:

return -x

**请注意**，函数体内部的语句在执行时，一旦执行到return时，函数就执行完毕，并将结果返回。因此，函数内部通过条件判断和循环可以实现非常复杂的逻辑。

如果没有return语句，函数执行完毕后也会返回结果，只是结果为 None。

return None可以简写为return。

#### Python函数之返回多值

函数可以返回多个值吗？答案是肯定的。

比如在游戏中经常需要从一个点移动到另一个点，给出坐标、位移和角度，就可以计算出新的坐标：

**# math**包提供了**sin()**和 **cos()**函数，我们先用import引用它：

import math

def move(x, y, step, angle):

nx = x + step \* math.cos(angle)

ny = y - step \* math.sin(angle)

return nx, ny

这样我们就可以同时获得返回值：

>>> x, y = move(100, 100, 60, math.pi / 6)

>>> print x, y

151.961524227 70.0

但其实这只是一种假象，Python函数返回的仍然是单一值：

>>> r = move(100, 100, 60, math.pi / 6)

>>> print r

(151.96152422706632, 70.0)

用print打印返回结果，原来返回值是一个**tuple**！

但是，在语法上，返回一个tuple可以省略括号，而多个变量可以同时接收一个tuple，按位置赋给对应的值，所以，**Python的函数**返回多值其实就是**返回一个tuple**，但写起来更方便。

#### Python之递归函数

在函数内部，可以调用其他函数。如果一个函数在内部调用自身本身，这个函数就是递归函数。

举个例子，我们来计算阶乘 **n! = 1 \* 2 \* 3 \* ... \* n**，用函数 **fact(n)**表示，可以看出：

fact(n) = n! = 1 \* 2 \* 3 \* ... \* (n-1) \* n = (n-1)! \* n = fact(n-1) \* n

所以，**fact(n)**可以表示为 **n \* fact(n-1)**，只有n=1时需要特殊处理。

于是，fact(n)用递归的方式写出来就是：

def fact(n):

if n==1:

return 1

return n \* fact(n - 1)

上面就是一个递归函数。可以试试：

>>> fact(1)

1

>>> fact(5)

120

如果我们计算fact(5)，可以根据函数定义看到计算过程如下：

===> fact(5)

===> 5 \* fact(4)

===> 5 \* (4 \* fact(3))

===> 5 \* (4 \* (3 \* fact(2)))

===> 5 \* (4 \* (3 \* (2 \* fact(1))))

===> 5 \* (4 \* (3 \* (2 \* 1)))

===> 5 \* (4 \* (3 \* 2))

===> 5 \* (4 \* 6)

===> 5 \* 24

===> 120

递归函数的优点是定义简单，逻辑清晰。理论上，所有的递归函数都可以写成循环的方式，但循环的逻辑不如递归清晰。

使用递归函数需要注意防止栈溢出。在计算机中，函数调用是通过栈（stack）这种数据结构实现的，每当进入一个函数调用，栈就会加一层栈帧，每当函数返回，栈就会减一层栈帧。由于栈的大小不是无限的，所以，递归调用的次数过多，会导致栈溢出。可以试试计算 fact(10000)。

#### Python之定义默认参数

定义函数的时候，还可以有默认参数。

例如Python自带的 **int()** 函数，其实就有两个参数，我们既可以传一个参数，又可以传两个参数：

>>> int('123')

123

>>> int('123', 8)

83

int()函数的第二个参数是转换进制，如果不传，默认是十进制 (base=10)，如果传了，就用传入的参数。

可见，**函数的默认参数的作用是简化调用**，你只需要把必须的参数传进去。但是在需要的时候，又可以传入额外的参数来覆盖默认参数值。

我们来定义一个计算 x 的N次方的函数:

def power(x, n):

s = 1

while n > 0:

n = n - 1

s = s \* x

return s

假设计算平方的次数最多，我们就可以把 n 的默认值设定为 2：

def power(x, n=2):

s = 1

while n > 0:

n = n - 1

s = s \* x

return s

这样一来，计算平方就不需要传入两个参数了：

>>> power(5)

25

由于函数的参数按从左到右的顺序匹配，所以**默认参数只能定义在必需参数的后面：**

# OK:

def fn1(a, b=1, c=2):

pass

# Error:

def fn2(a=1, b):

pass

#### Python之定义可变参数

如果想让一个函数能接受任意个参数，我们就可以定义一个可变参数：

def fn(\*args):

print args

可变参数的名字前面有个 **\***号，我们可以传入0个、1个或多个参数给可变参数：

>>> fn()

()

>>> fn('a')

('a',)

>>> fn('a', 'b')

('a', 'b')

可变参数也不是很神秘，Python解释器会把传入的一组参数组装成一个tuple传递给可变参数，因此，在函数内部，直接把变量 args 看成一个 tuple 就好了。

定义可变参数的目的也是为了简化调用。假设我们要计算任意个数的平均值，就可以定义一个可变参数：

def average(\*args):

...

这样，在调用的时候，可以这样写：

>>> average()

0

>>> average(1, 2)

1.5

>>> average(1, 2, 2, 3, 4)

2.4

### 第6章 切片

介绍Python程序特有的一种“切片”操作，可以以极其简洁的方式快速对列表进行操作。

#### 对list进行切片

取一个list的部分元素是非常常见的操作。比如，一个list如下：

>>> L = ['Adam', 'Lisa', 'Bart', 'Paul']

取前3个元素，应该怎么做？

笨办法：

>>> [L[0], L[1], L[2]]

['Adam', 'Lisa', 'Bart']

之所以是笨办法是因为扩展一下，取前N个元素就没辙了。

取前N个元素，也就是索引为0-(N-1)的元素，可以用循环：

>>> r = []

>>> n = 3

>>> for i in range(n):

... r.append(L[i])

...

>>> r

['Adam', 'Lisa', 'Bart']

对这种经常取指定索引范围的操作，用循环十分繁琐，因此，Python提供了切片（Slice）操作符，能大大简化这种操作。

对应上面的问题，取前3个元素，用一行代码就可以完成切片：

>>> L[0:3]

['Adam', 'Lisa', 'Bart']

L[0:3]表示，从索引0开始取，直到索引3为止，但不包括索引3。即索引0，1，2，正好是3个元素。

如果第一个索引是0，还可以省略：

>>> L[:3]

['Adam', 'Lisa', 'Bart']

也可以从索引1开始，取出2个元素出来：

>>> L[1:3]

['Lisa', 'Bart']

只用一个 **:** ，表示从头到尾：

>>> L[:]

['Adam', 'Lisa', 'Bart', 'Paul']

因此，L[:]实际上复制出了一个新list。

切片操作还可以指定第三个参数：

>>> L[::2]

['Adam', 'Bart']

第三个参数表示每N个取一个，上面的 L[::2] 会每两个元素取出一个来，也就是隔一个取一个。

把list换成tuple，切片操作完全相同，只是切片的结果也变成了tuple。

#### 倒序切片

对于list，既然Python支持L[-1]取倒数第一个元素，那么它同样支持倒数切片，试试：

>>> L = ['Adam', 'Lisa', 'Bart', 'Paul']

>>> L[-2:]

['Bart', 'Paul']

>>> L[:-2]

['Adam', 'Lisa']

>>> L[-3:-1]

['Lisa', 'Bart']

>>> L[-4:-1:2]

['Adam', 'Bart']

记住倒数第一个元素的索引是-1。倒序切片包含起始索引，不包含结束索引。

#### 对字符串切片

字符串 'xxx'和 Unicode字符串 u'xxx'也可以看成是一种list，每个元素就是一个字符。因此，字符串也可以用切片操作，只是操作结果仍是字符串：

>>> 'ABCDEFG'[:3]

'ABC'

>>> 'ABCDEFG'[-3:]

'EFG'

>>> 'ABCDEFG'[::2]

'ACEG'

在很多编程语言中，针对字符串提供了很多各种截取函数，其实目的就是对字符串切片。Python没有针对字符串的截取函数，只需要切片一个操作就可以完成，非常简单。

### 第7章 迭代

介绍Python程序中“迭代”的概念，以及各种迭代方式。

#### 什么是迭代

在Python中，如果给定一个**list**或**tuple**，我们可以通过for循环来遍历这个list或tuple，这种遍历我们成为迭代（Iteration）。

在Python中，迭代是通过 for ... in 来完成的，而很多语言比如C或者Java，迭代list是通过下标完成的，比如Java代码：

for (i=0; i<list.length; i++) {

n = list[i];

}

可以看出，Python的for循环抽象程度要高于Java的for循环。

**因为 Python 的 for循环不仅可以用在list或tuple上，还可以作用在其他任何可迭代对象上。**

因此，迭代操作就是对于一个集合，无论该集合是有序还是无序，我们用 for 循环总是可以依次取出集合的每一个元素。

**注意**: 集合是指包含一组元素的数据结构，我们已经介绍的包括：

1. **有序集合**：list，tuple，str和unicode；

2. **无序集合**：set

3. **无序集合并且具有 key-value 对**：dict

而迭代是一个动词，它指的是一种操作，在Python中，就是 for 循环。

迭代与按下标访问数组最大的不同是，后者是一种具体的迭代实现方式，而前者只关心迭代结果，根本不关心迭代内部是如何实现的。

#### 索引迭代

Python中，**迭代永远是取出元素本身，而非元素的索引。**

对于有序集合，元素确实是有索引的。有的时候，我们确实想在 for 循环中拿到索引，怎么办？

方法是使用 **enumerate() 函数**：

>>> L = ['Adam', 'Lisa', 'Bart', 'Paul']

>>> for index, name in enumerate(L):

... print index, '-', name

...

0 - Adam

1 - Lisa

2 - Bart

3 - Paul

使用 enumerate() 函数，我们可以在for循环中同时绑定索引index和元素name。但是，这不是 enumerate() 的特殊语法。实际上，enumerate() 函数把：

**['Adam', 'Lisa', 'Bart', 'Paul']**

变成了类似：

**[(0, 'Adam'), (1, 'Lisa'), (2, 'Bart'), (3, 'Paul')]**

因此，迭代的每一个元素实际上是一个tuple：

for t in enumerate(L):

index = t[0]

name = t[1]

print index, '-', name

如果我们知道每个tuple元素都包含两个元素，for循环又可以进一步简写为：

for index, name in enumerate(L):

print index, '-', name

这样不但代码更简单，而且还少了两条赋值语句。

可见，索引迭代也不是真的按索引访问，而是由 enumerate() 函数自动把每个元素变成 (index, element) 这样

#### 迭代dict的value

我们已经了解了**dict对象**本身就是可**迭代对象**，用 for 循环直接迭代 dict，可以每次拿到dict的一个key。

如果我们希望迭代 dict 对象的value，应该怎么做？

dict 对象有一个 **values() 方法**，这个方法把dict转换成一个包含所有value的list，这样，我们迭代的就是 dict的每一个 value：

d = { 'Adam': 95, 'Lisa': 85, 'Bart': 59 }

print d.values()

# [85, 95, 59]

for v in d.values():

print v

# 85

# 95

# 59

如果仔细阅读Python的文档，还可以发现，dict除了**values()**方法外，还有一个 **itervalues()** 方法，用 **itervalues()** 方法替代 **values()** 方法，迭代效果完全一样：

d = { 'Adam': 95, 'Lisa': 85, 'Bart': 59 }

print d.itervalues()

# <dictionary-valueiterator object at 0x106adbb50>

for v in d.itervalues():

print v

# 85

# 95

# 59

**那这两个方法有何不同之处呢？**

1. **values()** 方法实际上把一个 dict 转换成了包含 value 的list。

2. 但是 **itervalues()** 方法不会转换，它会在迭代过程中依次从 dict 中取出 value，所以 itervalues() 方法比 values() 方法节省了生成 list 所需的内存。

3. 打印 itervalues() 发现它返回一个 <dictionary-valueiterator> 对象，这说明在Python中，**for 循环可作用的迭代对象远不止 list，tuple，str，unicode，dict等**，任何可迭代对象都可以作用于for循环，而内部如何迭代我们通常并不用关心。

**如果一个对象说自己可迭代，那我们就直接用 for 循环去迭代它，可见，迭代是一种抽象的数据操作，它不对迭代对象内部的数据有任何要求。**

的tuple，再迭代，就同时获得了索引和元素本身。

#### 迭代dict的key和value

我们了解了如何**迭代 dict** 的**key**和**value**，那么，在一个 for 循环中，能否同时迭代 key和value？答案是肯定的。

首先，我们看看 dict 对象的 **items()** 方法返回的值：

>>> d = { 'Adam': 95, 'Lisa': 85, 'Bart': 59 }

>>> print d.items()

[('Lisa', 85), ('Adam', 95), ('Bart', 59)]

可以看到，items() 方法把dict对象转换成了包含tuple的list，我们对这个list进行迭代，可以同时获得key和value：

>>> for key, value in d.items():

... print key, ':', value

...

Lisa : 85

Adam : 95

Bart : 59

和 values() 有一个 itervalues() 类似， **items()** 也有一个对应的 **iteritems()**，iteritems() 不把dict转换成list，而是在迭代过程中不断给出 tuple，所以， iteritems() 不占用额外的内存。

### 第8章 列表生成式

介绍Python特有的列表生成式，利用列表生成式，可以通过某种规则快速创建一个列表。

#### 生成列表

要生成list [1, 2, 3, 4, 5, 6, 7, 8, 9, 10]，我们可以用range(1, 11)：

>>> range(1, 11)

[1, 2, 3, 4, 5, 6, 7, 8, 9, 10]

但如果要生成[1x1, 2x2, 3x3, ..., 10x10]怎么做？方法一是循环：

>>> L = []

>>> for x in range(1, 11):

... L.append(x \* x)

...

>>> L

[1, 4, 9, 16, 25, 36, 49, 64, 81, 100]

但是循环太繁琐，而列表生成式则可以用一行语句代替循环生成上面的list：

>>> [x \* x for x in range(1, 11)]

[1, 4, 9, 16, 25, 36, 49, 64, 81, 100]

这种写法就是Python特有的列表生成式。利用列表生成式，可以以非常简洁的代码生成 list。

写列表生成式时，把要生成的元素 x \* x 放到前面，后面跟 for 循环，就可以把list创建出来，十分有用，多写几次，很快就可以熟悉这种语法。

#### 复杂表达式

使用**for循环**的迭代不仅可以迭代普通的list，还可以迭代dict。

假设有如下的dict：

d = { 'Adam': 95, 'Lisa': 85, 'Bart': 59 }

完全可以通过一个复杂的列表生成式把它变成一个 HTML 表格：

tds = ['<tr><td>%s</td><td>%s</td></tr>' % (name, score) for name, score in d.iteritems()]

print '<table>'

print '<tr><th>Name</th><th>Score</th><tr>'

print '\n'.join(tds)

print '</table>'

**注：**字符串可以通过 % 进行格式化，用指定的参数替代%s。字符串的join()方法可以把一个 list 拼接成一个字符串。

把打印出来的结果保存为一个html文件，就可以在浏览器中看到效果了：

<table border="1">

<tr><th>Name</th><th>Score</th><tr>

<tr><td>Lisa</td><td>85</td></tr>

<tr><td>Adam</td><td>95</td></tr>

<tr><td>Bart</td><td>59</td></tr>

</table>
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#### 条件过滤

列表生成式的 **for 循环后面还可以加上 if 判断**。例如：

>>> [x \* x for x in range(1, 11)]

[1, 4, 9, 16, 25, 36, 49, 64, 81, 100]

如果我们只想要偶数的平方，不改动 range()的情况下，可以加上 if 来筛选：

>>> [x \* x for x in range(1, 11) if x % 2 == 0]

[4, 16, 36, 64, 100]

有了 if 条件，只有 if 判断为 True 的时候，才把循环的当前元素添加到列表中。

#### 多层表达式

for循环可以嵌套，因此，在列表生成式中，也可以用多层 for 循环来生成列表。

对于字符串 'ABC' 和 '123'，可以使用两层循环，生成全排列：

>>> [m + n for m in 'ABC' for n in '123']

['A1', 'A2', 'A3', 'B1', 'B2', 'B3', 'C1', 'C2', 'C3']

翻译成循环代码就像下面这样：

L = []

for m in 'ABC':

for n in '123':

L.append(m + n)

## python进阶
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### 第1章 函数式编程

本章讲解Python函数式编程概念，高阶函数的概念和实际用法，以及装饰器函数的原理和实现方式。

#### python把函数作为参数

高阶函数：

def add(x, y, f):

return f(x) + f(y)

如果传入abs作为参数f的值：

add(-5, 9, abs)

根据函数的定义，函数执行的代码实际上是：

abs(-5) + abs(9)

由于参数 x, y 和 f 都可以任意传入，如果 f 传入其他函数，就可以得到不同的返回值。

#### python中map()函数

**map()**是 Python 内置的高阶函数，它接收一个**函数 f** 和一个 **list**，并通过把函数 f 依次作用在 list 的每个元素上，得到一个新的 list 并返回。

例如，对于list [1, 2, 3, 4, 5, 6, 7, 8, 9]

如果希望把list的每个元素都作平方，就可以用map()函数：
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因此，我们只需要传入函数f(x)=x\*x，就可以利用map()函数完成这个计算：

def f(x):

return x\*x

print map(f, [1, 2, 3, 4, 5, 6, 7, 8, 9])

**输出结果：**

[1, 4, 9, 10, 25, 36, 49, 64, 81]

**注意：**map()函数不改变原有的 list，而是返回一个新的 list。

利用map()函数，可以把一个 list 转换为另一个 list，只需要传入转换函数。

由于list包含的元素可以是任何类型，因此，map() 不仅仅可以处理只包含数值的 list，事实上它可以处理包含任意类型的 list，只要传入的函数f可以处理这种数据类型。

#### python中reduce()函数

**reduce()**函数也是Python内置的一个高阶函数。reduce()函数接收的参数和 map()类似，**一个函数 f，一个list**，但行为和 map()不同，reduce()传入的函数 f 必须接收两个参数，reduce()对list的每个元素反复调用函数f，并返回最终结果值。

例如，编写一个f函数，接收x和y，返回x和y的和：

def f(x, y):

return x + y

调用 **reduce(f, [1, 3, 5, 7, 9])**时，reduce函数将做如下计算：

先计算头两个元素：f(1, 3)，结果为4；

再把结果和第3个元素计算：f(4, 5)，结果为9；

再把结果和第4个元素计算：f(9, 7)，结果为16；

再把结果和第5个元素计算：f(16, 9)，结果为25；

由于没有更多的元素了，计算结束，返回结果25。

上述计算实际上是对 list 的所有元素求和。虽然Python内置了求和函数sum()，但是，利用reduce()求和也很简单。

**reduce()还可以接收第3个可选参数，作为计算的初始值。**如果把初始值设为100，计算：

reduce(f, [1, 3, 5, 7, 9], 100)

结果将变为125，因为第一轮计算是：

计算初始值和第一个元素：**f(100, 1)**，结果为**101**。

#### python中filter()函数

**filter()**函数是 Python 内置的另一个有用的高阶函数，filter()函数接收一个**函数 f**和一个**list**，这个函数 f 的作用是对每个元素进行判断，返回 True或 False，**filter()根据判断结果自动过滤掉不符合条件的元素，返回由符合条件元素组成的新list。**

例如，要从一个list [1, 4, 6, 7, 9, 12, 17]中删除偶数，保留奇数，首先，要编写一个判断奇数的函数：

def is\_odd(x):

return x % 2 == 1

然后，利用filter()过滤掉偶数：

filter(is\_odd, [1, 4, 6, 7, 9, 12, 17])

**结果：**[1, 7, 9, 17]

利用filter()，可以完成很多有用的功能，例如，删除 None 或者空字符串：

def is\_not\_empty(s):

return s and len(s.strip()) > 0

filter(is\_not\_empty, ['test', None, '', 'str', ' ', 'END'])

**结果：**['test', 'str', 'END']

**注意:** s.strip(rm) 删除 s 字符串中开头、结尾处的 rm 序列的字符。

当rm为空时，默认删除空白符（包括'\n', '\r', '\t', ' ')，如下：

a = ' 123'

a.strip()

**结果：** '123'

a='\t\t123\r\n'

a.strip()

**结果：**'123'

#### python中自定义排序函数

Python内置的 **sorted()**函数可对list进行排序：

>>>sorted([36, 5, 12, 9, 21])  
[5, 9, 12, 21, 36]

但 **sorted()**也是一个高阶函数，它可以接收一个比较函数来实现自定义排序，比较函数的定义是，传入两个待比较的元素 x, y，**如果 x 应该排在 y 的前面，返回 -1，如果 x 应该排在 y 的后面，返回 1。如果 x 和 y 相等，返回 0。**

因此，如果我们要实现倒序排序，只需要编写一个reversed\_cmp函数：

def reversed\_cmp(x, y):

if x > y:

return -1

if x < y:

return 1

return 0

这样，调用 sorted() 并传入 reversed\_cmp 就可以实现倒序排序：

>>> sorted([36, 5, 12, 9, 21], reversed\_cmp)

[36, 21, 12, 9, 5]

sorted()也可以对字符串进行排序，字符串默认按照ASCII大小来比较：

>>> sorted(['bob', 'about', 'Zoo', 'Credit'])

['Credit', 'Zoo', 'about', 'bob']

'Zoo'排在'about'之前是因为'Z'的ASCII码比'a'小。

#### python中返回函数

Python的函数不但可以返回int、str、list、dict等数据类型，还可以返回函数！

例如，定义一个函数 f()，我们让它返回一个函数 g，可以这样写：

def f():

print 'call f()...'

# 定义函数g:

def g():

print 'call g()...'

# 返回函数g:

return g

仔细观察上面的函数定义，我们在函数 f 内部又定义了一个函数 g。由于函数 g 也是一个对象，函数名 g 就是指向函数 g 的变量，所以，最外层函数 f 可以返回变量 g，也就是函数 g 本身。

调用函数 f，我们会得到 f 返回的一个函数：

>>> x = f() # 调用f()

call f()...

>>> x # 变量x是f()返回的函数：

<function g at 0x1037bf320>

>>> x() # x指向函数，因此可以调用

call g()... # 调用x()就是执行g()函数定义的代码

请注意区分返回函数和返回值：

def myabs():

return abs # 返回函数

def myabs2(x):

return abs(x) # 返回函数调用的结果，返回值是一个数值

返回函数可以把一些计算延迟执行。例如，如果定义一个普通的求和函数：

def calc\_sum(lst):

return sum(lst)

调用calc\_sum()函数时，将立刻计算并得到结果：

>>> calc\_sum([1, 2, 3, 4])

10

但是，如果返回一个函数，就可以“延迟计算”：

def calc\_sum(lst):

def lazy\_sum():

return sum(lst)

return lazy\_sum

# 调用calc\_sum()并没有计算出结果，而是返回函数:

>>> f = calc\_sum([1, 2, 3, 4])

>>> f

<function lazy\_sum at 0x1037bfaa0>

# 对返回的函数进行调用时，才计算出结果:

>>> f()

10

由于可以返回函数，我们在后续代码里就可以决定到底要不要调用该函数。

#### python中闭包

在函数内部定义的函数和外部定义的函数是一样的，只是他们无法被外部访问：

def g():

print 'g()...'

def f():

print 'f()...'

return g

将 **g** 的定义移入函数 **f** 内部，防止其他代码调用 **g**：

def f():

print 'f()...'

def g():

print 'g()...'

return g

但是，考察上一小节定义的 **calc\_sum** 函数：

def calc\_sum(lst):

def lazy\_sum():

return sum(lst)

return lazy\_sum

**注意:** 发现没法把 **lazy\_sum** 移到 **calc\_sum** 的外部，因为它引用了 **calc\_sum** 的参数 **lst**。

像这种内层函数引用了外层函数的变量（参数也算变量），然后返回内层函数的情况，称为**闭包（Closure）**。

**闭包的特点**是返回的函数还引用了外层函数的局部变量，所以，要正确使用闭包，就要确保引用的局部变量在函数返回后不能变。举例如下：

# 希望一次返回3个函数，分别计算1x1,2x2,3x3:

def count():

fs = []

for i in range(1, 4):

def f():

return i\*i

fs.append(f)

return fs

f1, f2, f3 = count()

你可能认为调用f1()，f2()和f3()结果应该是1，4，9，但实际结果全部都是 9（请自己动手验证）。

原因就是当count()函数返回了3个函数时，这3个函数所引用的变量 i 的值已经变成了3。由于f1、f2、f3并没有被调用，所以，此时他们并未计算 i\*i，当 f1 被调用时：

>>> f1()

9 # 因为f1现在才计算i\*i，但现在i的值已经变为3

因此，返回函数不要引用任何循环变量，或者后续会发生变化的变量。

#### python中匿名函数

高阶函数可以接收函数做参数，有些时候，我们不需要显式地定义函数，直接传入匿名函数更方便。

在Python中，对匿名函数提供了有限支持。还是以map()函数为例，计算 f(x)=x2时，除了定义一个f(x)的函数外，还可以直接传入匿名函数：

>>> map(lambda x: x \* x, [1, 2, 3, 4, 5, 6, 7, 8, 9])

[1, 4, 9, 16, 25, 36, 49, 64, 81]

通过对比可以看出，匿名函数 lambda x: x \* x 实际上就是：

def f(x):

return x \* x

关键字lambda 表示匿名函数，冒号前面的 x 表示函数参数。

匿名函数有个限制，就是**只能有一个表达式**，**不写return**，返回值就是该表达式的结果。

使用匿名函数，可以不必定义函数名，直接创建一个函数对象，很多时候可以简化代码：

>>> sorted([1, 3, 9, 5, 0], lambda x,y: -cmp(x,y))

[9, 5, 3, 1, 0]

返回函数的时候，也可以返回匿名函数：

>>> myabs = lambda x: -x if x < 0 else x

>>> myabs(-1)

1

>>> myabs(1)

1

#### python中编写无参数decorator

Python的 decorator 本质上就是一个高阶函数，它接收一个函数作为参数，然后，返回一个新函数。

使用 decorator 用Python提供的 @ 语法，这样可以避免手动编写 f = decorate(f) 这样的代码。

**考察一个@log的定义：**

def log(f):

def fn(x):

print 'call ' + f.\_\_name\_\_ + '()...'

return f(x)

return fn

对于阶乘函数，@log工作得很好：

@log

def factorial(n):

return reduce(lambda x,y: x\*y, range(1, n+1))

print factorial(10)

**结果：**

call factorial()...

3628800

但是，对于参数不是一个的函数，调用将报错：

@log

def add(x, y):

return x + y

print add(1, 2)

**结果：**

Traceback (most recent call last):

File "test.py", line 15, in <module>

print add(1,2)

TypeError: fn() takes exactly 1 argument (2 given)

因为 add() 函数需要传入两个参数，但是 @log 写死了只含一个参数的返回函数。

要让 @log 自适应任何参数定义的函数，可以利用Python的 \*args 和 \*\*kw，保证任意个数的参数总是能正常调用：

def log(f):

def fn(\*args, \*\*kw):

print 'call ' + f.\_\_name\_\_ + '()...'

return f(\*args, \*\*kw)

return fn

现在，对于任意函数，@log 都能正常工作。

#### python中编写带参数decorator

考察上一节的 @log 装饰器：

def log(f):

def fn(x):

print 'call ' + f.\_\_name\_\_ + '()...'

return f(x)

return fn

发现对于被装饰的函数，log打印的语句是不能变的（除了函数名）。

如果有的函数非常重要，希望打印出'[INFO] call xxx()...'，有的函数不太重要，希望打印出'[DEBUG] call xxx()...'，这时，log函数本身就需要传入'INFO'或'DEBUG'这样的参数，类似这样：

@log('DEBUG')

def my\_func():

pass

把上面的定义翻译成高阶函数的调用，就是：

my\_func = log('DEBUG')(my\_func)

上面的语句看上去还是比较绕，再展开一下：

log\_decorator = log('DEBUG')

my\_func = log\_decorator(my\_func)

上面的语句又相当于：

log\_decorator = log('DEBUG')

@log\_decorator

def my\_func():

pass

所以，带参数的log函数首先返回一个decorator函数，再让这个decorator函数接收my\_func并返回新函数：

def log(prefix):

def log\_decorator(f):

def wrapper(\*args, \*\*kw):

print '[%s] %s()...' % (prefix, f.\_\_name\_\_)

return f(\*args, \*\*kw)

return wrapper

return log\_decorator

@log('DEBUG')

def test():

pass

print test()

**执行结果：**

[DEBUG] test()...

None

对于这种3层嵌套的decorator定义，你可以先把它拆开：

# 标准decorator:

def log\_decorator(f):

def wrapper(\*args, \*\*kw):

print '[%s] %s()...' % (prefix, f.\_\_name\_\_)

return f(\*args, \*\*kw)

return wrapper

return log\_decorator

# 返回decorator:

def log(prefix):

return log\_decorator(f)

拆开以后会发现，调用会失败，因为在3层嵌套的decorator定义中，最内层的wrapper引用了最外层的参数prefix，所以，把一个闭包拆成普通的函数调用会比较困难。不支持闭包的编程语言要实现同样的功能就需要更多的代码。

#### python中完善decorator

@decorator可以动态实现函数功能的增加，但是，经过@decorator“改造”后的函数，和原函数相比，除了功能多一点外，有没有其它不同的地方？

在没有decorator的情况下，打印函数名：

def f1(x):

pass

print f1.\_\_name\_\_

**输出：**f1

有decorator的情况下，再打印函数名：

def log(f):

def wrapper(\*args, \*\*kw):

print 'call...'

return f(\*args, \*\*kw)

return wrapper

@log

def f2(x):

pass

print f2.\_\_name\_\_

**输出：** wrapper

可见，由于decorator返回的新函数函数名已经不是'f2'，而是@log内部定义的'wrapper'。这对于那些依赖函数名的代码就会失效。decorator还改变了函数的\_\_doc\_\_等其它属性。如果要让调用者看不出一个函数经过了@decorator的“改造”，就需要把原函数的一些属性复制到新函数中：

def log(f):

def wrapper(\*args, \*\*kw):

print 'call...'

return f(\*args, \*\*kw)

wrapper.\_\_name\_\_ = f.\_\_name\_\_

wrapper.\_\_doc\_\_ = f.\_\_doc\_\_

return wrapper

这样写decorator很不方便，因为我们也很难把原函数的所有必要属性都一个一个复制到新函数上，所以Python内置的functools可以用来自动化完成这个“复制”的任务：

import functools

def log(f):

@functools.wraps(f)

def wrapper(\*args, \*\*kw):

print 'call...'

return f(\*args, \*\*kw)

return wrapper

最后需要指出，由于我们把原函数签名改成了(\*args, \*\*kw)，因此，无法获得原函数的原始参数信息。即便我们采用固定参数来装饰只有一个参数的函数：

def log(f):

@functools.wraps(f)

def wrapper(x):

print 'call...'

return f(x)

return wrapper

也可能改变原函数的参数名，因为新函数的参数名始终是 'x'，原函数定义的参数名不一定叫 'x'。

#### python中偏函数

当一个函数有很多参数时，调用者就需要提供多个参数。如果减少参数个数，就可以简化调用者的负担。

比如，int()函数可以把字符串转换为整数，当仅传入字符串时，int()函数默认按十进制转换：

>>> int('12345')

12345

但int()函数还提供额外的base参数，默认值为10。如果传入base参数，就可以做 N 进制的转换：

>>> int('12345', base=8)

5349

>>> int('12345', 16)

74565

假设要转换大量的二进制字符串，每次都传入int(x, base=2)非常麻烦，于是，我们想到，可以定义一个int2()的函数，默认把base=2传进去：

def int2(x, base=2):

return int(x, base)

这样，我们转换二进制就非常方便了：

>>> int2('1000000')

64

>>> int2('1010101')

85

functools.partial就是帮助我们创建一个偏函数的，不需要我们自己定义int2()，可以直接使用下面的代码创建一个新的函数int2：

>>> import functools

>>> int2 = functools.partial(int, base=2)

>>> int2('1000000')

64

>>> int2('1010101')

85

所以，functools.partial可以把一个参数多的函数变成一个参数少的新函数，少的参数需要在创建时指定默认值，这样，新函数调用的难度就降低了。

### 第2章 模块

本章讲解如何使用Python的模块，如何编写和导入模块，以及如何安装并使用第三方模块。

#### python之导入模块

要使用一个模块，我们必须首先导入该模块。Python使用import语句导入一个模块。例如，导入系统自带的模块 math：

import math

你可以认为math就是一个指向已导入模块的变量，通过该变量，我们可以访问math模块中所定义的所有公开的函数、变量和类：

>>> math.pow(2, 0.5) # pow是函数

1.4142135623730951

>>> math.pi # pi是变量

3.141592653589793

如果我们只希望导入用到的math模块的某几个函数，而不是所有函数，可以用下面的语句：

from math import pow, sin, log

这样，可以直接引用 pow, sin, log 这3个函数，但math的其他函数没有导入进来：

>>> pow(2, 10)

1024.0

>>> sin(3.14)

0.0015926529164868282

如果遇到名字冲突怎么办？比如math模块有一个log函数，logging模块也有一个log函数，如果同时使用，如何解决名字冲突？

如果使用import导入模块名，由于必须通过模块名引用函数名，因此不存在冲突：

import math, logging

print math.log(10) # 调用的是math的log函数

logging.log(10, 'something') # 调用的是logging的log函数

如果使用 from...import 导入 log 函数，势必引起冲突。这时，可以给函数起个“别名”来避免冲突：

from math import log

from logging import log as logger # logging的log现在变成了logger

print log(10) # 调用的是math的log

logger(10, 'import from logging') # 调用的是logging的log

#### python中动态导入模块

如果导入的模块不存在，Python解释器会报 ImportError 错误：

>>> import something

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

ImportError: No module named something

有的时候，两个不同的模块提供了相同的功能，比如 **StringIO**和 **cStringIO**都提供了StringIO这个功能。

这是因为Python是动态语言，解释执行，因此Python代码运行速度慢。

如果要提高Python代码的运行速度，最简单的方法是把某些关键函数用 C 语言重写，这样就能大大提高执行速度。

同样的功能，StringIO 是纯Python代码编写的，而 cStringIO 部分函数是 C 写的，因此 cStringIO 运行速度更快。

利用ImportError错误，我们经常在Python中动态导入模块：

try:

from cStringIO import StringIO

except ImportError:

from StringIO import StringIO

上述代码先尝试从cStringIO导入，如果失败了（比如cStringIO没有被安装），再尝试从StringIO导入。这样，如果cStringIO模块存在，则我们将获得更快的运行速度，如果cStringIO不存在，则顶多代码运行速度会变慢，但不会影响代码的正常执行。

**try**的作用是捕获错误，并在捕获到指定错误时执行 **except**语句。

#### python之使用\_\_future\_\_

Python的新版本会引入新的功能，但是，实际上这些功能在上一个老版本中就已经存在了。要“试用”某一新的特性，就可以通过导入\_\_future\_\_模块的某些功能来实现。

例如，Python 2.7的整数除法运算结果仍是整数：

>>> 10 / 3

3

但是，Python 3.x已经改进了整数的除法运算，“**/**”除将得到浮点数，“**//**”除才仍是整数：

>>> 10 / 3

3.3333333333333335

>>> 10 // 3

3

要在Python 2.7中引入3.x的除法规则，导入**\_\_future\_\_**的**division**：

>>> from \_\_future\_\_ import division

>>> print 10 / 3

3.3333333333333335

当新版本的一个特性与旧版本不兼容时，该特性将会在旧版本中添加到**\_\_future\_\_**中，以便旧的代码能在旧版本中测试新特性。

### 第3章 面向对象编程基础

本章讲解Python面向对象编程的概念，如何创建类和实例，如何定义类的属性和方法。

#### python之定义类并创建实例

在Python中，类通过 **class**关键字定义。以 **Person** 为例，定义一个**Person类**如下：

class Person(object):

pass

按照 **Python** 的编程习惯，类名以大写字母开头，紧接着是(object)，表示该类是从哪个类继承下来的。类的继承将在后面的章节讲解，现在我们只需要简单地从**object**类继承。

有了Person类的定义，就可以创建出具体的**xiaoming、xiaohong**等实例。创建实例使用 **类名+()**，类似函数调用的形式创建：

xiaoming = Person()

xiaohong = Person()

#### python中创建实例属性

虽然可以通过**Person**类创建出**xiaoming、xiaohong**等实例，但是这些实例看上除了地址不同外，没有什么其他不同。在现实世界中，区分**xiaoming、xiaohong**要依靠他们各自的名字、性别、生日等属性。

如何让每个实例拥有各自不同的属性？由于Python是动态语言，对每一个实例，都可以直接给他们的属性赋值，例如，给**xiaoming**这个实例加上**name、gender**和**birth**属性：

xiaoming = Person()

xiaoming.name = 'Xiao Ming'

xiaoming.gender = 'Male'

xiaoming.birth = '1990-1-1'

给**xiaohong**加上的属性不一定要和**xiaoming**相同：

xiaohong = Person()

xiaohong.name = 'Xiao Hong'

xiaohong.school = 'No. 1 High School'

xiaohong.grade = 2

实例的属性可以像普通变量一样进行操作：

xiaohong.grade = xiaohong.grade + 1

#### python中初始化实例属性

虽然我们可以自由地给一个实例绑定各种属性，但是，现实世界中，一种类型的实例应该拥有相同名字的属性。例如，**Person类**应该在创建的时候就拥有 **name、gender**和 **birth**属性，怎么办？

在定义 Person 类时，可以为Person类添加一个特殊的**\_\_init\_\_()**方法，当创建实例时，**\_\_init\_\_()**方法被自动调用，我们就能在此为每个实例都统一加上以下属性：

class Person(object):

def \_\_init\_\_(self, name, gender, birth):

self.name = name

self.gender = gender

self.birth = birth

**\_\_init\_\_()**方法的第一个参数必须是 **self**（也可以用别的名字，但建议使用习惯用法），后续参数则可以自由指定，和定义函数没有任何区别。

相应地，创建实例时，就必须要提供除 **self**以外的参数：

xiaoming = Person('Xiao Ming', 'Male', '1991-1-1')

xiaohong = Person('Xiao Hong', 'Female', '1992-2-2')

有了**\_\_init\_\_()**方法，每个Person实例在创建时，都会有 **name、gender**和 **birth**这3个属性，并且，被赋予不同的属性值，访问属性使用.操作符：

print xiaoming.name

# 输出 'Xiao Ming'

print xiaohong.birth

# 输出 '1992-2-2'

要特别注意的是，初学者定义**\_\_init\_\_()**方法常常忘记了 self 参数：

>>> class Person(object):

... def \_\_init\_\_(name, gender, birth):

... pass

...

>>> xiaoming = Person('Xiao Ming', 'Male', '1990-1-1')

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

TypeError: \_\_init\_\_() takes exactly 3 arguments (4 given)

这会导致创建失败或运行不正常，因为第一个参数name被Python解释器传入了实例的引用，从而导致整个方法的调用参数位置全部没有对上。

#### python中访问限制

我们可以给一个实例绑定很多属性，如果有些属性不希望被外部访问到怎么办？

Python对属性权限的控制是通过属性名来实现的，如果一个属性由双下划线开头(\_\_)，该属性就无法被外部访问。看例子：

class Person(object):

def \_\_init\_\_(self, name):

self.name = name

self.\_title = 'Mr'

self.\_\_job = 'Student'

p = Person('Bob')

print p.name

# => Bob

print p.\_title

# => Mr

print p.\_\_job

# => Error

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

AttributeError: 'Person' object has no attribute '\_\_job'

可见，只有以双下划线开头的"**\_\_job**"不能直接被外部访问。

但是，如果一个属性以"\_\_xxx\_\_"的形式定义，那它又可以被外部访问了，以"\_\_xxx\_\_"定义的属性在Python的类中被称为特殊属性，有很多预定义的特殊属性可以使用，通常我们不要把普通属性用"**\_\_xxx\_\_**"定义。

以单下划线开头的属性"\_xxx"虽然也可以被外部访问，但是，按照习惯，他们不应该被外部访问。

#### python中创建类属性

**类是模板，而实例则是根据类创建的对象。**

绑定在一个实例上的属性不会影响其他实例，但是，类本身也是一个对象，如果在类上绑定一个属性，则所有实例都可以访问类的属性，并且，所有实例访问的类属性都是同一个！也就是说，实例属性每个实例各自拥有，互相独立，而类属性有且只有一份。

定义类属性可以直接在 **class**中定义：

class Person(object):

address = 'Earth'

def \_\_init\_\_(self, name):

self.name = name

因为类属性是直接绑定在类上的，所以，访问类属性不需要创建实例，就可以直接访问：

print Person.address

# => Earth

对一个实例调用类的属性也是可以访问的，所有实例都可以访问到它所属的类的属性：

p1 = Person('Bob')

p2 = Person('Alice')

print p1.address

# => Earth

print p2.address

# => Earth

由于Python是动态语言，类属性也是可以动态添加和修改的：

Person.address = 'China'

print p1.address

# => 'China'

print p2.address

# => 'China'

因为类属性只有一份，所以，当**Person**类的**address**改变时，所有实例访问到的类属性都改变了。

#### python中类属性和实例属性名字冲突怎么办

修改类属性会导致所有实例访问到的类属性全部都受影响，但是，如果在实例变量上修改类属性会发生什么问题呢？

class Person(object):

address = 'Earth'

def \_\_init\_\_(self, name):

self.name = name

p1 = Person('Bob')

p2 = Person('Alice')

print 'Person.address = ' + Person.address

p1.address = 'China'

print 'p1.address = ' + p1.address

print 'Person.address = ' + Person.address

print 'p2.address = ' + p2.address

结果如下：

Person.address = Earth

p1.address = China

Person.address = Earth

p2.address = Earth

我们发现，在设置了 **p1.address = 'China'**后，p1访问 address 确实变成了 'China'，但是，Person.address和p2.address仍然是'Earch'，怎么回事？

原因是 **p1.address = 'China'并没有改变 Person 的 address**，而是给 **p1这个实例绑定了实例属性address** ，对p1来说，它有一个实例属性address（值是'China'），而它所属的类Person也有一个类属性address，所以:

**访问 p1.address 时**，优先查找实例属性，返回'China'。

**访问 p2.address 时**，p2没有实例属性address，但是有类属性address，因此返回'Earth'。

可见，当实例属性和类属性重名时，实例属性优先级高，它将屏蔽掉对类属性的访问。

当我们把 p1 的 address 实例属性删除后，访问 p1.address 就又返回类属性的值 'Earth'了：

del p1.address

print p1.address

# => Earth

可见，千万不要在实例上修改类属性，它实际上并没有修改类属性，而是给实例绑定了一个实例属性。

#### python中定义实例方法

一个实例的私有属性就是以\_\_开头的属性，无法被外部访问，那这些属性定义有什么用？

虽然私有属性无法从外部访问，但是，从类的内部是可以访问的。除了可以定义实例的属性外，还可以定义实例的方法。

**实例的方法**就是在类中定义的函数，它的第一个参数永远是 self，指向调用该方法的实例本身，其他参数和一个普通函数是完全一样的：

class Person(object):

def \_\_init\_\_(self, name):

self.\_\_name = name

def get\_name(self):

return self.\_\_name

**get\_name(self)**就是一个实例方法，它的第一个参数是self。\_**\_init\_\_(self, name)**其实也可看做是一个特殊的实例方法。

调用实例方法必须在实例上调用：

p1 = Person('Bob')

print p1.get\_name() # self不需要显式传入

# => Bob

在实例方法内部，可以访问所有实例属性，这样，如果外部需要访问私有属性，可以通过方法调用获得，这种数据封装的形式除了能保护内部数据一致性外，还可以简化外部调用的难度。

#### python中方法也是属性

我们在 **class** 中定义的实例方法其实也是属性，它实际上是一个函数对象：

class Person(object):

def \_\_init\_\_(self, name, score):

self.name = name

self.score = score

def get\_grade(self):

return 'A'

p1 = Person('Bob', 90)

print p1.get\_grade

# => <bound method Person.get\_grade of <\_\_main\_\_.Person object at 0x109e58510>>

print p1.get\_grade()

# => A

也就是说，**p1.get\_grade**返回的是一个函数对象，但这个函数是一个绑定到实例的函数，**p1.get\_grade()**才是方法调用。

因为方法也是一个属性，所以，它也可以动态地添加到实例上，只是需要用 types.MethodType() 把一个函数变为一个方法：

import types

def fn\_get\_grade(self):

if self.score >= 80:

return 'A'

if self.score >= 60:

return 'B'

return 'C'

class Person(object):

def \_\_init\_\_(self, name, score):

self.name = name

self.score = score

p1 = Person('Bob', 90)

p1.get\_grade = types.MethodType(fn\_get\_grade, p1, Person)

print p1.get\_grade()

# => A

p2 = Person('Alice', 65)

print p2.get\_grade()

# ERROR: AttributeError: 'Person' object has no attribute 'get\_grade'

# 因为p2实例并没有绑定get\_grade

给一个实例动态添加方法并不常见，直接在class中定义要更直观。

#### python中定义类方法

和属性类似，方法也分实例方法和类方法。

在**class**中定义的全部是实例方法，实例方法第一个参数 **self**是实例本身。

要在class中定义类方法，需要这么写：

class Person(object):

count = 0

@classmethod

def how\_many(cls):

return cls.count

def \_\_init\_\_(self, name):

self.name = name

Person.count = Person.count + 1

print Person.how\_many()

p1 = Person('Bob')

print Person.how\_many()

通过标记一个 @classmethod，该方法将绑定到 **Person** 类上，而非类的实例。类方法的第一个参数将传入类本身，通常将参数名命名为 **cls**，上面的 **cls.count**实际上相当于 **Person.count**。

因为是在类上调用，而非实例上调用，因此类方法无法获得任何实例变量，只能获得类的引用。

### 第4章 类的继承

本章讲解Python类的继承，如何判断实例类型，多态以及如何获取对象信息。

#### python中继承一个类

如果已经定义了**Person**类，需要定义新的**Student**和**Teacher**类时，可以直接从Person类继承：

class Person(object):

def \_\_init\_\_(self, name, gender):

self.name = name

self.gender = gender

定义**Student**类时，只需要把额外的属性加上，例如score：

class Student(Person):

def \_\_init\_\_(self, name, gender, score):

super(Student, self).\_\_init\_\_(name, gender)

self.score = score

一定要用 super(Student, self).\_\_init\_\_(name, gender) 去初始化父类，否则，继承自 **Person** 的 **Student** 将没有 **name** 和 **gender**。

函数**super(Student, self)**将返回当前类继承的父类，即**Person**，然后调用**\_\_init\_\_()**方法，注意self参数已在super()中传入，在\_\_init\_\_()中将隐式传递，不需要写出（也不能写）。

#### python中判断类型

函数**isinstance()**可以判断一个变量的类型，既可以用在Python内置的数据类型如**str、list、dict**，也可以用在我们自定义的类，它们本质上都是数据类型。

假设有如下的 **Person、Student** 和 **Teacher**的定义及继承关系如下：

class Person(object):

def \_\_init\_\_(self, name, gender):

self.name = name

self.gender = gender

class Student(Person):

def \_\_init\_\_(self, name, gender, score):

super(Student, self).\_\_init\_\_(name, gender)

self.score = score

class Teacher(Person):

def \_\_init\_\_(self, name, gender, course):

super(Teacher, self).\_\_init\_\_(name, gender)

self.course = course

p = Person('Tim', 'Male')

s = Student('Bob', 'Male', 88)

t = Teacher('Alice', 'Female', 'English')

当我们拿到变量 **p、s、t**时，可以使用 **isinstance** 判断类型：

>>> isinstance(p, Person)

True # p是Person类型

>>> isinstance(p, Student)

False # p不是Student类型

>>> isinstance(p, Teacher)

False # p不是Teacher类型

这说明在继承链上，一个父类的实例不能是子类类型，因为子类比父类多了一些属性和方法。

**我们再考察 s ：**

>>> isinstance(s, Person)

True # s是Person类型

>>> isinstance(s, Student)

True # s是Student类型

>>> isinstance(s, Teacher)

False # s不是Teacher类型

**s** 是Student类型，不是Teacher类型，这很容易理解。但是，**s** 也是Person类型，因为Student继承自Person，虽然它比Person多了一些属性和方法，但是，把 **s** 看成Person的实例也是可以的。

这说明在一条继承链上，一个实例可以看成它本身的类型，也可以看成它父类的类型。

#### python中多态

类具有继承关系，并且子类类型可以向上转型看做父类类型，如果我们从 **Person**派生出 **Student**和**Teacher**，并都写了一个 **whoAmI()**方法：

class Person(object):

def \_\_init\_\_(self, name, gender):

self.name = name

self.gender = gender

def whoAmI(self):

return 'I am a Person, my name is %s' % self.name

class Student(Person):

def \_\_init\_\_(self, name, gender, score):

super(Student, self).\_\_init\_\_(name, gender)

self.score = score

def whoAmI(self):

return 'I am a Student, my name is %s' % self.name

class Teacher(Person):

def \_\_init\_\_(self, name, gender, course):

super(Teacher, self).\_\_init\_\_(name, gender)

self.course = course

def whoAmI(self):

return 'I am a Teacher, my name is %s' % self.name

在一个函数中，如果我们接收一个变量 **x**，则无论该 **x** 是 **Person、Student**还是 **Teacher**，都可以正确打印出结果：

def who\_am\_i(x):

print x.whoAmI()

p = Person('Tim', 'Male')

s = Student('Bob', 'Male', 88)

t = Teacher('Alice', 'Female', 'English')

who\_am\_i(p)

who\_am\_i(s)

who\_am\_i(t)

运行结果：

I am a Person, my name is Tim

I am a Student, my name is Bob

I am a Teacher, my name is Alice

这种行为称为多态。也就是说，方法调用将作用在 **x** 的实际类型上。**s** 是**Student**类型，它实际上拥有自己的 **whoAmI()**方法以及从 Person继承的 whoAmI方法，但调用 **s.whoAmI()**总是先查找它自身的定义，如果没有定义，则顺着继承链向上查找，直到在某个父类中找到为止。

由于Python是动态语言，所以，传递给函数 **who\_am\_i(x)**的参数 **x** 不一定是 Person 或 Person 的子类型。任何数据类型的实例都可以，只要它**有一个whoAmI()**的方法即可：

class Book(object):

def whoAmI(self):

return 'I am a book'

这是动态语言和静态语言（例如Java）最大的差别之一。动态语言调用实例方法，不检查类型，只要方法存在，参数正确，就可以调用。

#### python中多重继承

除了从一个父类继承外，Python允许从多个父类继承，称为多重继承。

多重继承的继承链就不是一棵树了，它像这样：

class A(object):

def \_\_init\_\_(self, a):

print 'init A...'

self.a = a

class B(A):

def \_\_init\_\_(self, a):

super(B, self).\_\_init\_\_(a)

print 'init B...'

class C(A):

def \_\_init\_\_(self, a):

super(C, self).\_\_init\_\_(a)

print 'init C...'

class D(B, C):

def \_\_init\_\_(self, a):

super(D, self).\_\_init\_\_(a)

print 'init D...'

看下图:
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像这样，**D**同时继承自 **B** 和 **C**，也就是 **D** 拥有了 **A、B、C** 的全部功能。多重继承通过 **super()**调用**\_\_init\_\_()**方法时，**A** 虽然被继承了两次，但**\_\_init\_\_()**只调用一次：

>>> d = D('d')

init A...

init C...

init B...

init D...

**多重继承的目的**是从两种继承树中分别选择并继承出子类，以便组合功能使用。

举个例子，Python的网络服务器有**TCPServer、UDPServer、UnixStreamServer、UnixDatagramServer**，而服务器运行模式有 **多进程ForkingMixin**和 **多线程ThreadingMixin**两种。

要创建多进程模式的 **TCPServer**：

class MyTCPServer(TCPServer, ForkingMixin)

pass

要创建多线程模式的 **UDPServer**：

class MyUDPServer(UDPServer, ThreadingMixin):

pass

如果没有多重继承，要实现上述所有可能的组合需要 4x2=8 个子类。

#### python中获取对象信息

拿到一个变量，除了用 **isinstance()** 判断它是否是某种类型的实例外，还有没有别的方法获取到更多的信息呢？

例如，已有定义：

class Person(object):

def \_\_init\_\_(self, name, gender):

self.name = name

self.gender = gender

class Student(Person):

def \_\_init\_\_(self, name, gender, score):

super(Student, self).\_\_init\_\_(name, gender)

self.score = score

def whoAmI(self):

return 'I am a Student, my name is %s' % self.name

首先可以用 **type()**函数获取变量的类型，它返回一个 **Type**对象：

>>> type(123)

<type 'int'>

>>> s = Student('Bob', 'Male', 88)

>>> type(s)

<class '\_\_main\_\_.Student'>

其次，可以用 **dir()**函数获取变量的所有属性：

>>> dir(123) # 整数也有很多属性...

['\_\_abs\_\_', '\_\_add\_\_', '\_\_and\_\_', '\_\_class\_\_', '\_\_cmp\_\_', ...]

>>> dir(s)

['\_\_class\_\_', '\_\_delattr\_\_', '\_\_dict\_\_', '\_\_doc\_\_', '\_\_format\_\_', '\_\_getattribute\_\_', '\_\_hash\_\_', '\_\_init\_\_', '\_\_module\_\_', '\_\_new\_\_', '\_\_reduce\_\_', '\_\_reduce\_ex\_\_', '\_\_repr\_\_', '\_\_setattr\_\_', '\_\_sizeof\_\_', '\_\_str\_\_', '\_\_subclasshook\_\_', '\_\_weakref\_\_', 'gender', 'name', 'score', 'whoAmI']

对于实例变量，**dir()**返回所有实例属性，包括`**\_\_class\_\_**`这类有特殊意义的属性。注意到方法`**whoAmI**`也是 **s**的一个属性。

如何去掉**`\_\_xxx\_\_`**这类的特殊属性，只保留我们自己定义的属性？回顾一下**filter()**函数的用法。

**dir()**返回的属性是字符串列表，如果已知一个属性名称，要获取或者设置对象的属性，就需要用 **getattr()** 和 **setattr( )**函数了：

>>> getattr(s, 'name') # 获取name属性

'Bob'

>>> setattr(s, 'name', 'Adam') # 设置新的name属性

>>> s.name

'Adam'

>>> getattr(s, 'age') # 获取age属性，但是属性不存在，报错：

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

AttributeError: 'Student' object has no attribute 'age'

>>> getattr(s, 'age', 20) # 获取age属性，如果属性不存在，就返回默认值20：

20

### 第5章 定制类

本章讲解Python的特殊方法，以及如何利用特殊方法定制类，实现各种强大的功能。

#### python中 \_\_str\_\_和\_\_repr\_\_

如果要把一个类的实例变成 **str**，就需要实现特殊方法\_\_str\_\_()：

class Person(object):

def \_\_init\_\_(self, name, gender):

self.name = name

self.gender = gender

def \_\_str\_\_(self):

return '(Person: %s, %s)' % (self.name, self.gender)

现在，在交互式命令行下用 **print**试试：

>>> p = Person('Bob', 'male')

>>> print p

(Person: Bob, male)

但是，如果直接敲变量 **p**：

>>> p

<main.Person object at 0x10c941890>

似乎\_\_str\_\_() 不会被调用。

因为 Python 定义了**\_\_str\_\_()**和**\_\_repr\_\_()**两种方法，\_\_str\_\_()用于显示给用户，而**\_\_repr\_\_()**用于显示给开发人员。

有一个偷懒的定义\_\_repr\_\_的方法：

class Person(object):

def \_\_init\_\_(self, name, gender):

self.name = name

self.gender = gender

def \_\_str\_\_(self):

return '(Person: %s, %s)' % (self.name, self.gender)

\_\_repr\_\_ = \_\_str\_\_

#### python中 \_\_cmp\_\_

对 **int**、**str**等内置数据类型排序时，Python的 **sorted()**按照默认的比较函数 **cmp**排序，但是，如果对一组 **Student**类的实例排序时，就必须提供我们自己的特殊方法 \_\_cmp\_\_()：

class Student(object):

def \_\_init\_\_(self, name, score):

self.name = name

self.score = score

def \_\_str\_\_(self):

return '(%s: %s)' % (self.name, self.score)

\_\_repr\_\_ = \_\_str\_\_

def \_\_cmp\_\_(self, s):

if self.name < s.name:

return -1

elif self.name > s.name:

return 1

else:

return 0

上述 Student 类实现了\_\_cmp\_\_()方法，**\_\_cmp\_\_**用实例自身**self**和传入的实例 **s**进行比较，如果 **self** 应该排在前面，就返回 -1，如果 **s** 应该排在前面，就返回1，如果两者相当，返回 0。

Student类实现了按name进行排序：

>>> L = [Student('Tim', 99), Student('Bob', 88), Student('Alice', 77)]

>>> print sorted(L)

[(Alice: 77), (Bob: 88), (Tim: 99)]

**注意**: 如果list不仅仅包含 Student 类，则 \_\_cmp\_\_ 可能会报错：

L = [Student('Tim', 99), Student('Bob', 88), 100, 'Hello']

print sorted(L)

请思考如何解决。

#### python中 \_\_len\_\_

如果一个类表现得像一个list，要获取有多少个元素，就得用 **len()**函数。

要让 **len()**函数工作正常，类必须提供一个特殊方法\_\_len\_\_()，它返回元素的个数。

例如，我们写一个 Students 类，把名字传进去：

class Students(object):

def \_\_init\_\_(self, \*args):

self.names = args

def \_\_len\_\_(self):

return len(self.names)

只要正确实现了**\_\_len\_\_()**方法，就可以用**len()**函数返回**Students**实例的“长度”：

>>> ss = Students('Bob', 'Alice', 'Tim')

>>> print len(ss)

3

#### python中数学运算

Python 提供的基本数据类型 **int、float**可以做整数和浮点的四则运算以及乘方等运算。

但是，四则运算不局限于int和float，还可以是有理数、矩阵等。

要表示有理数，可以用一个**Rational类**来表示：

class Rational(object):

def \_\_init\_\_(self, p, q):

self.p = p

self.q = q

p、q 都是整数，表示有理数 p/q。

如果要让**Rational进行+运算**，需要正确实现\_\_add\_\_：

class Rational(object):

def \_\_init\_\_(self, p, q):

self.p = p

self.q = q

def \_\_add\_\_(self, r):

return Rational(self.p \* r.q + self.q \* r.p, self.q \* r.q)

def \_\_str\_\_(self):

return '%s/%s' % (self.p, self.q)

\_\_repr\_\_ = \_\_str\_\_

现在可以试试有理数加法：

>>> r1 = Rational(1, 3)

>>> r2 = Rational(1, 2)

>>> print r1 + r2

5/6

#### python中类型转换

**Rational**类实现了有理数运算，但是，如果要把结果转为 **int**或 **float** 怎么办？

考察整数和浮点数的转换：

>>> int(12.34)

12

>>> float(12)

12.0

如果要把 **Rational** 转为 **int**，应该使用：

r = Rational(12, 5)

n = int(r)

要让**int()**函数正常工作，只需要实现特殊方法\_\_int\_\_():

class Rational(object):

def \_\_init\_\_(self, p, q):

self.p = p

self.q = q

def \_\_int\_\_(self):

return self.p // self.q

**结果如下：**

>>> print int(Rational(7, 2))

3

>>> print int(Rational(1, 3))

0

同理，要让**float()**函数正常工作，只需要实现特殊方法**\_\_float\_\_()**。

#### python中 @property

考察 **Student**类：

class Student(object):

def \_\_init\_\_(self, name, score):

self.name = name

self.score = score

当我们想要修改一个 **Student** 的 **scroe** 属性时，可以这么写：

s = Student('Bob', 59)

s.score = 60

但是也可以这么写：

s.score = 1000

显然，直接给属性赋值无法检查分数的有效性。

如果利用两个方法：

class Student(object):

def \_\_init\_\_(self, name, score):

self.name = name

self.\_\_score = score

def get\_score(self):

return self.\_\_score

def set\_score(self, score):

if score < 0 or score > 100:

raise ValueError('invalid score')

self.\_\_score = score

这样一来，**s.set\_score(1000)** 就会报错。

这种使用 **get/set**方法来封装对一个属性的访问在许多面向对象编程的语言中都很常见。

但是写 **s.get\_score()** 和 **s.set\_score()**没有直接写 **s.score** 来得直接。

有没有两全其美的方法？----有。

因为Python支持高阶函数，在函数式编程中我们介绍了装饰器函数，可以用装饰器函数把 **get/set** 方法“装饰”成属性调用：

class Student(object):

def \_\_init\_\_(self, name, score):

self.name = name

self.\_\_score = score

@property

def score(self):

return self.\_\_score

@score.setter

def score(self, score):

if score < 0 or score > 100:

raise ValueError('invalid score')

self.\_\_score = score

**注意:** 第一个score(self)是get方法，用@property装饰，第二个score(self, score)是set方法，用@score.setter装饰，@score.setter是前一个@property装饰后的副产品。

现在，就可以像使用属性一样设置score了：

>>> s = Student('Bob', 59)

>>> s.score = 60

>>> print s.score

60

>>> s.score = 1000

Traceback (most recent call last):

...

ValueError: invalid score

说明对 **score** 赋值实际调用的是 **set方法**。

#### python中 \_\_slots\_\_

由于Python是动态语言，任何实例在运行期都可以动态地添加属性。

如果要限制添加的属性，例如，**Student**类只允许添加 **name、gender**和**score**这3个属性，就可以利用Python的一个特殊的**\_\_slots\_\_**来实现。

顾名思义，**\_\_slots\_\_**是指一个类允许的属性列表：

class Student(object):

\_\_slots\_\_ = ('name', 'gender', 'score')

def \_\_init\_\_(self, name, gender, score):

self.name = name

self.gender = gender

self.score = score

现在，对实例进行操作：

>>> s = Student('Bob', 'male', 59)

>>> s.name = 'Tim' # OK

>>> s.score = 99 # OK

>>> s.grade = 'A'

Traceback (most recent call last):

...

AttributeError: 'Student' object has no attribute 'grade'

**\_\_slots\_\_**的目的是限制当前类所能拥有的属性，如果不需要添加任意动态的属性，使用**\_\_slots\_\_**也能节省内存。

#### python中 \_\_call\_\_

在Python中，函数其实是一个对象：

>>> f = abs

>>> f.\_\_name\_\_

'abs'

>>> f(-123)

123

由于 **f** 可以被调用，所以，**f** 被称为可调用对象。

所有的函数都是可调用对象。

一个类实例也可以变成一个可调用对象，只需要实现一个特殊方法**\_\_call\_\_()**。

我们把 **Person** 类变成一个可调用对象：

class Person(object):

def \_\_init\_\_(self, name, gender):

self.name = name

self.gender = gender

def \_\_call\_\_(self, friend):

print 'My name is %s...' % self.name

print 'My friend is %s...' % friend

现在可以对 **Person** 实例直接调用：

>>> p = Person('Bob', 'male')

>>> p('Tim')

My name is Bob...

My friend is Tim...

单看 **p('Tim')**你无法确定 **p** 是一个函数还是一个类实例，所以，在Python中，函数也是对象，对象和函数的区别并不显著。

## Python文件处理

简介：任何语言都离不开对文件的操作，Python语言是如何来操作和管理文件的。今天就让我们带您走入文件的世界，一起创建文件，一起读写文件，一起管理我们的文件。掌握文件的基本概念、基本操作，了解文件属性、 linux 系统的文件管理机制及os模块对文件和目录的处理等相关内容。

### Python文件基础操作

本章主要讲解文件打开及文件不同的打开方式、使用read,readlines及迭代器访问文件、文件写入方式及写缓存处理、文件关闭及由不关闭导致的问题、文件指针及文件指针操作

#### Python文件打开及读写方式

##### 文件的打开方法：

open(name[,mode[buf]])

name:文件路径

mode:打开方式

buf: 缓冲buffering大小

|  |  |  |
| --- | --- | --- |
| mode | 说明 | 注意 |
| ‘r’ | 只读方式打开 | 文件必须存在 |
| ‘w’ | 只写方式打开 | 文件不存在就创建文件  文件存在则清空文件内容 |
| ‘a’ | 追加方式打开 | 文件不存在创建文件 |
| ‘r+’/’w+’ | 读写方式打开 |  |
| ‘a+’ | 追加和读写方式打开 |  |
| ‘rb’,’wb’,’ab’,’rb+’,’wb+’,’ab+’ 二进制方式打开 | | |

##### 文件的读取方式：

read([size]) 读取文件(读取size个字节，默认读取全部)

readline([size]) 读取一行

readlines([size]) 读取文件，返回每一行所组成的列表（不建议大文件的读取，会占用大量内存）

iter:使用迭代器读取文件

##### 文件的写入方式：

write(str) 将字符串写入文件

writelines(sequence\_of\_strings) 写多行到文件

### 第2章 文件属性及OS模块使用

本章主要讲解文件属性、标准文件、文件命令行参数、文件编码格式、使用os模块中方法对文件进行操作、使用os模块中的方法对目录进行操作