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example instruction name

**31 26 25 21 20 16 15 11 10 6 5 0**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **opcode**  **000000** | **rs**  **00000** | **rt**  **00000** | **rd**  **00000** | **shamt**  **00000** | **funct**  **000000** |

**6 bits 5 bits 5 bits 5 bits 5 bits 6 bits**

format: example rd, rs, rt

purpose: to do an exampleop on 32-bit integers.

description: rd <= exampleop rt

this section describe the operation of the instruction in text, tables, and pictures. it will include information about the instruction that is hard to encode in the operation section so they must be used together to completely understand the instruction.

restrictions:

this section lists any restrictions for the instruction. things which may be restricted include the values of instruction encoding fields such as register specifiers, operand values, operand formats, address alignment, instruction scheduling hazards, and type of memory access for addressed locations.

operation:

/\* this section describes the operation of the instruction in a high-level

\* language. it is precise in ways that the *description* section is not, but

\* it is also missing information that hard to express in pseudocode.\*/

temp <- gpr[rs] **exampleop** gpr[rt]

gpr[rd <= signExtend[temp31…0]

exceptions:

a list of the exceptions taken by the instruction such as integer Overflow

**programming notes:**

this contains information useful for programmers, but not necessary to describe the operation of the instruction.

**implementation notes:**

like *programming notes* except for processor implementers.

branch on equal

**31 26 25 21 20 16 15 11 10 6 5 0**

|  |  |  |  |
| --- | --- | --- | --- |
| **opcode**  **000100** | **rs**  **00000** | **rt**  **00000** | **16-bit offset**  **0000000000000000** |

**6 bits 5 bits 5 bits 5 bits 5 bits 6 bits**

format: beq rs, rt, offset

purpose: equal register-register compare and branch with 16-bit offest.

description: if(r[rs] == r[rt]) pc ← pc + 4 + branch\_addr

if the condition is true, the branch is taken and the follwed instruction will not be executed. if the branch is taken, 16-bit offset will be used to reform a pc-relative effective address by concatenated with 14-bit of offset[15], the offset, and two zeroes.

restrictions:

the branch may be followed by another branch or jump that would delay the execution

operation:

branch\_addr ← {14{offset[15], offset, 2’b0}}

beq: cond ← gpr[rs] = gpr[rt]

if cond then

pc ← (pc+4+ branch\_addr)

end if

exceptions:

n/a

**programming notes:**

**example:**