**Design and implement an algorithm for conversion of an expression from one form to another. Demonstrate its working with suitable inputs.**

**INFIX TO PREFIX CONVERSION**

**THEORY**

When we write mathematical expression in a program, we use infix expression. These expressions will be converted into equivalent machine instructions by compiler using stacks. Using stacks we can efficiently convert the expressions from infix to postfix, infix to prefix, postfix to prefix and postfix to infix.

**Representations of expressions:**

* Infix expression
* Postfix expression
* Prefix expression

**Infix expression**: In an expression if an operator is in between two operands, the expression is called an infix expression. Ex: a+ b

**Postfix expression:** In an expression, if an operator follows the two operands (i.e. operator comes after the two operands), the expression is called postfix expression. Ex: ab+

**Prefix expression:** In an expression, if an operator precedes two operands ( i.e. operator comes before the two operands), the expression is called prefix expression. Ex: +ab

The expression is evaluated according to the precedence of the operators.

Example: 6\*(2+3)-5 = 25

Brackets have the highest precedence and are evaluated first.

Multiplication and division has higher precedence over addition and subtraction.

**CODE WITH COMMENTS**

#include <stdio.h>

#include<stdio.h>

#include<string.h>

#include<limits.h>

#define max 100

int top=-1;

char stack[max];//universal variable declaration

int isFull(){//function defination

return top==max-1;

}

int isEmpty(){//function defination

return top==-1;

}

void push(char item){//function defination

if(isFull())//checks condition

return;

top++;

stack[top]=item;//item pushed

}

int pop(){//function defination

if(isEmpty())//checks condition

return INT\_MIN;

return stack[top--];//item popped

}

int peek(){//function defination

if(isEmpty())//checks condition

return INT\_MIN;

return stack[top];

}

int checkIfOperator(char ch){//function defination

return(ch>='a'&&ch<='z')||(ch>='A'&&ch<='Z');

}

int precedence(char ch){//function defination

switch(ch){//checks condition

case '+':

case '-': return 1;

case '\*':

case '/': return 2;

case '^': return 3;

}

return -1;

}

int getPostfix(char\* expression){//function defination

int i, j;//variable declaration

for(i=0,j=-1;expression[i];j++)

{//elseif ladder

if(checkIfOperand(expression[i]))

expression[++j]=expression[i];//checks condition

else if(expression[i]=='(')

push(expression[i]);

else if(expression[i]==')')

{

while(!isEmpty(stack)&&peek(stack)!='(')

expression[++j]=pop(stack);//checks condition

if(!isEmpty(stack)&&peek(stack)!='(')

return -1;

else pop(stack);

}

else

{

while(!isEmpty(stack)&&precedence(expression[i])<=precedence(peek(stack)))//checks condition

expression[++j]=pop(stack);

push(expression[i]);//item pushed

}

}

while(!isEmpty(stack))//checks condition

expression[++j]=pop(stack);

expression[++j]='\0';

}

void reverse(char \*exp){//function defination

int size=strlen(exp), j=size, i=0;

char temp[size];//variable declaration

temp[j--]='\0';

while(exp[i]!='\0'){

temp[j]=exp[i];

j--;

i++;

}

strcpy(exp,temp);

}

void brackets(char\* exp){//function defination

int i=0;//variable declaration

while(exp[i]!='\0'){//checks condition

if(exp[i]=='(')

exp[i]=')';

else if(exp[i]==')')

exp[i]='(';

i++;

}

}

void InfixtoPrefix(char \*exp){//function defination

int size=strlen(exp);

reverse(exp);

brackets(exp);

getPostfix(exp);

reverse(exp);//function call

}

int main() {//main function

printf("the infix is: ");

char expression[]="(A+B\*C)";//infix expression

printf("%s\n",expression);

InfixtoPrefix(expression);//function call

printf("the prefix is: ");

printf("%s\n",expression);

return 0;

}

**OUTPUT**

![Infix to Prefix Conversion](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAoIAAACGCAIAAADGnHx9AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAABrTSURBVHhe7Z3rsxbFncfnj0jlzb7bUnRLSJXoVu2b7AvQmGh0jZarGBV1xd1EAS/xjoLuWt4AQYuEAyJElIAmIURQUUEJaLwSFeIVolzkYuW2mn2z5Zb76+mZfnp6emZ6nnnOmXOYz1NdOKen+9u//vSv+/vMc3gwOvHEEydNmrRx48Z9+/Z9xQsCEIAABCAAgWEm8OWXX350+I9/N/nUr33969H+/fuH1r9NgQAEIAABCEBghAls+fP/REMb3qZAAAIQgAAEINAKgWjJU+/o8p2jIl2mZ4uuMXf1xVFH9ToaBS4gAAEIQAACEKhFIFr2zE5dxFwf+I6nTE8r5cJcS2PTkQsIQAACEIBAXQILH9925ZyhC2fe3byIjqjpAIae3H7Xw8/M/vGvmhfRETUtu2LV8xd+8/TJX/v75kV0RM3gih7euFMXbcNffSXlnOnTowemn/PAdP+P+oHYdOQCAhCAAAQgUJfAtOsXbNz61seHPm9eREfUdAD/tWT92i07f7PjQPMiOqKmZf9l3D8+u2Tp33a80byIjqgZXNGjmz/QxdiwXCgnji1ZXvFF/ONHycfR2oZNRy5GIYF5Vxx/9BXPjsLAykK66+YLVibZOJDIBUJ03M3z0gwfiOaIiCydFB0/WBQjEvYg146Au0Bg6lX3iAFv3XmweREdUdPQ7vjJr0Vww2t7mhfRETUtKw/BX7z92uE1DzUvoiNqZomjx174UBdjw2K94rvy21/509iw7cf6V8WmY3zx3IXHSZPjL3w0UcveTSqv/67y9ei4W+ang6bNdHf9Ovf6+O58OUPT16S7y2S9Y9mVttTRVzxXdCsdzZrF3edKZcjo1hBJ/JVRDWsDQR0S9oBieGhSFBmwXtqllZqYiFTkT91o1aCeZKuVS2pq2dcIrO/AUJRkfgbmo7ccPaC9VneNRq59vJfzL7NNRtsWHjky7mlca4M0anzx1ff+4eDnW3YcbF5ER9Q0tP8cenLrzkPrX9vrlDlzl5/9r5cXFbmb7yI6oqZlxTg/3/7KwVVDh34WF7lYNSQ/Lp51q9GUa6lcfItTsyRpn/YSHVEzSxz97MVdujg2rJ+J1YNv/DSsbTipjNSF6RhfbLrouGjyPepPeY27clP27q77r5wo9ZPvicd6bNY4+eG7y9I2yyabW2kwcusG8eykjZLNazpDFP6ohpt40WNm6PNusEbJ9IoDS4JUbVRgvbCLeulQo1hWKRTrFyuEziVYQUKyJpIs8cBH6a1mZnFztP1LIHhVSwlVFldlSC8lBhOw0jxu1v3B0Hx8kiCHBV1hYJ5B4x1UM7XqZb5J4JHKnEbr0iBD7jkvnxWjcAuPbMo14NlgHS9JbPjAlh1Ni9iwqGlodw49ue33hza8vtcpYpbvFb/kbr6L6IialhXj/Ovr2w48sqhXVqpr6Wi+YyzXP7l5llOT6fLIok8fWSQ6omaWOFq9ZbcuqQ2fox+F9V/IkmvzY3IdRUfFNmw6xhebp46PTro3kbrx9Cgaf+vCVHn1vVMyP2bbL5w+MTp9WVZN6YjIuOmbk3qPQjJWvqNTk9XPxJmfQm/EeEbjpi+z5+UfS2KLJk5dFRpPZcADaSD0zHIMRLBcxCyWl3bBEiw7KeYW9xXOg2eoxrXz0CRkjYskyBFgaA1hDbrq1nH9TiE483evllGiKTfGWIr248gSGM7dlD9MRuUWPnKAF2+3S665b/fBz1/YcbB5ER1R09DuXLph27uHN7yxzynVNpzrIjqipmXFOP/yypb9Dy/Yv0yVfenFj2+4SZT/L30513J3X9xeFekS9xIdUTNLHK3ZulsXbcPyl7PEg9W1+ltayonlRyn62nyjSS5Mx/gitrf7EimpWThjYnTGMu8tUzluxuakpRw0aRhG9qYzIt1gzVY5laJUbfea+8T24leir+6aoa1xk2AsHVXj/NibhZKdclMahtJRUbnzys46mXgaZzp9kRo/5aTxcZB6aqommWNpAKqHmkteQYvol8GVqxFx84qZSPwTp67urUsSfxKPoFNTzoRkNMUjVccKvM4Se2kXLYGCrF5TbrL45Aj31lF90KJSIgk7ablaWYheOD19sxzpIsYKeXpWpZ262QBiR3QBxgGocdP1svV1+xDCdtqn4cWRmEEV/N420QnvzY3c9smnemHiJcFbDNVApXNMtl6S/9nN2DeZglz1Ta0oSYLqZeEyB078hjs5anI7ZeCjI2gRuPTauWKfm3ccbF52HfxC1HQC3PXQU8qG39zvFGPDzufS+glZPQ3nuoiOqGlZMc4/bdu0d/F9e4bisnhu/Ke6XnTdDdL9f7MvqZH6vXFj/eeeobn6QnREzaRr9MS2j3URZ31KvpskdhsbcGLD2R+TytinTcf44sWLx0cnz02k4prlJ0cTL1798ROrb5NT8uZ0lLSX3V5dm9e4GS/qNjdbjiKPm0pK6ucqs4zVUv2kUjWIuzhjuYFJGzOEPYVMvYpZj5iflz1HOx6rXgWpaaTdpWb8bQ+m88oFIHORdxXL9axVx7xCL6S0Tb6mN4oSzASQ5f+gepMx5WQpMeST56Ywa+PVszaUvLSXO7mRW4IqyDEWDU0il3mp+GNcSZ6k6Ow2unGCPc9K5U+WuZuiempxM+ulqCo1eTOkFjQJLMetkHBQJHo5ehHqaSZpk88Nf+ShmZ9sK52fJryAOfYax6hVeAG9CslU7jX/NLP7MaSNcyL11q6+VMhwtCkm8G8/mvfK7/cvXveGU669XX3SW1Tkbr6L6IiaPhPuXvb0c9v3rXz+PafYNmxueSvNXdERNS0rxvnBkvnPTB7vLXecfppIHU5fci01RY1FR9SMAUU/f+kTXTJfWNJ+bL6/lHxAnf6t6diGTcf4YsslYsPzEqm4Rh0ll6z55OdrbjsmOv+WdJSkl6qM7zr1885XrqB0MoK3iFucsVwamwvd4JiZW7TCgzPj5yo5ShzBuItpphXsH33xuCdv/GZfjZ4vatz8oGoWyZT1cFazTNjW6GqQXmBeBYkh5qODUZrZGmtq+eXIBq90FP+0i25vx5YuXxXedK2T1ffSrlgCCUYxVKPHL2+2OJV2dhWmmcGeZxWnZZa5b317aWzftVI6ntpyKxXTwPyEPavmi6SXgWZP9RjmcsObmflU92e+npfOK/VKd6U7xy35rWcLJtcNyBTNYvD12RPJv4X9yeA5AQYfXpeGvuy6ea+99+lDG37nFPt3q/l/2lnu5ruIjqjp5bh3+TOb3tq/6oUPnVL5NJzvIjqipmXFOD9ctvCFs/85W74pP955ztkivjf7khqpz7VX3UVH1EzyRL/87R5dPF9Y+kjtS/0bYvUXteIvLKnr+HfDpmN8seXSCSdc+ngipWrmKyuaJRePzz4myt767Z5ZZ0bRhNmL0qFtKbl1zFVbYsHoW/ONYPJjelePaBqoa/U6c0U2KtVdjdWrd2QT/UVXneDtmwvDmmAcvL+jmnI893h0NR2hkcxXBRBP0JXSY1nQMgpqFtkJemtSZTNN/3xNPCb+OM4VFtIV3+qtWhneeCK9xl7apUuQRpgiyjaOKfXo9aBJ5DLZXuOCNhp7nlXK32Luy0Z7ar0ls9Y3TX6TiimKNJ4s4Thgf6I6q6+SRPV1EinZUNns8kcelPl6UmogZz+6c0wzOdnsar6ezdiATOVe822Z/CYKqMkGWbz3A6QKyA8s1CNdf9r187fv+uzRze87RQxsV/FL7ua7iI6oafL3rdj44s5Dj2/7g1Mqfzec7yI6oqZlxTh3r1y87aJTt150mpRtU0+Vayl3nT/FDti5lrtJS9X+NN1FdETN5Em07tX9uthPw+rXw9ZfkJYvEKu/lhXXqFuxDZuO8cW2yyaccNkvEql1v5hzbBQde/U23Wbx1XKafH92OlD8Y9p4wfftW+vUj/qWCEanLNCCK09RR5eqV32/tzKt7LWMJsxZHHdJ76aRSHd7CBWYjkQ0TcD2WFbHZF4mDOeWia038dnfiwPIjBJ378WgxjJksgytWfsV0oHkrsy3x2q/GnHCnNkCR3FIiGl6ElJ+OIPRXOjIk/gzCjHVErzO6ntp+5cgBqjnopcpvvAErGgkc7fu9rIi0cm1UbMz4ma5zYhJQpasvpMndnr38llDttJSrXgRYSvDrbk7kfRWv5fSvYnncyPdWW46lWDPdumBMvW9UZJZ57eemXVvR+d61SBTkKu5PeLdhrUqJXPs5bOPAnspa2nSuB8Cl19//zuf/PnnL33slEq/zHcRHVHT2TL3p89uffezta/sdUqlbL6L6IialhXj/OSJFa/+8NxXf3heWtS1LSvX906d6tTEjaXlua/+IOkrOqJmcjv69euf6qJsOP2usP6qkv2FJf2j/jKxtmHTMblYeEH6uZb67ykLE1nf3QvmpIPK3aFrxJXNy9x6SZ3+nvpP55yV1Ooh1I9nrUyDUUezO/TrGaljr3kpbhzvvbVxkBL5hDlDVkjW1FTfnuBa5RluS6lM40zErZo0Nm8MCSIzIyWj5+JR6E08ihJKVsd8TZTONLsQeppmyumFWgU1tPY2eV0wJ751WSVed/remRZOX6aQ4jVtMunh5o/FX8VsL4fJQFNprazDysNcY3fX18oTkyFqyk6QLrehQsLuOhasfqqvxlKJKs2Ks8u3xCraAuy5abokkwx0F8LZer1sOWuOehcuu6kZGfdI8W/JoskG1+eDzG/hYRoa2SyBf79xwbv7/ju/7rPn/bTkd8NyN99FdERN189f+fzLH/xp/ZsHnTJn/iMlsnI330V0RE3LinHuX//E9usuc8rcadOMrFzL3XxN2kXdlSI6omZmET35xgFd8l9Y0o+/2oyTj6a1Gcc2bDp25uKlad+Ivr0wwVU267W3q2M6BdsPn+YKTUYfG30f/XYUthyh0wle31DBgFTpQ6ppbgzHNGUtTpy2dnjm2wciuowRAv9x08L3D3zx9FuHmxfRETV92C54bNMru/7SXFMUREfUtKwY56FNG96ZPfOd22bumD1zx23qQpXZM1Slqp+xQ13PkIu4Jr6Ii25suoiOqBlriNa/eUCX5AtL8f9PSYxW/pSHY/1/W1I2bF1oGzYduXAJ/Cq24RRsP3yaKzQZfUz0feCC6Bu3Lx0ToQ42yNGXG0uvPbGjazHYle2e2tV3LN382vsfHPxb8yI6oqYP20WPb31++55Xd/+1eREdUdOyZ/7DPz2/ZOkfX36xeREdUTPWEG3YflAX/Z3gwCKfTpuOXLgE1ikbvj0F2w+f5gpNRh8LfW8/Ozr2Ry/3w3YszK5sXqMmN2QJ0teJl69LjpEurshYz6j24l/57I6r71jyg5sfaF5ER9R0+v3y5Y/FOxeueqF5ER1R07JLl2+Q/x9D8/+9kiiIjqiZzRI9/btDFAhAAAIQgAAEWiEQPfPWYQoEIAABCEAAAq0QiDa+/RkFAhCAAAQgAIFWCCgbtr8YxDUEIAABCEAAAiNDQFkwNjwyrBkFAhCAAAQg4BDAhkkJCEAAAhCAQGsEsOHW0DMwBCAAAQhAABsmByAAAQhAAAKtEcCGW0PPwBCAAAQgAAFsmByAAAQgAAEItEYAG24NPQNDAAIQgAAEsGFyAAIQgAAEINAaAWy4NfQMDAEIQAACEMCGyQEIQAACEIBAawSw4dbQMzAEIAABCEAAGyYHIAABCEAAAq0RwIZbQ8/AEIAABCAAAWyYHIAABCAAAQi0RgAbbg09A0MAAhCAAASwYXIAAhCAAAQg0BoBbLg19AwMAQhAAAIQSGz4cd8rhI70C2lGm0ACeh0CG/fRbFD6tXRMcuUDrqVTNN8S/T4QDaqLd2qBi5vfjiFR2b3s9gOBHBIAbSAAgT4I9J6G7b0auG8Dm/URVme7DDfSQemH65iWRbYU6EzlHix3w0MagewqmWzgfOvux/L2owrOCPBnCAiMIQJ+G9aHWuU02NuViGjg2MPAgQy3vg64VqqXv+EIlKplw3nN/P4NHHfgC4QgBCBQTsBjw/YGdh5lzK2SD82cW84pZu5WLoytYxoXxVOiVh6Po1w+X3Mc5xHl5+Ud11bwHp0lld5zOZxnSfDeWyFIQ9al5PQvgmYPXWkeRQ1q5aETSdEqVCZtkWc7giH6RTZckgbl4VWSDJwdzSAAgcEScG24/ICoe5rkjwxtYLVOhJJBK3UC+4YfeU78Rfp16/N+5j3QQ+KsexYXaQ5Ex/ZCr2CtfMsrFOlXrrt3HR3n1m36eFW6bGWDwLdrJsLKjVB30/Uxa7pAAAL9Eah4GnZ2b6ANO8dZ3lHCTw0j5TWqSp38wWqfrd5DPMTqTJsS/aLYymMuJxwS20DsszKZwu2z1nztVKlc3KJHz7zlVHJzFrShaRXBKdkX+VT0xuzNt/weCXzHU7nKNIAABEaAQOHvhkNsL+RNvVencmJF52b524Kip6WS4RraSYjH2Mbv2ExlwCWuXIJoIPMdlJ2HIKrkUGtG4TacT868H1fmakjw5e+uvK5fuQXqJkDg25o+5ksXCECgCYHqv6JVeRzYw5ds9VqnQOCglZohHtDE6ioDKHmu8vYtP68rn+oqUyH8bUeLNpx/NGzdhkMWuuQd5wBtuOQp2dmJDrRaU6hMJBpAAAKDIlD9haUQRyx6hqj7ht17kAXapJdIYN8Qe6vlmkXj1j2O+4h/UPY5KJ2Qd0JF7+RCnKPWuhS9K8oncOVK1eLTh1rdvVPePoTkoM4UdCAAgVoEqv/5jpDtLW0cBzUPNLq+1vON08U5Ovs7nrzxeE9/O1Qzr5L4ve2dKVfyKaFUrm93rFx47yzq8ixaTa9O+brn7+bdIsTFS5w4MA8rbbiSbb5BCdhKU3QW3c6fkkiKaFcO18fs6AIBCAyKAP+YpUuSM2tQuYUOBCAAAQhUEsCGseHKJKEBBCAAAQgMFwFsOEO2jw/Ph2tl0IUABCAAgQ4QwIY7sMhMEQIQgAAERisBbHi0rgxxQQACEIBABwhgwx1YZKYIAQhAAAKjlUDZF5YG+IvS/r6AUQTN+RaK3axrf895uOc73PqD2heBX+mpO1x/eTvAjVM3YNpDAAJjjkDGhiX64fgCpYbSx/dTvTTzEWLDw5d2Y8KGS96WNSdTN2/rtm8eIQoQgMCYJtCzYa9ZOvbZZKqDOp4cnSYh0XfgBEbetsvfljWfYK28zU9/mB7Tm88LBQhAYJQQcH837D1H9FHi3HI+r6ucj/c4c85Q+8wq0i856PNPRSXTKQrYO26RTlH8fc+raAreB77yyhLggd4Qrm9gDsqGA3W8OVmeirVste6nOIFhV24WGkAAAt0hEGrDjhP3ffyV2Ix95BXp2x7pXaRy3608JUvmVXR8l9cHciufb4nJlS9ESMzhplX0Vmw4dkvlSuU/vAn/5KYyi+wZed+Wlb+HGw4gaEIAAkcqgVAbdk4952wKOTSL2pQ/tOVPzPKxvHfDj93yeXl1QqzOtCnRD+GTz8IRtuFwq+t7w+QRlUjVzUNve/1WKcRZK/O8skHfWOgIAQgcqQQa2XAtKLVspuQ468OGw82j8hjNNwix4ZLHWe+DlwPWmMdosGEDs9y9auVG5bxCPLLuKleutfPWM0Q/ULMhHLpDAAJHEoFO2HDdp+HyQ7/kAbTIkgNtOH/u503a69BF+rXeInhnXff90KB8KFCn/MOAyhmFjFK5puVrNKxvVo6kk4i5QKCzBAZjw3WPsybuUvdpuMkxGmJjIW0qbbLITiptprxBrdgqTSv/OFj+2cAIbKpKPs1jqJU/DqKQfdE8QhQgAIExTSBjw/mnRufj0PyRVPJ5ad5ri05t72llB2MeKcqfa4vir3T9olCdcb06deP0tjfHd55nUXuni+P0RTrlD9zeR22v1QWu+3DvjeG2YQe+yYfyeZVn6XAzQR8CEBhbBPjHLJuuF088TQnSHwIQgECHCWDDTRcfG25KkP4QgAAEOkwAG260+Hz82AgfnSEAAQh0ngA23PkUAAAEIAABCLRHABtujz0jQwACEIBA5wlgw51PAQBAAAIQgEB7BLDh9tgzMgQgAAEIdJ4ANtz5FAAABCAAAQi0RwAbbo89I0MAAhCAQOcJYMOdTwEAQAACEIBAewSw4fbYMzIEIAABCHSeADbc+RQAAAQgAAEItEcAG26PPSNDAAIQgEDnCWDDnU8BAEAAAhCAQHsEsOH22DMyBCAAAQh0ngA23PkUAAAEIAABCLRHABtujz0jQwACEIBA5wlgw51PAQBAAAIQgEB7BLDh9tgzMgQgAAEIdJ4ANtz5FAAABCAAAQi0RwAbbo89I0MAAhCAQOcJYMOdTwEAQAACEIBAewSw4fbYMzIEIAABCHSeADbc+RQAAAQgAAEItEcAG26PPSNDAAIQgEDnCWDDnU8BAEAAAhCAQHsEsOH22DMyBCAAAQh0ngA23PkUAAAEIAABCLRHABtujz0jQwACEIBA5wlgw51PAQBAAAIQgEB7BLDh9tgzMgQgAAEIdJ4ANtz5FAAABCAAAQi0RwAbbo89I0MAAhCAQOcJYMOdTwEAQAACEIBAewSw4fbYMzIEIAABCHSeADbc+RQAAAQgAAEItEcAG26PPSNDAAIQgEDnCWDDnU8BAEAAAhCAQHsEsOH22DMyBCAAAQh0ngA23PkUAAAEIAABCLRHABtujz0jQwACEIBA5wlgw51PAQBAAAIQgEB7BLDh9tgzMgQgAAEIdJ4ANtz5FAAABCAAAQi0RwAbbo89I0MAAhCAQOcJYMOdTwEAQAACEIBAewSw4fbYMzIEIAABCHSeADbc+RQAAAQgAAEItEcAG26PPSNDAAIQgEDnCWDDnU8BAEAAAhCAQHsEsOH22DMyBCAAAQh0ngA23PkUAAAEIAABCLRHABtujz0jQwACEIBA5wlgw51PAQBAAAIQgEB7BLDh9tgzMgQgAAEIdJ4ANtz5FAAABCAAAQi0RwAbbo89I0MAAhCAQOcJYMOdTwEAQAACEIBAewSw4fbYMzIEIAABCHSeADbc+RQAAAQgAAEItEcAG26PPSNDAAIQgEDnCWDDnU8BAEAAAhCAQHsEsOH22DMyBCAAAQh0ngA23PkUAAAEIAABCLRHABtujz0jQwACEIBA5wlgw51PAQBAAAIQgEB7BLDh9tgzMgQgAAEIdJ4ANtz5FAAABCAAAQi0R0Bs+P8BcAUX1Ma87q4AAAAASUVORK5CYII=)

**ALGORITHM**

Step 1. Reverse the infix expression.  
Step 2. Make Every '(' as ')' and every ')' as '('  
Step 3. Convert expression to postfix form.

Step 4. Reverse the expression.  
Step 5. Exit

**INFIX TO POSTFIX CONVERSION**

**THEORY**

When we write mathematical expression in a program, we use infix expression. These expressions will be converted into equivalent machine instructions by compiler using stacks. Using stacks we can efficiently convert the expressions from infix to postfix, infix to prefix, postfix to prefix and postfix to infix.

**Representations of expressions:**

* Infix expression
* Postfix expression
* Prefix expression

**Infix expression**: In an expression if an operator is in between two operands, the expression is called an infix expression. Ex: a+ b

**Postfix expression:** In an expression, if an operator follows the two operands (i.e. operator comes after the two operands), the expression is called postfix expression. Ex: ab+

**Prefix expression:** In an expression, if an operator precedes two operands ( i.e. operator comes before the two operands), the expression is called prefix expression. Ex: +ab

The expression is evaluated according to the precedence of the operators.

Example: 6\*(2+3)-5 = 25

Brackets have the highest precedence and are evaluated first.

Multiplication and division has higher precedence over addition and subtraction.

**CODE WITH COMMENTS**

#include<stdio.h>

#include<stdlib.h>

#include<string.h>

#define MAX 100//header file

char stack[100];

char infix[MAX],postfix[MAX];

int top=-1;//universal declaration

void push(char);

int precedence(char);

char pop();

void inTopost();

int space(char);

void print();

int isEmpty();//function declaration

int main()//main function

{

printf("Enter the infix expression:");//infix exp entered

scanf("%s",infix);//infix exp scanned

inTopost();//function call

print();//function call

return 0;

}

void inTopost()

{

int i,j=0;

char next;

char symbol;//variable declaration

for(i=0;i<strlen(infix);i++)//checks condition

{

symbol=infix[i];

switch(symbol)//checks cases

{

case '(':

push(symbol);//function call

break;

case ')':

while((next=pop())!='(')

postfix[j++]=next;

break;

case '+':

case '-':

case '\*':

case '/':

case '^':

while(!isEmpty()&&precedence(symbol)<=precedence(stack[top]))//checks condition

postfix[j++]=pop();//function call

push(symbol);//function call

break;

default:

postfix[j++]=symbol;

}

}

while(!isEmpty())//checks condition

postfix[j++]=pop();//function call

postfix[j];

}

int precedence(char symbol)

{

switch(symbol)//checks cases

{

case '^':return 3;

case '/':

case '\*': return 2;

case '+':

case '-':return 1;

default:return 0;

}

}

void print()

{

int i=0;//vriable declaration

printf("The postfix expression is:\n");

while(postfix[i])//checks condition

{

printf("%c",postfix[i++]);

}

printf("\n");

}

void push(char c)

{

int Max;//variable declaration

if(top==Max-1)//checks condition

printf("stack overflow\n");

top++;//element pushed

stack[top]=c;

}

char pop()

{

char c;//variable declaration

if(top==-1)//checks condition

{

printf("stack underflow\n");

exit(1);

}

c=stack[top];

top=top-1;//element popped

return c;

}

int isEmpty()

{

if(top==-1) return 1;//checks condition

else return 0;

}

**OUTPUT**

![](data:image/png;base64,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)

**ALGORITHM**

1. If the input character is an operand, print it.
2. If the input character is an operator-

If stack is empty push it to the stack.

If its precedence value is greater than the precedence value of the character on top, push.

If its precedence value is lower or equal then pop from stack and print while precedence of top char is more than the precedence value of the input character.

1. If the input character is ‘)’, then pop and print until top is ‘(‘. (Pop ‘(‘ but don’t print it.)
2. If stack becomes empty before encountering ‘(‘, then it’s a invalid expression.
3. Repeat steps 1-4 until input expression is completely read.
4. Pop the remaining elements from stack and print them.

The above method handles right associativity of exponentiation operator (here, ^) by assigning it higher precedence value outside stack and lower precedence value inside stack whereas it’s opposite for left associative operators.

**prefix TO POSTFIX CONVERSION**

**THEORY**

When we write mathematical expression in a program, we use infix expression. These expressions will be converted into equivalent machine instructions by compiler using stacks. Using stacks we can efficiently convert the expressions from infix to postfix, infix to prefix, postfix to prefix and postfix to infix.

**Representations of expressions:**

* Infix expression
* Postfix expression
* Prefix expression

**Infix expression**: In an expression if an operator is in between two operands, the expression is called an infix expression. Ex: a+ b

**Postfix expression:** In an expression, if an operator follows the two operands (i.e. operator comes after the two operands), the expression is called postfix expression. Ex: ab+

**Prefix expression:** In an expression, if an operator precedes two operands ( i.e. operator comes before the two operands), the expression is called prefix expression. Ex: +ab

The expression is evaluated according to the precedence of the operators.

**CODE WITH COMMENTS**

**#include<stdio.h>**

**#include<stdlib.h>**

**#include<string.h>**

**#include<math.h>**

**#define blank ' '**

**#define tab '\t'**

**#define max 100;//header file declaration**

**char \*pop();**

**char stack[max][max], prefix[max];//universal variable declaration**

**void push(char \*str);**

**int isEmpty();**

**int white\_space(char symbol);**

**void pre\_post();**

**int top;//function declaration**

**int main()//main function**

**{**

**int top=-1;//variable declaration**

**printf("enter prefix expression\n");**

**scanf("%s",prefix);**

**pre\_post();//function call**

**}**

**void pre\_post()**

**{**

**int i;//variable declaration**

**char operand1[max], operand2[max], symbol, temp[2], strin[max];**

**for(i=strlen(prefix)-1;i>=0;i--)//checks condition**

**{**

**symbol=prefix[i];**

**temp[0]=symbol;**

**temp[1]='\0';**

**if(!white\_space(symbol))//checks condition**

**{**

**switch(symbol)**

**{**

**case '+':**

**case '-':**

**case '\*':**

**case '/':**

**case '^':**

**case '%': strcpy(operand1,pop());**

**strcpy(operand2,pop());**

**strcpy(strin,operand1);**

**strcat(strin,operand2);**

**strcat(strin,temp);**

**push(strin);**

**break;**

**default: push(temp);//function call**

**}**

**}**

**}**

**printf("\npostfix expression is \n");**

**printf("%s",stack[100]);//prints exp**

**}**

**void push(char \*str)//function defination**

**{**

**if(top>max)//checks condition**

**{**

**printf("stack overflow\n");**

**exit(1);**

**}**

**else**

**{**

**top++;//increment**

**strcpy(stack[top],str);**

**}**

**}**

**char \*pop()//function defination**

**{**

**if(top==-1)//checks condition**

**{**

**printf("\nstack underflow\n");**

**exit(2);**

**}**

**else return stack[top--];**

**}**

**int isempty()//function defination**

**{**

**if(top==-1) return 1;//checks condition**

**else return 0;**

**}**

**int white\_space(char symbol)//function defination**

**{ //checks condition**

**if(symbol==blank||symbol==tab||symbol=='\0') return 1;**

**else return 0;**

**}**

**OUTPUT**
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**ALGORITHM**

Read the Prefix expression in reverse order (from right to left)

If the symbol is an operand, then push it onto the Stack

If the symbol is an operator, then pop two operands from the Stack   
Create a string by concatenating the two operands and the operator after them.   
**string = operand1 + operand2 + operator**   
And push the resultant string back to Stack

Repeat the above steps until end of Prefix expression.

thesymbol *is an operand, then push it onto the Stack*

* *If the symbol is an operator, then pop two operands from the Stack   
  Create a string by concatenating the two operands and the operator before them.****string = operator + operand2 + operand1****And push the resultant string back to Stack*
* *Repeat the above steps until end of Postfix expression.*
* *Read the Postfix expression from left to right*
* *If the symbol is an operand, then push it onto the Stack*
* *If the symbol is an operator, then pop two operands from the Stack   
  Create a string by concatenating the two operands and the operator before them.****string = operator + operand2 + operand1****And push the resultant string back to Stack*
* *Repeat the above steps until end of Postfix e*