**Cognizant Deep Nurture 4.0 Hands-on Exercise    
   
   
   
   
Exercise 2: E-commerce Platform Search Function**

**Scenario:**

You are working on the search functionality of an e-commerce platform. The search needs to be optimized for fast performance.

**Steps:**

1. **Understand Asymptotic Notation:**
   * Explain Big O notation and how it helps in analyzing algorithms.
   * Describe the best, average, and worst-case scenarios for search operations.
2. **Setup:**
   * Create a class **Product** with attributes for searching, such as **productId, productName**, and **category**.
3. **Implementation:**
   * Implement linear search and binary search algorithms.
   * Store products in an array for linear search and a sorted array for binary search.
4. **Analysis:**
   * Compare the time complexity of linear and binary search algorithms.
   * Discuss which algorithm is more suitable for your platform and why.

1. Setup the Product Class

// File: Product.java

public class Product {

int productId;

String productName;

String category;

public Product(int productId, String productName, String category) {

this.productId = productId;

this.productName = productName;

this.category = category;

}

public String toString() {

return "ID: " + productId + ", Name: " + productName + ", Category: " + category;

}

}

2. Implement Search Algorithms

// File: SearchEngine.java

import java.util.Arrays;

import java.util.Comparator;

public class SearchEngine {

// Linear search by productName

public static Product linearSearch(Product[] products, String name) {

for (Product product : products) {

if (product.productName.equalsIgnoreCase(name)) {

return product;

}

}

return null;

}

// Binary search by productName (array must be sorted)

public static Product binarySearch(Product[] products, String name) {

int low = 0;

int high = products.length - 1;

while (low <= high) {

int mid = (low + high) / 2;

int cmp = products[mid].productName.compareToIgnoreCase(name);

if (cmp == 0) {

return products[mid];

} else if (cmp < 0) {

low = mid + 1;

} else {

high = mid - 1;

}

}

return null;

}

// Sort array by productName for binary search

public static void sortProducts(Product[] products) {

Arrays.sort(products, Comparator.comparing(p -> p.productName.toLowerCase()));

}

}

3.Test the Search Function

// File: Main.java

public class Main {

public static void main(String[] args) {

Product[] products = {

new Product(101, "Laptop", "Electronics"),

new Product(102, "Shoes", "Fashion"),

new Product(103, "Book", "Education"),

new Product(104, "Phone", "Electronics"),

new Product(105, "Tablet", "Electronics")

};

System.out.println("=== Linear Search ===");

Product result1 = SearchEngine.linearSearch(products, "Phone");

System.out.println(result1 != null ? result1 : "Product not found.");

System.out.println("\n=== Binary Search ===");

SearchEngine.sortProducts(products); // must sort before binary search

Product result2 = SearchEngine.binarySearch(products, "Phone");

System.out.println(result2 != null ? result2 : "Product not found.");

}

}

OUTPUT:   
 

![fad4cda01fc5741d5c9e1d24cff6988d.png](data:image/png;base64,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)

**Exercise 7: Financial Forecasting**

**Scenario:**

You are developing a financial forecasting tool that predicts future values based on past data.

**Steps:**

1. **Understand Recursive Algorithms:**
   * Explain the concept of recursion and how it can simplify certain problems.
2. **Setup:**
   * Create a method to calculate the future value using a recursive approach.
3. **Implementation:**
   * Implement a recursive algorithm to predict future values based on past growth rates.
4. **Analysis:**
   * Discuss the time complexity of your recursive algorithm.
   * Explain how to optimize the recursive solution to avoid excessive computation.

   
Recursive Implementation in Java

// File: FinancialForecast.java

public class FinancialForecast {

// Recursive method to calculate future value

public static double calculateFutureValue(double presentValue, double rate, int years) {

// Base case

if (years == 0) {

return presentValue;

}

// Recursive case

return (1 + rate) \* calculateFutureValue(presentValue, rate, years - 1);

}

public static void main(String[] args) {

double presentValue = 10000.0; // Initial investment

double rate = 0.05; // 5% annual growth

int years = 10; // Forecasting for 10 years

double futureValue = calculateFutureValue(presentValue, rate, years);

System.out.printf("Future Value after %d years: %.2f%n", years, futureValue);

}

}   
   
   
   
   
Memoization

import java.util.HashMap;

public class OptimizedForecast {

static HashMap<Integer, Double> memo = new HashMap<>();

public static double calculateFutureValue(double presentValue, double rate, int years) {

if (years == 0) return presentValue;

if (memo.containsKey(years)) return memo.get(years);

double value = (1 + rate) \* calculateFutureValue(presentValue, rate, years - 1);

memo.put(years, value);

return value;

}

public static void main(String[] args) {

double future = calculateFutureValue(10000.0, 0.05, 10);

System.out.printf("Future Value (optimized): %.2f%n", future);

}

}

Iteration

public static double futureValueIterative(double presentValue, double rate, int years) {

double result = presentValue;

for (int i = 1; i <= years; i++) {

result \*= (1 + rate);

}

return result;

}

OUTPUT: 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