**Cognizant Deep Nurture 4.0 Hands-on Exercise    
   
   
   
   
Exercise 3: Implementing the Builder Pattern**

**Scenario:**

You are developing a system to create complex objects such as a Computer with multiple optional parts. Use the Builder Pattern to manage the construction process.

**Steps:**

1. **Create a New Java Project:**
   * Create a new Java project named **BuilderPatternExample**.
2. **Define a Product Class:**
   * Create a class **Computer** with attributes like **CPU**, **RAM**, **Storage**, etc.
3. **Implement the Builder Class:**
   * Create a static nested Builder class inside Computer with methods to set each attribute.
   * Provide a **build()** method in the Builder class that returns an instance of Computer.
4. **Implement the Builder Pattern:**
   * Ensure that the **Computer** class has a private constructor that takes the **Builder** as a parameter.
5. **Test the Builder Implementation:**
   * Create a test class to demonstrate the creation of different configurations of Computer using the Builder pattern.

   
1.Define the Computer Product Class

// File: Computer.java

public class Computer {

// Required parameters

private final String CPU;

private final String RAM;

// Optional parameters

private final String storage;

private final String graphicsCard;

private final String operatingSystem;

// Private constructor that takes a Builder

private Computer(Builder builder) {

this.CPU = builder.CPU;

this.RAM = builder.RAM;

this.storage = builder.storage;

this.graphicsCard = builder.graphicsCard;

this.operatingSystem = builder.operatingSystem;

}

// Static nested Builder class

public static class Builder {

private final String CPU;

private final String RAM;

private String storage;

private String graphicsCard;

private String operatingSystem;

public Builder(String CPU, String RAM) {

this.CPU = CPU;

this.RAM = RAM;

}

public Builder setStorage(String storage) {

this.storage = storage;

return this;

}

public Builder setGraphicsCard(String graphicsCard) {

this.graphicsCard = graphicsCard;

return this;

}

public Builder setOperatingSystem(String operatingSystem) {

this.operatingSystem = operatingSystem;

return this;

}

public Computer build() {

return new Computer(this);

}

}

@Override

public String toString() {

return "Computer Configuration:\n" +

"CPU: " + CPU + "\n" +

"RAM: " + RAM + "\n" +

"Storage: " + (storage != null ? storage : "Not specified") + "\n" +

"Graphics Card: " + (graphicsCard != null ? graphicsCard : "Not specified") + "\n" +

"Operating System: " + (operatingSystem != null ? operatingSystem : "Not specified");

}

}

2. Test the Builder Implementation

// File: Main.java

public class Main {

public static void main(String[] args) {

// Basic configuration

Computer basicComputer = new Computer.Builder("Intel i3", "4GB")

.build();

// Advanced configuration

Computer gamingComputer = new Computer.Builder("Intel i9", "32GB")

.setStorage("1TB SSD")

.setGraphicsCard("NVIDIA RTX 4080")

.setOperatingSystem("Windows 11 Pro")

.build();

// Display configurations

System.out.println("Basic Computer:\n" + basicComputer);

System.out.println("\nGaming Computer:\n" + gamingComputer);

}

}

OUTPUT: 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**Exercise 4: Implementing the Adapter Pattern**

**Scenario:**

You are developing a payment processing system that needs to integrate with multiple third-party payment gateways with different interfaces. Use the Adapter Pattern to achieve this.

**Steps:**

1. **Create a New Java Project:**
   * Create a new Java project named **AdapterPatternExample**.
2. **Define Target Interface:**
   * Create an interface **PaymentProcessor** with methods like **processPayment()**.
3. **Implement Adaptee Classes:**
   * Create classes for different payment gateways with their own methods.
4. **Implement the Adapter Class:**
   * Create an adapter class for each payment gateway that implements PaymentProcessor and translates the calls to the gateway-specific methods.
5. **Test the Adapter Implementation:**
   * Create a test class to demonstrate the use of different payment gateways through the adapter.

1.Define the Target Interface

// File: PaymentProcessor.java

public interface PaymentProcessor {

void processPayment(double amount);

}

2. Implement Adaptee Classes (3rd Party Gateways)

// File: StripePayment.java

public class StripePayment {

public void makeStripePayment(double amount) {

System.out.println("Paid $" + amount + " using Stripe.");

}

}

// File: PayPalPayment.java

public class PayPalPayment {

public void sendPayPalPayment(double amount) {

System.out.println("Paid $" + amount + " using PayPal.");

}

}

3.Implement Adapter Classes

// File: StripeAdapter.java

public class StripeAdapter implements PaymentProcessor {

private StripePayment stripe;

public StripeAdapter(StripePayment stripe) {

this.stripe = stripe;

}

@Override

public void processPayment(double amount) {

stripe.makeStripePayment(amount);

}

}

// File: PayPalAdapter.java

public class PayPalAdapter implements PaymentProcessor {

private PayPalPayment paypal;

public PayPalAdapter(PayPalPayment paypal) {

this.paypal = paypal;

}

@Override

public void processPayment(double amount) {

paypal.sendPayPalPayment(amount);

}

}

4. Test the Adapter Implementation

// File: Main.java

public class Main {

public static void main(String[] args) {

// Using Stripe through adapter

PaymentProcessor stripeProcessor = new StripeAdapter(new StripePayment());

stripeProcessor.processPayment(100.00);

// Using PayPal through adapter

PaymentProcessor paypalProcessor = new PayPalAdapter(new PayPalPayment());

paypalProcessor.processPayment(200.00);

}

}

OUTPUT: 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**Exercise 5: Implementing the Decorator Pattern**

**Scenario:**

You are developing a notification system where notifications can be sent via multiple channels (e.g., Email, SMS). Use the Decorator Pattern to add functionalities dynamically.

**Steps:**

1. **Create a New Java Project:**
   * Create a new Java project named **DecoratorPatternExample**.
2. **Define Component Interface:**
   * Create an interface **Notifier** with a method **send()**.
3. **Implement Concrete Component:**
   * Create a class **EmailNotifier** that implements Notifier.
4. **Implement Decorator Classes:**
   * Create abstract decorator class **NotifierDecorator** that implements **Notifier** and holds a reference to a **Notifier** object.
   * Create concrete decorator classes like **SMSNotifierDecorator**, **SlackNotifierDecorator** that extend **NotifierDecorator**.
5. **Test the Decorator Implementation:**
   * Create a test class to demonstrate sending notifications via multiple channels using decorators.

1.Define Component Interface

// File: Notifier.java

public interface Notifier {

void send(String message);

}

2. Implement Concrete Component

// File: EmailNotifier.java

public class EmailNotifier implements Notifier {

@Override

public void send(String message) {

System.out.println("Sending Email: " + message);

}

}

3. Implement Decorator Classes

Abstract Decorator

// File: NotifierDecorator.java

public abstract class NotifierDecorator implements Notifier {

protected Notifier wrappedNotifier;

public NotifierDecorator(Notifier notifier) {

this.wrappedNotifier = notifier;

}

@Override

public void send(String message) {

wrappedNotifier.send(message);

}

}

Concrete Decorators

// File: SMSNotifierDecorator.java

public class SMSNotifierDecorator extends NotifierDecorator {

public SMSNotifierDecorator(Notifier notifier) {

super(notifier);

}

@Override

public void send(String message) {

super.send(message);

System.out.println("Sending SMS: " + message);

}

}

java

CopyEdit

// File: SlackNotifierDecorator.java

public class SlackNotifierDecorator extends NotifierDecorator {

public SlackNotifierDecorator(Notifier notifier) {

super(notifier);

}

@Override

public void send(String message) {

super.send(message);

System.out.println("Sending Slack Message: " + message);

}

}

4.Test the Decorator Implementation

// File: Main.java

public class Main {

public static void main(String[] args) {

// Create base notifier

Notifier emailNotifier = new EmailNotifier();

// Decorate with SMS

Notifier emailAndSMSNotifier = new SMSNotifierDecorator(emailNotifier);

// Decorate with Slack

Notifier allNotifier = new SlackNotifierDecorator(emailAndSMSNotifier);

// Send notification

allNotifier.send("System alert: Server down!");

}

}

OUTPUT: 

![68dd8ab38675aa0b23f9f4c9f84db3e5.png](data:image/png;base64,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)

   
   
**Exercise 6: Implementing the Proxy Pattern**

**Scenario:**

You are developing an image viewer application that loads images from a remote server. Use the Proxy Pattern to add lazy initialization and caching.

**Steps:**

1. **Create a New Java Project:**
   * Create a new Java project named **ProxyPatternExample**.
2. **Define Subject Interface:**
   * Create an interface Image with a method **display()**.
3. **Implement Real Subject Class:**
   * Create a class **RealImage** that implements Image and loads an image from a remote server.
4. **Implement Proxy Class:**
   * Create a class **ProxyImage** that implements Image and holds a reference to RealImage.
   * Implement lazy initialization and caching in **ProxyImage**.
5. **Test the Proxy Implementation:**
   * Create a test class to demonstrate the use of **ProxyImage** to load and display images.

   
   
1.Define Subject Interface

// File: Image.java

public interface Image {

void display();

}

2. Implement Real Subject Class

// File: RealImage.java

public class RealImage implements Image {

private String filename;

public RealImage(String filename) {

this.filename = filename;

loadFromRemoteServer();

}

private void loadFromRemoteServer() {

System.out.println("Loading image from remote server: " + filename);

}

@Override

public void display() {

System.out.println("Displaying image: " + filename);

}

}

3.Implement Proxy Class

// File: ProxyImage.java

public class ProxyImage implements Image {

private String filename;

private RealImage realImage;

public ProxyImage(String filename) {

this.filename = filename;

}

@Override

public void display() {

if (realImage == null) {

realImage = new RealImage(filename); // Lazy loading

} else {

System.out.println("Using cached image for: " + filename);

}

realImage.display();

}

}

4.Test the Proxy Implementation

// File: Main.java

public class Main {

public static void main(String[] args) {

Image image1 = new ProxyImage("photo1.jpg");

Image image2 = new ProxyImage("photo2.jpg");

// First time: image is loaded

image1.display();

// Second time: image is cached

image1.display();

// First load of second image

image2.display();

// Cached access

image2.display();

}

}   
   
OUTPUT: 

![09eaaa7d3042dde4322b3bab8eac20d7.png](data:image/png;base64,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)

**Exercise 7: Implementing the Observer Pattern**

**Scenario:**

You are developing a stock market monitoring application where multiple clients need to be notified whenever stock prices change. Use the Observer Pattern to achieve this.

**Steps:**

1. **Create a New Java Project:**
   * Create a new Java project named **ObserverPatternExample**.
2. **Define Subject Interface:**
   * Create an interface **Stock** with methods to **register**, **deregister**, and **notify** observers.
3. **Implement Concrete Subject:**
   * Create a class **StockMarket** that implements **Stock** and maintains a list of observers.
4. **Define Observer Interface:**
   * Create an interface Observer with a method **update().**
5. **Implement Concrete Observers:**
   * Create classes **MobileApp**, **WebApp** that implement Observer.
6. **Test the Observer Implementation:**
   * Create a test class to demonstrate the registration and notification of observers.

1.Define Subject Interface

// File: Stock.java

public interface Stock {

void registerObserver(Observer observer);

void removeObserver(Observer observer);

void notifyObservers();

}

2. Implement Concrete Subject

// File: StockMarket.java

import java.util.ArrayList;

import java.util.List;

public class StockMarket implements Stock {

private List<Observer> observers = new ArrayList<>();

private double stockPrice;

@Override

public void registerObserver(Observer observer) {

observers.add(observer);

}

@Override

public void removeObserver(Observer observer) {

observers.remove(observer);

}

@Override

public void notifyObservers() {

for (Observer observer : observers) {

observer.update(stockPrice);

}

}

public void setStockPrice(double newPrice) {

System.out.println("\nStock price updated to: $" + newPrice);

this.stockPrice = newPrice;

notifyObservers();

}

}

3.Define Observer Interface

// File: Observer.java

public interface Observer {

void update(double newPrice);

}

4.Implement Concrete Observers

// File: MobileApp.java

public class MobileApp implements Observer {

private String appName;

public MobileApp(String appName) {

this.appName = appName;

}

@Override

public void update(double newPrice) {

System.out.println("[" + appName + "] - New stock price: $" + newPrice);

}

}

// File: WebApp.java

public class WebApp implements Observer {

private String websiteName;

public WebApp(String websiteName) {

this.websiteName = websiteName;

}

@Override

public void update(double newPrice) {

System.out.println("[" + websiteName + "] - Stock price updated to: $" + newPrice);

}

}

5.Test the Observer Implementation

// File: Main.java

public class Main {

public static void main(String[] args) {

// Create subject

StockMarket stockMarket = new StockMarket();

// Create observers

Observer mobileApp = new MobileApp("StockTracker Mobile");

Observer webApp = new WebApp("StockWatch Web");

// Register observers

stockMarket.registerObserver(mobileApp);

stockMarket.registerObserver(webApp);

// Change stock price

stockMarket.setStockPrice(150.25);

stockMarket.setStockPrice(153.75);

// Remove an observer and change price again

stockMarket.removeObserver(mobileApp);

stockMarket.setStockPrice(158.60);

}

}

OUTPUT: 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**Exercise 8: Implementing the Strategy Pattern**

**Scenario:**

You are developing a payment system where different payment methods (e.g., Credit Card, PayPal) can be selected at runtime. Use the Strategy Pattern to achieve this.

**Steps:**

1. **Create a New Java Project:**
   * Create a new Java project named **StrategyPatternExample**.
2. **Define Strategy Interface:**
   * Create an interface PaymentStrategy with a method **pay()**.
3. **Implement Concrete Strategies:**
   * Create classes **CreditCardPayment**, **PayPalPayment** that implement **PaymentStrategy**.
4. **Implement Context Class:**
   * Create a class **PaymentContext** that holds a reference to **PaymentStrategy** and a method to execute the strategy.
5. **Test the Strategy Implementation:**
   * Create a test class to demonstrate selecting and using different payment strategies.

1.Define Strategy Interface

// File: PaymentStrategy.java

public interface PaymentStrategy {

void pay(double amount);

}

2. Implement Concrete Strategies

// File: CreditCardPayment.java

public class CreditCardPayment implements PaymentStrategy {

private String cardNumber;

private String cardHolderName;

public CreditCardPayment(String cardNumber, String cardHolderName) {

this.cardNumber = cardNumber;

this.cardHolderName = cardHolderName;

}

@Override

public void pay(double amount) {

System.out.println("Paid $" + amount + " using Credit Card [" + cardHolderName + "]");

}

}

// File: PayPalPayment.java

public class PayPalPayment implements PaymentStrategy {

private String email;

public PayPalPayment(String email) {

this.email = email;

}

@Override

public void pay(double amount) {

System.out.println("Paid $" + amount + " using PayPal account [" + email + "]");

}

}

3.Implement Context Class

// File: PaymentContext.java

public class PaymentContext {

private PaymentStrategy paymentStrategy;

public void setPaymentStrategy(PaymentStrategy paymentStrategy) {

this.paymentStrategy = paymentStrategy;

}

public void executePayment(double amount) {

if (paymentStrategy == null) {

System.out.println("Payment method not selected.");

} else {

paymentStrategy.pay(amount);

}

}

}

4. Test the Strategy Implementation

// File: Main.java

public class Main {

public static void main(String[] args) {

PaymentContext context = new PaymentContext();

// Paying with Credit Card

context.setPaymentStrategy(new CreditCardPayment("1234-5678-9876-5432", "Alice Johnson"));

context.executePayment(250.00);

// Paying with PayPal

context.setPaymentStrategy(new PayPalPayment("alice@example.com"));

context.executePayment(125.50);

}

}

OUTPUT: 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**Exercise 9: Implementing the Command Pattern**

**Scenario:** You are developing a home automation system where commands can be issued to turn devices on or off. Use the Command Pattern to achieve this.

**Steps:**

1. **Create a New Java Project:**
   * Create a new Java project named **CommandPatternExample**.
2. **Define Command Interface:**
   * Create an interface Command with a method **execute()**.
3. **Implement Concrete Commands:**
   * Create classes **LightOnCommand**, **LightOffCommand** that implement Command.
4. **Implement Invoker Class:**
   * Create a class **RemoteControl** that holds a reference to a Command and a method to execute the command.
5. **Implement Receiver Class:**
   * Create a class **Light** with methods to turn on and off.
6. **Test the Command Implementation:**
   * Create a test class to demonstrate issuing commands using the **RemoteControl**.

1.Define Command Interface

// File: Command.java

public interface Command {

void execute();

}

2. Implement Concrete Commands

// File: LightOnCommand.java

public class LightOnCommand implements Command {

private Light light;

public LightOnCommand(Light light) {

this.light = light;

}

@Override

public void execute() {

light.turnOn();

}

}

// File: LightOffCommand.java

public class LightOffCommand implements Command {

private Light light;

public LightOffCommand(Light light) {

this.light = light;

}

@Override

public void execute() {

light.turnOff();

}

}

3. Implement Invoker Class

// File: RemoteControl.java

public class RemoteControl {

private Command command;

public void setCommand(Command command) {

this.command = command;

}

public void pressButton() {

if (command != null) {

command.execute();

} else {

System.out.println("No command set.");

}

}

}

4.Implement Receiver Class

// File: Light.java

public class Light {

public void turnOn() {

System.out.println("Light is ON.");

}

public void turnOff() {

System.out.println("Light is OFF.");

}

}

5.Test the Command Implementation

// File: Main.java

public class Main {

public static void main(String[] args) {

// Receiver

Light livingRoomLight = new Light();

// Commands

Command lightOn = new LightOnCommand(livingRoomLight);

Command lightOff = new LightOffCommand(livingRoomLight);

// Invoker

RemoteControl remote = new RemoteControl();

// Execute ON

remote.setCommand(lightOn);

remote.pressButton();

// Execute OFF

remote.setCommand(lightOff);

remote.pressButton();

}

}

OUTPUT: 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**Exercise 10: Implementing the MVC Pattern**

**Scenario:**

You are developing a simple web application for managing student records using the MVC pattern.

**Steps:**

1. **Create a New Java Project:**
   * Create a new Java project named **MVCPatternExample**.
2. **Define Model Class:**
   * Create a class **Student** with attributes like **name, id, and grade**.
3. **Define View Class:**
   * Create a class **StudentView** with a method **displayStudentDetails()**.
4. **Define Controller Class:**
   * Create a class **StudentController** that handles the communication between the model and the view.
5. **Test the MVC Implementation:**

Create a main class to demonstrate creating a **Student**, updating its details using **StudentController**, and displaying them using **StudentView**.

1.Define Model Class

// File: Student.java

public class Student {

private String name;

private String id;

private String grade;

public Student(String name, String id, String grade) {

this.name = name;

this.id = id;

this.grade = grade;

}

// Getters and setters

public String getName() {

return name;

}

public void setName(String name) {

this.name = name;

}

public String getId() {

return id;

}

public void setId(String id) {

this.id = id;

}

public String getGrade() {

return grade;

}

public void setGrade(String grade) {

this.grade = grade;

}

}

2. Define View Class

// File: StudentView.java

public class StudentView {

public void displayStudentDetails(String name, String id, String grade) {

System.out.println("Student Details:");

System.out.println("Name : " + name);

System.out.println("ID : " + id);

System.out.println("Grade: " + grade);

}

}

3. Define Controller Class

// File: StudentController.java

public class StudentController {

private Student model;

private StudentView view;

public StudentController(Student model, StudentView view) {

this.model = model;

this.view = view;

}

// Methods to update model

public void setStudentName(String name) {

model.setName(name);

}

public void setStudentId(String id) {

model.setId(id);

}

public void setStudentGrade(String grade) {

model.setGrade(grade);

}

// Method to update the view

public void updateView() {

view.displayStudentDetails(model.getName(), model.getId(), model.getGrade());

}

}

4. Test the MVC Implementation

// File: Main.java

public class Main {

public static void main(String[] args) {

// Create Model

Student student = new Student("John Doe", "S123", "A");

// Create View

StudentView view = new StudentView();

// Create Controller

StudentController controller = new StudentController(student, view);

// Initial view

controller.updateView();

// Update model via controller

controller.setStudentName("Jane Smith");

controller.setStudentGrade("A+");

// View updated model

controller.updateView();

}

} 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**Exercise 11: Implementing Dependency Injection**

**Scenario:**

You are developing a customer management application where the service class depends on a repository class. Use Dependency Injection to manage these dependencies.

**Steps:**

1. **Create a New Java Project:**
   * Create a new Java project named **DependencyInjectionExample**.
2. **Define Repository Interface:**
   * Create an interface **CustomerRepository** with methods like **findCustomerById()**.
3. **Implement Concrete Repository:**
   * Create a class **CustomerRepositoryImpl** that implements **CustomerRepository**.
4. **Define Service Class:**
   * Create a class **CustomerService** that depends on **CustomerRepository**.
5. **Implement Dependency Injection:**
   * Use constructor injection to inject **CustomerRepository** into **CustomerService**.
6. **Test the Dependency Injection Implementation:**

Create a main class to demonstrate creating a **CustomerService** with **CustomerRepositoryImpl** and using it to find a customer.

1.Define Repository Interface

// File: CustomerRepository.java

public interface CustomerRepository {

String findCustomerById(String id);

}

2. Implement Concrete Repository

// File: CustomerRepositoryImpl.java

public class CustomerRepositoryImpl implements CustomerRepository {

@Override

public String findCustomerById(String id) {

// Simulated database lookup

return "Customer [ID: " + id + ", Name: Alice Johnson]";

}

}

3. Define Service Class

// File: CustomerService.java

public class CustomerService {

private final CustomerRepository customerRepository;

// Constructor Injection

public CustomerService(CustomerRepository customerRepository) {

this.customerRepository = customerRepository;

}

public void getCustomerDetails(String id) {

String customer = customerRepository.findCustomerById(id);

System.out.println(customer);

}

}

4. Test the Dependency Injection Implementation

// File: Main.java

public class Main {

public static void main(String[] args) {

// Create repository (dependency)

CustomerRepository repository = new CustomerRepositoryImpl();

// Inject dependency into service

CustomerService service = new CustomerService(repository);

// Use the service

service.getCustomerDetails("C101");

}

}

OUTPUT:
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