**Cognizant Deep Nurture 4.0 Hands-on Exercise - Week 3**

Hands on 1

Spring Data JPA

-

Quick Example

Software Pre

-

requisites



MySQL Server 8.0



MySQL Workbench 8



Eclipse IDE for Enterprise Java Developers

2019

-

03 R



Maven 3.6.2

Create a

Eclipse Project using Spring Initializr



Go to

https://start.spring.io/



Change Group as “

com.cognizant

”



Change Artifact Id as “

orm

-

learn

”



In Options > Description enter "

Demo project for Spring Data JPA and

Hibernat

e

"



Click on menu and select "

Spring Boot DevTools

", "

Spring Data JPA

"

and "

MySQL Driver

"



Click Generate and

download the project as zip



Extract the zip in root folder to Eclipse Workspace



Import the project in Eclipse "

File > Import > Maven > Existing

Maven

Projects > Click Browse and select extracted folder > Finish

"



Create a new schema "ormlearn" in MySQL database. Execute the

following commands to open MySQL client and create schema.

> mysql

-

u root

-

p

mysql> create schema ormlearn;



In orm

-

learn

Eclipse project,

open

src/main/resources/application.properties

and include the below

database and log configuration.

# Spring Framework and application log

logging.level.org.springframework=info

logging.level.com.cognizant=debug

# Hibernate logs for disp

laying executed SQL, input and output

logging.level.org.hibernate.SQL=trace

logging.level.org.hibernate.type.descriptor.sql=trace

# Log pattern

logging.pattern.console=%d{dd

-

MM

-

yy} %d{HH:mm:ss.SSS} %

-

20.20thread %5p %

-

25.25

logger{25} %25M %4L %m%n

# Data

base configuration

spring.datasource.driver

-

class

-

name=com.mysql.cj.jdbc.Driver

spring.datasource.url=jdbc:mysql://localhost:3306/ormlearn

spring.datasource.username=root

spring.datasource.password=root

# Hibernate configuration

spring.jpa.hibernate.ddl

-

auto=validate

spring.jpa.properties.hibernate.dialect=org.hibernate.dialect.MySQL5Dialect



Build the project using ‘

mvn clean package

-

Dhttp.proxyHost=proxy.cognizant.com

-

Dhttp.proxyPort=6050

-

Dhttps.proxyHost=proxy.cognizant.com

-

Dhttps.proxyPort=6050

-

D

http.proxyUser=123456

’ command in command line



Include logs for verifying if

main()

method is called.

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

private static final Logger LOGGER = LoggerFactory.getLogger(OrmLearnApplicatio

n.class);

public

static void main(String[] args) {

SpringApplication.run(OrmLearnApplication.class, args);

LOGGER.info("Inside main");

}



Execute the OrmLearnApplication and check in log if main method is

called.

SME to walk through the following aspects related

to the project created:

1.

src/main/java

-

Folder with application code

2.

src/main/resources

-

Folder for application configuration

3.

src/test/java

-

Folder with code for testing the application

4.

OrmLearnApplication.java

-

Walkthrough the main() method.

5.

Purpose

of

@SpringBootApplication

annotation

6.

pom.xml

1.

Walkthrough all the configuration defined in XML file

2.

Open 'Dependency Hierarchy' and show the dependency tree.

Country table creation



Create a new table country with columns for code and name. For

sample, let

us insert one country with values 'IN' and 'India' in this table.

create table country(co\_code varchar(2) primary key, co\_name varchar(50));



Insert couple of records into the table

insert into country values ('IN', 'India');

insert into country values ('US

', 'United States of America');

Persistence Class

-

com.cognizant.orm

-

learn.model.Country



Open Eclipse with orm

-

learn project



Create new package com.cognizant.orm

-

learn.model



Create Country.java, then generate getters, setters and toString()

methods.



Include @Entity and @Table at class level



Include @Column annotations in each getter method specifying the

column name.

import javax.persistence.Column;

import javax.persistence.Entity;

import javax.persistence.Id;

import javax.persistence.Table;

@Entity

@Table(name="country")

public class Country {

@Id

@Column(name="code")

private String code;

@Column(name="name")

private String name;

// getters and setters

// toString()

}

Notes:



@Entity is an indicator to Spring Data JPA

that it is an entity class for

the application



@Table helps in defining the mapping database table



@Id helps is defining the primary key



@Column helps in defining the mapping table column

Repository Class

-

com.cognizant.orm

-

learn.CountryRepository



Create new package com.cognizant.orm

-

learn.repository



Create new interface named CountryRepository that extends

JpaRepository<Country, String>



Define @Repository annotation at class level

import org.springframework.data.jpa.repository.JpaRepository;

import

org.springframework.stereotype.Repository;

1.Import Project in Eclipse

File → Import → Maven → Existing Maven Projects → Browse to extracted folder → Finish

2. MySQL Setup

Open MySQL CLI or Workbench:

sql

CopyEdit

CREATE SCHEMA ormlearn;

USE ormlearn;

CREATE TABLE country (

co\_code VARCHAR(2) PRIMARY KEY,

co\_name VARCHAR(50)

);

INSERT INTO country VALUES ('IN', 'India');

INSERT INTO country VALUES ('US', 'United States of America');

3. Configure application.properties

📄 Location: src/main/resources/application.properties

properties

CopyEdit

# LOGGING

logging.level.org.springframework=info

logging.level.com.cognizant=debug

logging.level.org.hibernate.SQL=trace

logging.level.org.hibernate.type.descriptor.sql=trace

logging.pattern.console=%d{dd-MM-yy} %d{HH:mm:ss.SSS} %-20.20thread %5p %-25.25logger{25} %25M %4L %m%n

# DB CONFIG

spring.datasource.driver-class-name=com.mysql.cj.jdbc.Driver

spring.datasource.url=jdbc:mysql://localhost:3306/ormlearn

spring.datasource.username=root

spring.datasource.password=root

# HIBERNATE CONFIG

spring.jpa.hibernate.ddl-auto=validate

spring.jpa.properties.hibernate.dialect=org.hibernate.dialect.MySQL5Dialect

4.Logging main() Execution

📄 OrmLearnApplication.java

java

CopyEdit

package com.cognizant.orm\_learn;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

@SpringBootApplication

public class OrmLearnApplication {

private static final Logger LOGGER = LoggerFactory.getLogger(OrmLearnApplication.class);

public static void main(String[] args) {

SpringApplication.run(OrmLearnApplication.class, args);

LOGGER.info("Inside main");

}

}

✅ Run this file and check logs to confirm Inside main appears.

5.Entity Class: Country.java

📁 com.cognizant.orm\_learn.model

java

CopyEdit

package com.cognizant.orm\_learn.model;

import javax.persistence.\*;

@Entity

@Table(name = "country")

public class Country {

@Id

@Column(name = "co\_code")

private String code;

@Column(name = "co\_name")

private String name;

public String getCode() { return code; }

public void setCode(String code) { this.code = code; }

public String getName() { return name; }

public void setName(String name) { this.name = name; }

@Override

public String toString() {

return "Country [code=" + code + ", name=" + name + "]";

}

}

6.Repository Interface

📁 com.cognizant.orm\_learn.repository

java

CopyEdit

package com.cognizant.orm\_learn.repository;

import com.cognizant.orm\_learn.model.Country;

import org.springframework.data.jpa.repository.JpaRepository;

import org.springframework.stereotype.Repository;

@Repository

public interface CountryRepository extends JpaRepository<Country, String> {}

7. Build the Project (Proxy Config for Cognizant)

Use your proxy credentials:

bash

CopyEdit

mvn clean package -Dhttp.proxyHost=proxy.cognizant.com -Dhttp.proxyPort=6050 -Dhttps.proxyHost=proxy.cognizant.com -Dhttps.proxyPort=6050 -Dhttp.proxyUser=123456   
   
   
   
   
   
   
Hands on 2

Hibernate XML Config

implementation walk through

SME to provide explanation on the sample Hibernate implementation

available in the link below:

https://www.tutorialspoint.com/hibernate/hibernate\_examples.htm

Explanation Topics



Explain how object to relational database

mapping done in hibernate

xml configuration file



Explain about following aspects of implementing the end to end

operations in Hibernate:

SessionFactory

Session

Transaction

beginTransaction()

commit()

rollback()

session.save()

session.createQuery().list()

ession.get()

session.delete()

   
1. hibernate.cfg.xml

xml

CopyEdit

<hibernate-configuration>

<session-factory>

<property name="hibernate.connection.driver\_class">com.mysql.cj.jdbc.Driver</property>

<property name="hibernate.connection.url">jdbc:mysql://localhost:3306/ormlearn</property>

<property name="hibernate.connection.username">root</property>

<property name="hibernate.connection.password">root</property>

<property name="hibernate.dialect">org.hibernate.dialect.MySQL5Dialect</property>

<property name="show\_sql">true</property>

<property name="hbm2ddl.auto">update</property>

<mapping resource="Employee.hbm.xml"/>

</session-factory>

</hibernate-configuration>

2. Employee.hbm.xml

xml

CopyEdit

<hibernate-mapping>

<class name="com.example.Employee" table="EMPLOYEE">

<id name="id" column="id">

<generator class="native"/>

</id>

<property name="firstName" column="first\_name"/>

<property name="lastName" column="last\_name"/>

<property name="salary" column="salary"/>

</class>

</hibernate-mapping>

3. Employee.java

java

CopyEdit

package com.example;

public class Employee {

private int id;

private String firstName;

private String lastName;

private double salary;

// Getters & Setters

public int getId() { return id; }

public void setId(int id) { this.id = id; }

public String getFirstName() { return firstName; }

public void setFirstName(String firstName) { this.firstName = firstName; }

public String getLastName() { return lastName; }

public void setLastName(String lastName) { this.lastName = lastName; }

public double getSalary() { return salary; }

public void setSalary(double salary) { this.salary = salary; }

public String toString() {

return "Employee [id=" + id + ", firstName=" + firstName +

", lastName=" + lastName + ", salary=" + salary + "]";

}

}

4. Main Program

java

CopyEdit

package com.example;

import org.hibernate.\*;

import org.hibernate.cfg.Configuration;

import java.util.List;

public class Main {

public static void main(String[] args) {

SessionFactory factory = new Configuration().configure().buildSessionFactory();

Session session = factory.openSession();

Transaction tx = null;

try {

tx = session.beginTransaction();

// INSERT

Employee e1 = new Employee();

e1.setFirstName("John");

e1.setLastName("Doe");

e1.setSalary(50000);

session.save(e1);

// SELECT ALL

List<Employee> employees = session.createQuery("FROM Employee").list();

for (Employee emp : employees) {

System.out.println(emp);

}

// GET BY ID

Employee emp = session.get(Employee.class, e1.getId());

System.out.println("Get by ID: " + emp);

// DELETE

session.delete(emp);

System.out.println("Deleted employee: " + emp.getId());

tx.commit();

} catch (Exception e) {

if (tx != null) tx.rollback();

e.printStackTrace();

} finally {

session.close();

factory.close();

}

}

}

OUTPUT: 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Hands on 4

Difference between JPA, Hibernate and Spring Data

JPA

Java Persistence API (JPA)



JSR 338

Specification for persisting, reading and managing data from

Java objects



Does not contain concrete implementation of the specification



Hibernate is one of the implementation of JPA

Hibernate



ORM Tool that implements JPA

Spring Data JPA



Does not have JPA

implementation, but reduces boiler plate code



This is another level of abstraction over JPA implementation provider

like Hibernate



Manages transactions

Refer code snippets below on how the code compares between

Hibernate and Spring Data JPA

Hibernate

/\*

Method to CREATE an employee in the database \*/

public Integer addEmployee(Employee employee){

Session session = factory.openSession();

Transaction tx = null;

Integer employeeID = null;

try {

tx = session.beginTr

ansaction();

employeeID = (Integer) session.save(employee);

tx.commit();

} catch (HibernateException e) {

if (tx != null) tx.rollback();

e.printStackTrace();

} finally {

session.close();

}

return employeeID;

}

Spring Data JPA

EmployeeRespository.java

public interface EmployeeRepository extends JpaRepository<Employee, Integer> {

}

EmployeeService.java

@Autowire

private EmployeeRepository employeeRepository;

@Transactional

public void addEmployee(Employee employee) {

employeeRepository.save(employee);

   
   
Hibernate – Manual Session/Transaction Handling

java

CopyEdit

public Integer addEmployee(Employee employee) {

Session session = factory.openSession();

Transaction tx = null;

Integer employeeID = null;

try {

tx = session.beginTransaction();

employeeID = (Integer) session.save(employee);

tx.commit();

} catch (HibernateException e) {

if (tx != null) tx.rollback();

e.printStackTrace();

} finally {

session.close();

}

return employeeID;

}

OUTPUT:

![dd4c0f6025cdfd5da4f2b9e06defbb69.png](data:image/png;base64,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)

Spring Data JPA – Declarative & Minimal Code

📄 **EmployeeRepository.java**

java

CopyEdit

public interface EmployeeRepository extends JpaRepository<Employee, Integer> {}

📄 **EmployeeService.java**

java

CopyEdit

@Service

public class EmployeeService {

@Autowired

private EmployeeRepository employeeRepository;

@Transactional

public void addEmployee(Employee employee) {

employeeRepository.save(employee);

}

}

OUTPUT:

![42367e69dfcae4bf4e81866637d72c9c.png](data:image/png;base64,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)

Hands on 6

Find a country based on country code



Create new exception class

CountryNotFoundException in

com.cognizant.spring

-

learn.service.exception



Create new method findCountryByCode() in CountryService with

@Transactional annotation



In findCountryByCode()

method, perform the following steps:

o

Method signature

@Transactional

public Country findCountryByCode(String countryCode) throws CountryNotFoun

dException



Get the country based on findById() built in method

Optional<Country> result = countryRepository.findById(countryCode);



From the result, check if a country is found

. If not found, throw

CountryNotFoundException

if (!result.isPresent())



Use get() method to return the country fetched.

Country country = result.get();



Include new test method in OrmLearnApplication

to find a country based

on country code and compare the

country name to check if it is valid.

private static void getAllCountriesTest() {

LOGGER.info("Start");

Country country = countryService.findCountryByCode("IN");

LOGGER.debug("Country:{}", country);

LOGGER.info("End");

}



Invoke the above method in main() method and test it.

NOTE:

SME to explain the importance of @Transactional annotation. Spring

takes care of creating the Hibernate session and manages the transactionality

when executing the service method.

   
1. CountryNotFoundException.java

java

CopyEdit

package com.cognizant.spring\_learn.service.exception;

public class CountryNotFoundException extends Exception {

public CountryNotFoundException(String message) {

super(message);

}

}

📄 2. CountryService.java

java

CopyEdit

package com.cognizant.spring\_learn.service;

import com.cognizant.spring\_learn.model.Country;

import com.cognizant.spring\_learn.repository.CountryRepository;

import com.cognizant.spring\_learn.service.exception.CountryNotFoundException;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.stereotype.Service;

import org.springframework.transaction.annotation.Transactional;

import java.util.Optional;

@Service

public class CountryService {

@Autowired

private CountryRepository countryRepository;

@Transactional

public Country findCountryByCode(String countryCode) throws CountryNotFoundException {

Optional<Country> result = countryRepository.findById(countryCode);

if (!result.isPresent()) {

throw new CountryNotFoundException("Country not found: " + countryCode);

}

return result.get();

}

}

📄 3. CountryRepository.java

java

CopyEdit

package com.cognizant.spring\_learn.repository;

import com.cognizant.spring\_learn.model.Country;

import org.springframework.data.jpa.repository.JpaRepository;

import org.springframework.stereotype.Repository;

@Repository

public interface CountryRepository extends JpaRepository<Country, String> {

}

📄 4. Update OrmLearnApplication.java

java

CopyEdit

package com.cognizant.spring\_learn;

import com.cognizant.spring\_learn.model.Country;

import com.cognizant.spring\_learn.service.CountryService;

import com.cognizant.spring\_learn.service.exception.CountryNotFoundException;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

@SpringBootApplication

public class OrmLearnApplication {

private static final Logger LOGGER = LoggerFactory.getLogger(OrmLearnApplication.class);

@Autowired

private CountryService countryService;

public static void main(String[] args) throws CountryNotFoundException {

var context = SpringApplication.run(OrmLearnApplication.class, args);

OrmLearnApplication app = context.getBean(OrmLearnApplication.class);

app.getCountryByCodeTest();

}

private void getCountryByCodeTest() {

LOGGER.info("Start");

try {

Country country = countryService.findCountryByCode("IN");

LOGGER.debug("Country: {}", country);

} catch (CountryNotFoundException e) {

LOGGER.error("Exception: {}", e.getMessage());

}

LOGGER.info("End");

}

}

OUTPUT: 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Hands on 7

Add a new country



Create new method in CountryService.

@Transactional

public void addCountry(Country country)



Invoke save() method of repository to get the country added.

countryRepository.save(country)



Include new testAddCountry() method in

OrmLearnApplication. Perform

steps below:

o

Create

new instance of country with a new code and name

o

Call countryService.addCountry() passing the country created in

the previous step.

o

Invoke countryService.findCountryByCode() passing the same

code used when

adding a new country

o

Check in the database if the country is added

   
   
CountryService.java

Add this method to the existing CountryService class:

java

CopyEdit

@Transactional

public void addCountry(Country country) {

countryRepository.save(country);

}

📄 OrmLearnApplication.java

Add a new method for testing country addition:

java

CopyEdit

private void testAddCountry() {

LOGGER.info("Start");

Country country = new Country();

country.setCode("JP");

country.setName("Japan");

try {

countryService.addCountry(country);

Country savedCountry = countryService.findCountryByCode("JP");

LOGGER.debug("Saved Country: {}", savedCountry);

} catch (Exception e) {

LOGGER.error("Exception: {}", e.getMessage());

}

LOGGER.info("End");

}

🔁 **Call this method from main()**:

java

CopyEdit

public static void main(String[] args) throws Exception {

var context = SpringApplication.run(OrmLearnApplication.class, args);

OrmLearnApplication app = context.getBean(OrmLearnApplication.class);

app.testAddCountry();

}

OUTPUT: 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