**Cognizant Deep Nurture 4.0 Hands-on Exercise - Week 4**

Exersice 1:   
Hello World RESTful Web ServiceWrite a REST service in the spring learn application created earlier, thatreturns the text "Hello World!!" using Spring Web Framework. Refer detailsbelow:Method: GETURL: /helloController: com.cognizant.spring-learn.controller.HelloControllerMethod Signature: public String sayHello()Method Implementation: return hard coded string "Hello World!!"Sample Request: http://localhost:8083/helloSample Response: Hello World!!IMPORTANT NOTE: Don't forget to include start and end log in the sayHello()method.Try the URL http://localhost:8083/hello in both chrome browser and postman.SME to explain the following aspects:In network tab of developer tools show the HTTP header details receivedIn postman click on "Headers" tab to view the HTTP header details received    
   
   
1. Controller Creation

HelloController.java

**Location**: src/main/java/com/cognizant/springlearn/controller/

java

CopyEdit

package com.cognizant.springlearn.controller;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

import org.springframework.web.bind.annotation.GetMapping;

import org.springframework.web.bind.annotation.RestController;

@RestController

public class HelloController {

private static final Logger LOGGER = LoggerFactory.getLogger(HelloController.class);

@GetMapping("/hello")

public String sayHello() {

LOGGER.info("Start");

String message = "Hello World!!";

LOGGER.info("End");

return message;

}

}

2. Configure application.properties

src/main/resources/application.properties

properties

CopyEdit

server.port=8083

3. Run Application

Right-click SpringLearnApplication.java → Run As → Java Application   
 App will start at: http://localhost:8083

4. Test the Endpoint

Chrome Browser or Postman

Visit:

bash

CopyEdit

http://localhost:8083/hello

OUTPUT: 

![614fdf641b022fc472f7911c91ee223a.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAA3AAAAAyCAYAAAAdkjktAAAACXBIWXMAAAsSAAALEgHS3X78AAADvklEQVR4nO3dTU7bQBiAYS6Q00TiGvQIkdjBUdoqZ2BFu0XKHtEDdFsJCXENVlMS24lje4ydn5KveRbPAv/ECbtXM+O5eHt7SwAAAJy+i8/+AgAAAAwj4AAAAIIQcAAAAEEIOAAAgCAEHAAAQBACDgAAIAgBBwAAEISAAwAACELAAQAABCHgAAAAghBwAAAAQQg4AACAIAQcAABAEAIOAAAgiOMH3O+v6cvd1cbiqeO6l/TjZ+2au5v04/Xz/zkH92eeppNJmlQu5+l56L0Ps/d7pmn+p31ucT3JnttYpNnYZwIAACflH47AlZHWGXA1q+D7TwOuZhVdBw24WVr0fkYZcNeLT//tAADAbloB9/J48x5QX9Ov5sWv9+n27irdPr7s+LATCrhVDE3S7KH7/Oi42oGAAwAAxjrPgCunMvYG3JFD55AB9/x9OiDgntP8UsABAEBkewbcmLVrhwq4p/Ttbs/1cmMDrrl2rRVLtThqXDv9/px/Rl/AtZ6ZX+cm4AAA4DzsEXBlSNWCrLg3F1QHCLjyhSj1iCyeeZW+/R7zw4vphL1xVYZOEUfbsdd+aUgZR83I6pmq2RtwXfcZgQMAgLO3c8B1X9cXafsGXO7+8vjP+/Qy+Ic3Am4VR1UAFaFTnMuFXnM9WRVwzYjKh2I+4DKhJeAAAODsZQLuKqsIuHyM/VrkYmrPgOtZg5eNzqx6pFUjatWIV+3c4BG0Mo5GrGnLBlxueqeAAwCAs7fjCFxzHVrDEQOua6pk/9TNLvWYWY6SzdJ8GUGrv4tzq4Aa/ObHEwi4D5+9Ha0AAEA8OwbcwBjbcuyAGzMCV1vntgyj9ctHlkFWTHscFHCnNAIn4AAA4L+38xq4/FTJnCOvgRsVk5uAml9vT52cPdQC7oM1cJvjBwy4zmdWa+y6Aw4AADgPu7+Fsvx7eDgd7i2U9VG48dMnC0VATctRt+JYMZK1PLYJpWJ92XY4tTfOPmTAtT9/8127Am5g3FXbEhx5g3IAAOB49twHrnstXD2wViN1mbVy6+uqGByynq6MuI1xUycr1fYAW0Gz3nttO4bW11ZaETQs4Fqfk90vrr4tQXlu9d0EHAAAnLNWwAEAAHCaBBwAAEAQAg4AACAIAQcAABCEgAMAAAhCwAEAAAQh4AAAAIIQcAAAAEEIOAAAgCAEHAAAQBACDgAAIAgBBwAAEISAAwAACELAAQAABCHgAAAAghBwAAAAQQg4AACAIAQcAABAEAIOAAAgCAEHAAAQhIADAAAIQsABAAAE8ReMbLOkncyrbwAAAABJRU5ErkJggg==)

Exersice 2   
Write a REST service that returns India country details in the earlier createdspring learn application.URL: /countryController: com.cognizant.spring-learn.controller.CountryControllerMethod Annotation: @RequestMappingMethod Name: getCountryIndia()Method Implementation: Load India bean from spring xml configuration andreturnSample Request: http://localhost:8083/countrySample Response:{"code": "IN","name": "India"}SME to explain the following aspects:What happens in the controller method?How the bean is converted into JSON reponse?In network tab of developer tools show the HTTP header details receivedIn postman click on "Headers" tab to view the HTTP header details received    
   
   
1. Step-by-Step Implementation

Country.java

(If not already created)

**Location**: src/main/java/com/cognizant/springlearn/model/

java

CopyEdit

package com.cognizant.springlearn.model;

public class Country {

private String code;

private String name;

// Getters and Setters

public String getCode() {

return code;

}

public void setCode(String code) {

this.code = code;

}

public String getName() {

return name;

}

public void setName(String name) {

this.name = name;

}

@Override

public String toString() {

return "Country [code=" + code + ", name=" + name + "]";

}

}

country.xml

**Location**: src/main/resources/country.xml

xml

CopyEdit

<?xml version="1.0" encoding="UTF-8"?>

<beans xmlns="http://www.springframework.org/schema/beans"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="http://www.springframework.org/schema/beans

https://www.springframework.org/schema/beans/spring-beans.xsd">

<bean id="in" class="com.cognizant.springlearn.model.Country">

<property name="code" value="IN"/>

<property name="name" value="India"/>

</bean>

</beans>

CountryController.java

**Location**: src/main/java/com/cognizant/springlearn/controller/

java

CopyEdit

package com.cognizant.springlearn.controller;

import com.cognizant.springlearn.model.Country;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

import org.springframework.context.ApplicationContext;

import org.springframework.context.support.ClassPathXmlApplicationContext;

import org.springframework.web.bind.annotation.RequestMapping;

import org.springframework.web.bind.annotation.RestController;

@RestController

public class CountryController {

private static final Logger LOGGER = LoggerFactory.getLogger(CountryController.class);

@RequestMapping("/country")

public Country getCountryIndia() {

LOGGER.info("Start");

ApplicationContext context = new ClassPathXmlApplicationContext("country.xml");

Country country = (Country) context.getBean("in");

LOGGER.info("End");

return country;

}

}

application.properties

properties

CopyEdit

server.port=8083

   
OUTPUT:   
 

![c7ea2a04f80e3772a3879edd8de9dd55.png](data:image/png;base64,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)

Exercise 3:   
REST - Get country based on country codeWrite a REST service that returns a specific country based on country code.The country code should be case insensitive.Controller: com.cognizant.spring-learn.controller.CountryControllerMethod Annotation: @GetMapping("/countries/{code}")Method Name: getCountry(String code)Method Implemetation: Invoke countryService.getCountry(code)Service Method: com.cognizant.spring-learn.service.CountryService.getCountry(String code)Service Method Implementation:Get the country code using @PathVariableGet country list from country.xmlIterate through the country listMake a case insensitive matching of country code and return the country.Lambda expression can also be used instead of iterating the country listSample Request: http://localhost:8083/country/inSample Response:{"code": "IN","name": "India"}    
   
   
   
Step 1: country.xml – Add List of Countries

**Location**: src/main/resources/country.xml

xml

CopyEdit

<?xml version="1.0" encoding="UTF-8"?>

<beans xmlns="http://www.springframework.org/schema/beans"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="http://www.springframework.org/schema/beans

https://www.springframework.org/schema/beans/spring-beans.xsd">

<bean id="countryList" class="java.util.ArrayList">

<constructor-arg>

<list>

<bean class="com.cognizant.springlearn.model.Country">

<property name="code" value="IN"/>

<property name="name" value="India"/>

</bean>

<bean class="com.cognizant.springlearn.model.Country">

<property name="code" value="US"/>

<property name="name" value="United States"/>

</bean>

</list>

</constructor-arg>

</bean>

</beans>

Step 2: CountryService.java

**Location**: src/main/java/com/cognizant/springlearn/service/

java

CopyEdit

package com.cognizant.springlearn.service;

import com.cognizant.springlearn.model.Country;

import org.springframework.context.ApplicationContext;

import org.springframework.context.support.ClassPathXmlApplicationContext;

import org.springframework.stereotype.Service;

import java.util.List;

@Service

public class CountryService {

public Country getCountry(String code) {

ApplicationContext context = new ClassPathXmlApplicationContext("country.xml");

List<Country> countryList = (List<Country>) context.getBean("countryList");

return countryList.stream()

.filter(c -> c.getCode().equalsIgnoreCase(code))

.findFirst()

.orElse(null); // or throw exception if needed

}

}

Step 3: CountryController.java

**Location**: src/main/java/com/cognizant/springlearn/controller/

java

CopyEdit

package com.cognizant.springlearn.controller;

import com.cognizant.springlearn.model.Country;

import com.cognizant.springlearn.service.CountryService;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.web.bind.annotation.\*;

@RestController

public class CountryController {

private static final Logger LOGGER = LoggerFactory.getLogger(CountryController.class);

@Autowired

private CountryService countryService;

@GetMapping("/country/{code}")

public Country getCountry(@PathVariable String code) {

LOGGER.info("Start");

Country country = countryService.getCountry(code);

LOGGER.debug("Country: {}", country);

LOGGER.info("End");

return country;

}

}

OUTPUT: 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