**Python important Inbuilt functions and uses:**

**List:**

Pop() method :

Definition and Usage

The pop() method removes the element at the specified position.

Syntax

*list*.pop(*pos*)

Parameter Values

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| *pos* | Optional. A number specifying the position of the element you want to remove, default value is -1, which returns the last item |

Remove the second element of the fruit list:

fruits = ['apple', 'banana', 'cherry']  
  
fruits.pop(1)

**Note:** The pop() method returns removed value.

# Python List remove()

The remove() method removes the first matching element (which is passed as an argument) from the list.

### Example

# create a list

prime\_numbers = [2, 3, 5, 7, 9, 11]

# remove 9 from the list

prime\_numbers.remove(9)

# Updated prime\_numbers List

print('Updated List: ', prime\_numbers)

# Output: Updated List: [2, 3, 5, 7, 11]

**EXamle 2:**

# animals list

animals = ['cat', 'dog', 'dog', 'guinea pig', 'dog']

# 'dog' is removed

animals.remove('dog')

# Updated animals list

print('Updated animals list: ', animals)

**Output : only one dog is deleted.**

Updated animals list: ['cat', 'dog', 'guinea pig', 'dog']

**Example 3:**

# animals list

animals = ['cat', 'dog', 'rabbit', 'guinea pig']

# Deleting 'fish' element

animals.remove('fish')

# Updated animals List

print('Updated animals list: ', animals)

**Output**

Traceback (most recent call last):

File ".. .. ..", line 5, in <module>

animal.remove('fish')

ValueError: list.remove(x): x not in list

**Python Double Colon (**::**) Syntax**

Syntax :

collection[start:stop:step]

In the syntax above:

* **collection**denotes the data collection (list, string, array, and so on).
* **start** denotes index where the slicing operation should start from.
* **stop**denotes index where the operation should stop {not includes index}.
* **step**denotes the sequence of iterating through the elements.

### Python Double Colon Example #1

In this example, we'll focus on the start parameter:

number\_list = [2,4,6,8,10,12]

print(number\_list[2:])

# [6, 8, 10, 12]

### Python Double Colon Example #2

stop parameter comes after the first colon and before the second colon. Unlike the start parameter, the specified index will not be included.

Here's an example:

number\_list = [2,4,6,8,10,12]

print(number\_list[:2])

# [2, 4]

### Python Double Colon Example #3

### Without specifying values for the start and stop parameters, you have access the whole list. No element gets sliced off.

number\_list = [2,4,6,8,10,12]

print(number\_list[::2])

# [2, 6, 10]

# **Python List sort() Method**

### **Example**

Sort the list alphabetically:

cars = ['Ford', 'BMW', 'Volvo']  
  
cars.sort()

Definition and Usage

The sort() method sorts the list ascending by default.

You can also make a function to decide the sorting criteria(s).

Syntax

*list*.sort(reverse=True|False, key=myFunc)

### **Example 1**

Sort the list by the length of the values:

# A function that returns the length of the value:  
def myFunc(e):  
  return len(e)  
  
cars = ['Ford', 'Mitsubishi', 'BMW', 'VW']  
cars.sort(key=myFunc)

### **Example 2**

def myFunc(e):  
  return len(e)

# Reverse Order  
cars = ['Ford', 'Mitsubishi', 'BMW', 'VW']  
cars.sort(reverse=True, key=myFunc)

List Initialization :

List Declarations:

lst = list(range(1,101))

print(lst)

|  |
| --- |
| import numpy **as** np  lst = np.arange(1,101).tolist()  print(lst) |

Output:

[1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 11, 12, 13, 14, 15, 16, 17, 18, 19, 20, 21, 22, 23, 24, 25, 26, 27, 28, 29, 30, 31, 32, 33, 34, 35, 36, 37, 38, 39, 40, 41, 42, 43, 44, 45, 46, 47, 48, 49, 50, 51, 52, 53, 54, 55, 56, 57, 58, 59, 60, 61, 62, 63, 64, 65, 66, 67, 68, 69, 70, 71, 72, 73, 74, 75, 76, 77, 78, 79, 80, 81, 82, 83, 84, 85, 86, 87, 88, 89, 90, 91, 92, 93, 94, 95, 96, 97, 98, 99, 100]

Most Usable Way:

lst = [i **for** i **in** range(1,101)]

print(lst)

Output:

[1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 11, 12, 13, 14, 15, 16, 17, 18, 19, 20, 21, 22, 23, 24, 25, 26, 27, 28, 29, 30, 31, 32, 33, 34, 35, 36, 37, 38, 39, 40, 41, 42, 43, 44, 45, 46, 47, 48, 49, 50, 51, 52, 53, 54, 55, 56, 57, 58, 59, 60, 61, 62, 63, 64, 65, 66, 67, 68, 69, 70, 71, 72, 73, 74, 75, 76, 77, 78, 79, 80, 81, 82, 83, 84, 85, 86, 87, 88, 89, 90, 91, 92, 93, 94, 95, 96, 97, 98, 99, 100]

important Syntax:

List\_name = [val]\*req\_len

Dp = [-1]\*100

#this will create a list of length 100 containing -1 value.

# Enumerate()

Python eases the programmers’ task by providing a built-in function enumerate() for this task. Enumerate() method adds a counter to an iterable and returns it in a form of enumerating object.

**Syntax:**

enumerate(iterable, start=0)

# Python program to illustrate

# enumerate function

l1 **=** ["eat", "sleep", "repeat"]

s1 **=** "geek"

# creating enumerate objects

obj1 **=** enumerate(l1)

obj2 **=** enumerate(s1)

print ("Return type:", type(obj1))

**print** (list(enumerate(l1)))

# changing start index to 2 from 0

print (list(enumerate(s1, 2)))

**Output:**

Return type:

[(0, 'eat'), (1, 'sleep'), (2, 'repeat')]

[(2, 'g'), (3, 'e'), (4, 'e'), (5, 'k')]

**Dictionaries:**

Dictionaries – like lists – are collections of objects. Unlike lists, dictionaries are unordered collections. They are not indexed by sequential numbers, but by keys:
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An empty dictionary can be initialized by either using the dict() constructor function, or simply with a pair of curly braces:
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Accessing a dictionary's values by index (i.e. its keys) uses the same square bracket notation as other sequence-type objects:

Valid Keys:

The **keys** of a dictionary can be any kind of **immutable** type, which includes: strings, numbers, and tuples:
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**Iterating through the keys**

If we pass a dict object into a for-loop, by default, only the **key** will be yielded:
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Using keys() method:

![](data:image/png;base64,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)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAUYAAAC4CAYAAACfOEUtAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAEnQAABJ0Ad5mH3gAACJLSURBVHhe7Z1tjFXVucf3BalVIbYCQketmsiH+oIVJFSatkgBI/GDtQqpQVrQpjG9jplgE9pYP9TmlqQQUhpjmjYQgZRQYtoPSqOmFtu0ueZWlBLtB5trLWg0MO0YZ3wb4F5/i/OMaxZrv83sfc6cc/6/ZGfm7L3P2m9r/dfzPGuf9fzH/Pnz/y8RQggxwqTGXyGEEA0kjEIIESBhFEKIAAmjEEIESBiFECJAwiiEEAESRiGECJAwCiFEgIRRCCECJIxCiCjf/e53kt/85lfJ/PnzGms+Yteu7W57pyJhjPCTn2xK9u9/MrnrrrWNNaKV0AD/9KffRxviDTcsS556al/q9laTde4TGc73pptWJK+++s/kuecONNaegns+a9Yst73drqsoEkYhPExosYi6Fe7BkiXXJ6+88o/k3nvva6z9iCeeeCrZsOH+5OjRo24/9u80JIyiraGRLlu2Ivn8569PfvSjHzfWivFwxx23u787d/7S/Y2BFfnYY79Npkw5Y2T/TiJVGD95ckqye2hBsvDEeY016dz2wQXJ5nevSs5KJjfWxClTphCi+RA+uvDCC5KXXnrJdTpZ/OIX25ODB//q9u+0sFOqMP570nByYPJAsuWdq5LvvDensTbOC2e8lXzmxLTk0cGFyZyTUxtrT6dMmUUgvoHbc+ed3xgVZyJGyP+sw8wneEwQ2T77ZG3zoVzKjMWL7Hi2hAFr+y77haRtyyuzldg94xztPPm8atWtI8/Brmcs127rbSGWFUJDJA5s++TFhO2c/XL94+I6s+6BB76XnH32Wcmll14yat8q779/7nnXHtZL+27M1U/bllemz+LFX0yGh48n+/Y90ViTzaFDL7q/V111hfvbKWS60j/++MtJ39mHkq8M92RahC9PGky+OvXZ5G+T304eGZqfaREWLbMoVGJM+T179rqYCDGPnp6eZOvWh9z2FStucGY/QWT2nTfvs269cc01Vyef+MQnMntIKhaNk5hKb+/6US4blfDqq+cm27fvcO4c22Hjxh+OVL4DB15I3nnn3eTiiz99WuO64orL3Ta/IoZlsjz77P8ka9ZMLJfl2mvnJ9OnT3fnec45Uz9smOuSp5/+ffKXvzyXXH755e76x3LtPMMf/OC/Rq79scf2NbZ+BNbK4sXL3XaOlwWCsXnzRvc/z8fKnTZtmtsGq1evdes4LudEXbL9WG6+eeVpgxBjgeOtXv01Jz4cy4/hIZLUM67Xjvvmm2+6+mfn+fzzB5OBgQE3+BGKm4nT/v1/cH8hViZthU4shOczdeo57ph51qJh5xN7vu1Mbozx2cn/Sr5+znO5FuG7yYlk/VmHkl9PeT3XIixaZlGOHHnNNRQg5sFDHRh4y32m4QKNjwpPY/ShMmX1kCaKNJSwcVBZcSM4nh3fj72YCLMd4UWAEWKDik0F90XZKieVjUpnIMaxQHgRCHX8+e0vpS5jtd6Hh4dHGiHXS4OyToPPF110Yalr515jqSGutq4KzAp6+OGfj3p+69Z9a+S5NQMTRZ4tgxf+NXI/6EwQeb/jJc7HuZvocf50kmEnT71BnPy2ANR/6j0dlMF2rj1kxozproPr7+9vrMmH8xkcHHLf4/udQqHBlzoswjJl5vHiiy81/qOxHk8OHz7S+PQRVEIart/TWmVM6yEXLJjvRJHKikURYqLqVzrg+Kz3RTjmcmDNIiC2DayizZw5M/n+9zdU0gvv/dhryaJpz6QuPLOxEIp3WoMqeu2zZ886rRGPl5gAt4JLLrnYiSLCFbM+EbnwfsCxY/3J0NDgKIvMrHC/fi1f/mVXZ/y2ADwTRPS++/pG6n0adGScQ1k4hnWEnUIhYQxZ+aEFUsQFvu74ecncE+c2PmVTtMzxgHXDA6RRglVG3/UwpkyZklx5ZXbchN6YSkdcyo/hWJzKh16aRmEuZloPD4gwYkxF37p1sytzIsUYy1L02s26r5KxNvaqoS5Rp9KgU2D72rVrRtUlnj/1wAeBR+j9QQ9EklDPk0/+zn028DJwo/16mhdPFwWFkdHkbUPznOuLC4zLjOscA7cNVxqXGmsEtzlGmTKrIoyHUJlCq8fATSR2hgtNLA03L4Sekp7bj4f5S2hl0pubC2SxzbCHN6jQVo6JpB+3LENdrnQZylx7J4I48RwJFYQDLvDGG2+O1Dm/DtkSWpm+FU6dwCqOvYwNuOZWjomkH7c0zNMpCx1amqfWruQKIy7u40OLktcnvedcX1zgGFh7uM5971/mXOks96xomVVDpSE+Q6PE9aAy8TlWmQzEDXHEpQ7Fkcpsjb0I9Ob06ggyFRpRDnv4GIgkjWqs7kpdrnQZilx7zCWjA1u4cEHjU3nqHhywTqfIQKI9RzraUByPHj3m/vrhhizMCue6Fi36nFtXZCQZkUQcsU5nzpzRWHuKmNueB/sRE+d7fL9TyBRG3/rLsuhC6y/NSoSiZdYF8Rl6N4SOh1lEmLZs+alr1KE4WmOnxw573xgIML06VgONIybKlIXb7FuGVD4qa5p12w4UuXYaNs+GwRLguomzsg5raixwDI6Fxd3Xd09j7Sm2bfvZac/NYtFF3s1DCD/XiI1T9y88OTp8EgNxNC/EF0cTujTvJAYWN9e1dOmSaAyV+7d37y9Puw46p1gsl3tVdiDFrP80a7VdSRVGxO6W4Z5c6w+WHj+/kPVXpsy6sPgMFH2Y7MOIJpUJcbQKzXpcHF5yDWNDae/V2eh4rGIC58eoNo3DyiLORIWt6pWRVlHk2nmVBFGy60bUwgYPPAO7P4iJH58LY2hYSYQ78BDsOywvv/z30+K7gJeASPnPNBbjpVP/74YRwCDikUnvuv/zsI6W8/bfOeS4WHPUMf88WWJiaR0znUY4aAPUFa5v1arbRpWFhReOihthHD4Ps3Bjx29nujKvNI2K9wR37dodbRh1QoNlhBCrJIxBdjrdfO11YBY1PPjgxso6TcSaTmTTpi1R8TTo+G2kvdOe55hGpdsZGiejo+GIaLOw11RiI+GdTjdfex3YKzp5cfKymNV4993fPM1KNlh/0003ujBH1m+q25WuEkYeJg8bWvEwcYdwn3C9WyHKraSbr70OsNbo5IlX+i+EVwHPB0sxFpc1WE9skdBHllXZrnSFK20mP3EoYjJVuh1FwDVh0AGIIVVdkScy3XztdUAYiA4GGOFmMKcu6MzmzLkseeihn41qLxYS4RdKnfo8uzLGKIQQWXRdjFEIIfKQMAohRICEUQghAiSMQggRIGEUQogACaMQQgRIGIUQIkDCKIQQARJGIYQIkDC2EH7e5U87JU79nj02h6AQzUTC2CLsN6/NmN6f37YyR2E7iDATnzKzNL9tlziKVtERwthODR9o8MwHySQAmlRhNMzswj05Ncv6janTXglRJ7IYm4zNY0eagh07Om8euypgGitmbmHaqzVrbm+sFaJ5pAojaQh2Dy0olO+ZPC5FkgGVKbNTqWty0U4Dq5G5Bi3lqhDNJFUY/z1pODkwecAlrspLr/nCGW+5ZECPDi5M5pyc2lh7OmXKLAKuMzksLI8z8/75uS0sTwcL/8fy6ca2US7rVq261a238tJcdT//iH/cENaR8Y45IWNJuOxcKM/KDM+D9WA5YeyzT9Y2w44VO18LTbDNFso07LtF7yfklRnDT7kqRDPJdKVJWEXiqq8M92RahCTAIhEWCYEeGZqfaREWLbMI5JkgVy6JjkiwhIVh+XNZLHkUC4mvYo3MspyFWdaw6np7v+1cOsoi3y9JmkJx5DPxQssH3Nu73q2P5YAm8xoZ2PKScDEoQ65eymT/u+5a586DmKRZUCST4ppjqS4tC1xaOk32J1cI18jksX6SLeKfCBZ5Wew+WoImE9qy9zNWJveJ8wzvkY9dI/sJ0UxyY4ykQiUlap5FSMY00qGSFjXPIixaZpVYhrqwkZHljEB/TET8GacZFGBafpIEWWOmwSOWCIBN149okOWPnBmhaJAvmfXko86CrG+WF4X9ERQ7Dz5TDsdEfBAhxMjg3DjHWDpNMFHkewhvOPhD6lLin2SyM8yt9UW4zP1klJnZ0/0ReO4THVvsHA3Lc0xWu1D8haiTQoMvdViEZcqsAhogAuMLG3+xwFgfNlAafZjiE0EzYQITgXC/w4ePuPWhaJhA5BHmjyYRfQxLWeknabeEU7F0lmeeeaYTRaxQxC7MvWKiGrNoOQdfhMvcT5LJI/ZhXu48OIeyeY6FqIJCwhiy8oMLCrnA1x0/L5l74tzGp2yKljkewpy5WHR8LpO1DmFD4AB3F3eSGKcfO7OYZ90gbGQ7NPcaqwqrLi0DYk/Pp5z7nIZZtLjy/vWwWJ4Rn6L3k3NBiOls/JzJZURSiGZSSBgZTd42NM+5vrjAuMy4zjEYocaVxqVeNO0Z5zbHKFNmVWCFYY2ZS4hFF1pnWcyePctZPlhAgBVFYyfGabEzfwlz7ZrlVCX+AIXF99JeGscdxn1GvGKpMc3SJZYZu57Fi5ePEtwy9xMLctmyFa4ciwn7ccsYlIkbjTuNWy1Es8gVRlzcx4cWJa9Pes+5vrjAMbD2cJ373r/MudK41GkULbNqcM14TQbx4LUZ3MAyr81gIfoNH9c6NgCRRpqLPR4Y3WaUmzJxqTm/2Ii3gbDt2rXb3QPcal8cLaYXG9CJMdb7iUiSzB1x5J6mYYNVuNNFn5EQVZApjL71l2XRhdZfmpUIRcssg8W7GAjJ+xkZ8UDECWsFEcgSER8sG14H8hu+iRJubN5xoY7BBM6FmCDnhrtbRJgQR+4ZbrUvjnyP77M+LZ9wSJH7yb0LLUM6EzqVrJ9EFtlHiDpIFUbE7pbhnlzrD5YeP7+Q9VemzLLgthJbW7t2zUgMK3w/DxAERmwh67UZGqQfOySOhwvoj+LyXV51YbTaPy7L/v1PniaWvvBgYVWFjRCzhANBaXAduMyci/9qEeu5Tqw//3pYYu9xFrmf5D7GMvTL4nixUXEfrOAy1yREVXRlXmmsF949xKWMDVIgAAgD7h4Nv0oQaqw0qCrxPyJDAnSs5jCu2Qzy7udYYGAGK7TupPJCxBjTqHQ7g4hg/aWN3NaNbzUWdVfzsFd0yoyuV0Ud95Mylyy53oUp9Hty0Qq6Shix1hiNhZ07W9fgzI0lLhjG3sqCZUVsEXe+2UJfx/30y3z44Z9XYlELUZauEEZifcT8tm7d7D5v2HB/5S5yWXAPEcexgrtPrA53k1/oNNPdrPN+8soRI9F79uxt+TMS3UtXxhiFECKLrosxCiFEHhJGIYQIkDAKIUSAhFEIIQIkjEIIESBhFEKIAAmjEEIESBiFECJAwiiEEAESRiGECJAwCiFEQClhZOYTJn+NTQALzBTDxAZp21sJU1mR8D022aoQQvhMaIsRoY3NhC2EEHVSqTAy9RVZ4JjuX/PoCSHaFcUYhRAiIFMYLaZoCYyYmJQp+UNs0lRb8uJ4zDrt70/sjxgg2CSorGdmahLch4mmqkrU7l9fGBe1mGTace27/rkbadvyyhRCTAxShRGB2rx5o8v8ZgnXe3vXuzwcISRg8hOpZ4Fo2qzTVi6zNa9adavbzvT8JHZnPTNck6CebHK2L0tWZrmiIF4kpULoORff/efaESySS9kx2YfztlQE7Mu9ieWVtsT3ZM+zWahjZXI/yYQXCqsQorVEhRHRuOmmG13y9iqTESEO5H5G8HxxQwzXrftW41P9mCgiXrEUnosXf9Fd+5YtP22sOZWn5ZVX/jEqGb2lLQ0T6JP4nlzLbDdmzpzhrF8/RzLiSqeiKfyFmFhEhXHGjOku70ZW3uWxEBOMZnPmmWc6UeT6ELswgRTWG6lTY9fe39/vxBSLEBA0LED2N6uPv2TNY70veEePHnPWL1an3GchJjZRYbzoogtdOs6qIel6q+np+VQ0TmrYtRPf9GOBLKwLIWUp+5PCFHCrY6lMEWCEGAsTcbQyJZJCTDwyB186Edxh3GfEizSd5hYbhw8fcVYt7r7FAv2F+KdvZT7//EHndpuLjVvNZ9aHYEEuW7bClWPxWD9uKYSYGESF0cQhtPCWL/9yprWVB/G12GBFs0HYdu3a7dxi3GpfHI8d60+GhgZHxRKzwN0mgT5lcX9wq/mcF4JAJDdt2uLEcSJY0kKIj4gKI42WEVUGShgwAVy+JUuuj45KF+XJJ3/nvk8czsoF/t+27WeNTx9x6NCL7i+DIVWDOHKdCL0vjiZ0rO/ru8ety+PAgRdcR4L1h6hynSFYhaFlSAdBR+EPyAghWk9mXmlerbn00kvc/wjagw9udGIxdeo57n9EBJG7774+18Bj4JKGyeARCD9eZ2XHrCxEc/Xqr33o+k5prEncqzPhSHIedp4MijASbNi5YLlhwdmASdp14Yr73zesnNj1Gv79BAZjsFzDASAhRGtRwv2KQBivvnquhE6IDqDrBl/qwF7ROXLkNYmiEB2AhHGcEJtkdBt27qzuZXghROtoW1c6FntMYywxyTz842fFSIUQ7YdijEIIESBXWgghAiSMQggRIGEUQogACaMQQgRIGIUQIkDCKIQQARJGIYQIkDAKIUSAhFEIIQIkjEIIESBhFF0HE3+Q91v5dkbD7//37v1loZnrOx0JYwQqiCX9Z+F/1mXBfIzsGybu72SYeNfuEQufs2B6tqee2uf2bZUo8WwsSyQzr9cN19nK6y0DWTxJFhem++hGJIwRmFPRT/rfChDaIoLcSpjJ3E/s1WxMaPME2WfNmttdfp49e/aOzNYuTsHM88xERVoP7lM3I2GsCCoVInHzzSs1/VgKCJFlSax6Grgi0Mkwy/rBg3/VhMIp8FxI38F9msidct2kCuMnT05Jdg8tSBaeOK+xJp3bPrgg2fzuVclZyeTGmjhlyhSiakiqRtKyffueaKwRMZhwmftURxK6diFVGP89aTg5MHkg2fLOVcl33pvTWBvnhTPeSj5zYlry6ODCZM7JqY21p1OmzCIQt8GVuvPOb4yKXVm8j3W4WxZst88+WduKUCbO5sfYbPFjT35sk8RaTIK7du2a1P3bBf+6WPJCBPb8bAnjtnbPH3jgey5ZGQnGsvYHjkfWS7JfxlxotvNs7r33P933KYfz4H7zv3/OHD/tGrK2GWyz+8ExfOx4toT10r4bq2dp2/LKDOH+kDSOVMBjaROdQKYr/eOPv5z0nX0o+cpwT6ZF+PKkweSrU59N/jb57eSRofmZFmHRMotCw7jjjttdzAgXgBSvPT09ydatD7ntK1bc4FzbV1/9p9s3zGl9zTVXu5hTWoPJo2icjUpLBaXCsT9Lb+96l6DfKl8Y2ySL4PbtO0b2Z2mFCzpeysRsadS4cf51k87Wj3mF95znbvuyxMIZM2fOcH8tJW+MKVPOSFau/Ko7HudJHp8vfOHzri4NDAyMWFCku6XTYrDCh+eImGTl/qEeMPM7Fhnn72eURCRJwUucz66F+kK94Xvw/PMH3bnERMvOZ//+P7i/ECuTtrJq1a2NPeJMlBzwrSI3xvjs5H8lXz/nuVyL8N3kRLL+rEPJr6e8nmsRFi2zKH5FpHIjcAMDb7nPlswe94lGhBD5UJma4V7RMGlMfg5pGi+NfCyCXAZCHX9++0upSxXWexVg5ZGal4aPABh0BmkpaYsye/Ys95wPHz7SWBOHNBWWFxxh+OMf/5T8/e//6z5zbpyj5Ue/+OJPj7JMERHqny9MPiaKXN+GDfePeu6IHEKMIPudn7m1JnrUGYQ7FC3Og/MJRZn6T733R+DZvm7dtxqf4hw9esx1zNy3bqTQ4EsdFmGZMvPwxSat8sfcA6uMrK9bnKyi0XtjATSTvR97LVk07ZnUhWc2EaDRDw4OuVHRql8ZsQ4yDzwLszZ5Xjy3ELazH54GHgdwrgsXLjhN1I1LLrnYiSLCFbNoTVRDi/bYsf5kaGhwlAgjcmEnv3z5l91989sC9Pf3OxElR3poYWZBG6ItFb1vnUYhYQxZ+aEFUsQFvu74ecncE+c2PmVTtMzxQE9O5cO9hrwevkropbEEqNCIo8V7mi2SEx0saKwmGvnWrZvdPYrFDFsNHgbCYe61hWSw5kLRgyuvvMJ5DGlgmcViytwD7oUPnTihH2Km5mIjkr61a9grOIgjMVnKHGs8vZsoJIyMJm8bmudcX1xgXGZc5xi4bbjSuNRYI7jNMcqUWRUWn7Hel8qU1sPXARXaXlex+BgiGQbgq6ZdXGnDXn1iMZHcuPGH42rMWE5VEnogFpJJe2kcceJaGCiKPe833njTWahhTNmW0Mo0y5LjcnzOw7d2feiQrRwTST9uGeOiiy50RkPV961dyBVGXNzHhxYlr096z7m+uMAxsPZwnfvev8y50lnuWdEyq4ZKQ49Oz47rQWVK6+Hrhoa1adMWJ451uyvt4krHQCQRFBopjXWsIDxhXG68mAeyaNHnXGebN4Bn18IbB6E4mstuscQ88EBwyzkux4cicXJEEnHEOrUBqRgWE+e+dSOZwuhbf1kWXWj9pVmJULTMuqBHp2fHUiN2E7oedUFDCBsDjZTGGsaFwCyCbnqXDMsHt9m3DLHsafwxy96sNt+lTKOOwQTzQJYuXeJ+YlhEmBBHRtFDcTShY33R8Ar1Bmua48dEmXvHb5/De4OnFA7IhBTZp5NJFUbE7pbhnlzrD5YeP7+Q9VemzLqg8lCJIM31oMJajCd8n9CPz/CXz6yPvVPnV3waBJahbWPh+7hO/iikQUPZtWu3a/T+dyZKTLLMtRe9nzybxx77rbtG258YGwMyab8oIiaJoPixuVhM0oSHwTY73ngxDwTKDOBt2fJTFw/kXvjvHHItWHN+DNqW2HO30XEEP/YaEufHda9adduoshhdD0fFfbg/eFPNGJScqHRlwn0aKu/KITxUHNEd2Osy/CSQjqoKECyEDEGLdXB1gvgzeg8PPrixspAQYk2H3M3tY0yj0u0MvSFWA9aDRLG7MKuxjLuaBcLEKzqx0eBmYK/oVBkn575g+Xf778m7ShipyHff/U33Py/Oiu7D3Fg6yLy4ZB59ffe4gTzc/6qEqSicO9dAvLIqS9UvsyqLul3pCmHkgfMbUuJVkBVfEZ0NAobbGXtxuwgIh8VWicMhSs20rCxeS0wVq464ZFUwIs5gEp1Ht9OVMUYhhMii62KMQgiRh4RRCCECJIxCCBEgYRRCiAAJoxBCBEgYhRAiQMIohBABEkYhhAiQMAohRICEsYXw865YGsxuJm0OQSGaiYSxRSCKzPISm6S2DhBgf06+PEH2fxNcxUw0RSF3CrNHMz2YxFG0io4QRmvE7WJ90eCZD5Jp7ps1hx+TDZDzIy//dV0UfUZMyMA9OTXL+o2nTTgrRDOQxdhkaOg0eGYx2bFj4k59xuxDlrir2ROwcuynn/69m2vQT7QvRLNIFUbSEOweWlAo3zN5XLJySBtlyuxU6phctBNBjJkXsMpUBEIUJXPaMdJqkjifxFVZOVrmnJya/OSdue7/e8/+a2bel6JlFgG3jNmG02BCUubeA6aAJ2ERmfn8uRix4MJtlEtejN27f/Wh27vO5TMBGmps/juLFxp23FD47FiQtZ1cNECZlOWfB+43k4jalPr22SdrGyJD8nXyecSuBTef+B55WYB8IllT3Odde9FnFOsk7DpakTZAdDeZrjTCReIqhCzLIkQISYT1t8lvJ48Mzc+0CIuWWYQwboZwWf5cFkugxILYICxh+kxLlB5mWcOq6+39tnPpKIukVafyYIwWCD4TL7R8wL296936WB7kGTOmOwFOS8JlIDQkzqJM9kcUOQ+EziwosrdxzZYj28cyvBXJWheCAC5evNxdC8fLIrx2Fixh3/0t+oxi2DVyPUI0k9wYI6lQSYlKatRHBxc66zAGaVBJh4olSHrUrCTuRcusEkQi1sgsUXpMRHxLBcFgxmRLsA5YV4glgmoWFY2cqe7JNxyKsCUxz8vVi5VGzmJgf6w7Ow/Lr8wxEXNEHXE3ODfOMS/H8XhBjLGqw7SmnGdV0+IfO9bvUtxynFD8haiTQoMvdViEZcqsAkQCgfGFjb9YYLE0kYhomFMXQTNhAhPVcL/Dh4+49aEIWxLzPEKx6e/vb/w3GkuZ6SdpX7HiBneOsXSaVUIHQFpTLGvc/zqEy46B1Yy1LUSzGNOo9MoPLijkAl93/Lxk7olzG5+yKVrmeMAKQzQQD8Ci47NZZ0VA2BA4wN3FPSevsv+OoOVZrhusVD9XMuKEa92sDIi4ybjbiCP5dLj2WE5nIdqNQsLIaPK2oXnO9cUFxmXGdY7BCDWuNC71omnPOLc5RpkyqwIrDGvM4nJYdKF1lsXs2bOcm2uJlLDksCyJn/lxM1vCwQ2+x/erhBfELXZq8dJmvTQOuM12vSaSsfjqWOAZ4UbjTuNWC9EscoURF/fxoUXJ65Pec65v2ogz1h6uc9/7lzlXOmvEuWiZVYNrxuAA4sFrM7jVZV6bwUL0hRTXOjagk0aaiz0eyGfMyC5lWpa3VuQ4BkQScfTDDePBBqtwp4s+IyGqIFMYfesvy6ILrb80KxGKllkGix8yEJL3MzLigad+VbHCWSJFRYTXUnjtxBdSEyWsoyI/X6tjMIFzYZSbc2M0u1nvR3LNuM2+ZWiufMwKL/OMDDocOp5mWsBCQKowIna3DPfkWn+w9Pj5hay/MmWWBbeV2Br5di3WF4t30UAZsYWs12bC2CFxPFxm/306vsvrJoxW+8dlIY91KADsj3DhbmKxVoWNuMcGjADxst89W/wTIbVzRfQN/rf1CC0xVbs2yjAh5D4y+s67hrY/cUasu7RXcIo+IwMrOO2ahKiTrswrTePn/bu0F5d5Pw83O3wZvAoQgayXvMcCYpX10nY7kvWSuhB1M6ZR6XYGEcH6a9bIbYhvNfb13dNYOz7sFZ0yo+sTGZ7RkiXXuzDFRP49uehcukoYsdbuvvub7v+dO1vX4HDHsYRwZ303dixgWeHy4s63Quirxn9GDz/880osaiHK0hXCSKyPmB8xMNiw4f7KXeSy2AjuWMHdJ0ZnvyXuFHeTV44Yid6zZ2/Ln5HoXroyxiiEEFl0XYxRCCHykDAKIUSAhFEIIQIkjEIIESBhFEKIAAmjEEIESBiFECJAwiiEEAESRiGECJAwCiFEgIRRCCECUoXRJl6wCUVjE6+G2CSnSogkhGhnUoWRKayKJl6vC4S2iCALIUSVVOpKW8a4tKnthRCiHVCMUQghAgrNx1gkRwqzURuvvPKP1Nwjlp+EhEwGE61akinc5tWrv+aSMKXh7y+EEFVTicWICOJCk0WPrG5pIHpMxU/SJkvS3tu73mWDs+xzYWyTBPXbt+8Y2Z9FoiiEqJOmutIzZ85wlqCfJ5hYJMKqaeyFEBOFpgrj0aPHnAVInhIsRyGEmIg0VRhxk3GDcbcRR3tHUiIphJhINH1UGpd52bIVLlZoMUlEcrxpRIUQoiqaLow+iOSmTVucOE6fPr2xVgghWktThRGrMLQM5837rHt1xx+QMQ4detH9Xbz4i+6vEEI0g9T3GBGwa6+d3/g0Giw8LD0svth7iT68cuMngw/feWQwJu39SIi916j3GIUQdaKE+0IIEdDSGKMQQkxEJIxCCBEgYRRCiAAJoxBCBEgYhRAiQMIohBABEkYhhAiQMAohRICEUQghAiSMQggRIGEUQogACaMQQgRIGIUQIkDCKIQQARJGIYQIkDAKIcQokuT/AWb+ZR9GBPMNAAAAAElFTkSuQmCC)

**Iterating through the values**

If we want to iterate only through a dictionary's values, or to get a list of its values, we can call its values() method:

>>> mydict = {'a': 'hello', 'b': 'world'}

>>> for v in mydict.values():

... print(v)

world

hello

>>> myvals = mydict.values()

>>> type(myvals)

dict\_values

>>> mylist = list(myvals)

>>> type(mylist)

list

## Iterating through key-value pairs with items()

Oftentimes, we'd like to have access to both the key and the value for every key-value pair in a dictionary. We could use the keys() method and then derive each key's value inside the loop:

>>> mydict = {'a': 'hello', 'b': 'world'}

>>> for key in mydict.keys():

>>> val = mydict[key]

>>> print("Key", key, 'points to', val)

Key a points to hello

Key b points to world

## get()

Similar to trying to access a list by too big of an index value, accessing a non-existent key of a dictionary will raise a KeyError:

>>> mydict = {'z': 999}

>>> x = mydict['a']

KeyError: 'a'

The get(k) method provides a safe way to test for a key, k. If the dictionary has key k, the get(k) method will return the value. If not, then a NoneType object is returned:

>>> mydict = {'z': 999}

>>> mydict.get('z')

999

>>> mydict.get('oooga boooga!!!')

>>> type(mydict.get('heysadf'))

NoneType

This is especially useful when looping through a list of dictionaries, in which not all the dictionaries have all of the same keys:

names = []

names.append({'first': 'Dan', 'last': 'Nguyen', 'suffix': 'III'})

names.append({'first': 'Jane'})

for name in names:

x = name.get('first')

y = name.get('last')

z = name.get('suffix')

print(x, y, z)

The output:

Dan Nguyen III

Jane None None

## Use update() to set several key-value pairs at once

>>> a = {'first': 'Dan', 'last': 'Nguyen'}

>>> b = {'last': 'Smith', 'suffix': 'Jr.'}

>>> a.update(b)

>>> print(a)

{'first': 'Dan', 'last': 'Smith', 'suffix': 'Jr.'}

## Insertion of elements

In a **list**, members are added into memory sequentially:

>>> mylist = []

>>> mylist.append('a')

>>> mylist.append('b')

>>> mylist.append('c')

Python only allows us to (i.e. change) the value at an existing index:

>>> mylist[0] = 'A'

set

>>> mydict = {}

>>> mydict[99999999] = "hello"

### The consequences of being unordered

A **list** is considered ordered because its members are arranged in the same order that they were inserted into the list. Every time we iterate through a list, sequentially, we can assume that its members will always be accessible in the same order that they were inserted.

In contrast, the members of **dictionary** are not stored in any particular order. No matter what order you add key-value pairs into a dictionary, we have no idea what order they'll come out as when we iterate through the dictionary:

>>> mydict = {}

>>> mydict['a'] = 0

>>> mydict['b'] = 1

>>> mydict['c'] = 2

>>> for k in mydict:

... print(k)

b

c

a

Satck:

A **stack** is a linear data structure that stores items in a [**Last-In/First-Out (LIFO)**](https://www.geeksforgeeks.org/lifo-last-in-first-out-approach-in-programming/)

**The functions associated with stack are:**

* **empty()** – Returns whether the stack is empty – Time Complexity: O(1)
* **size()** – Returns the size of the stack – Time Complexity: O(1)
* **top() / peek()**– Returns a reference to the topmost element of the stack – Time Complexity: O(1)
* **push(a)** – Inserts the element ‘a’ at the top of the stack – Time Complexity: O(1)
* **pop()** – Deletes the topmost element of the stack – Time Complexity: O(1)

### Implementation:

* list
* Collections.deque
* queue.LifoQueue

|  |
| --- |
| stack **=** []    # append() function to push  # element in the stack  stack.append('a')  stack.append('b')  stack.append('c')    **print**('Initial stack')  **print**(stack)    # pop() function to pop  # element from stack in  # LIFO order  print('\nElements popped from stack:')  print(stack.pop())  print(stack.pop())  **print**(stack.pop())    print('\nStack after elements are popped:')  print(stack)    # uncommenting print(stack.pop())  # will cause an IndexError  # as the stack is now empty |

**Output**

Initial stack

['a', 'b', 'c']

Elements popped from stack:

c

b

a

Stack after elements are popped:

[]

|  |
| --- |
| **from** collections **import** deque    stack **=** deque()    # append() function to push  # element in the stack  stack.append('a')  stack.append('b')  stack.append('c')    **print**('Initial stack:')  **print**(stack)    # pop() function to pop  # element from stack in  # LIFO order  print('\nElements popped from stack:')  **print**(stack.pop())  print(stack.pop())  print(stack.pop())    **print**('\nStack after elements are popped:')  print(stack)    # uncommenting print(stack.pop())  # will cause an IndexError  # as the stack is now empty |

**Output**

Initial stack:

deque(['a', 'b', 'c'])

Elements popped from stack:

c

b

a

Stack after elements are popped:

deque([])

|  |
| --- |
| **from** queue **import** LifoQueue    # Initializing a stack  stack **=** LifoQueue(maxsize**=**3)    # qsize() show the number of elements  # in the stack  print(stack.qsize())    # put() function to push  # element in the stack  stack.put('a')  stack.put('b')  stack.put('c')    **print**("Full: ", stack.full())  **print**("Size: ", stack.qsize())    # get() function to pop  # element from stack in  # LIFO order  print('\nElements popped from the stack')  print(stack.get())  print(stack.get())  print(stack.get())    print("\nEmpty: ", stack.empty()) |

**Output**

0

Full: True

Size: 3

Elements popped from the stack

c

b

a

Empty: True

Queue:

Like stack, queue is a linear data structure that stores items in First In First Out (FIFO) manner.

Operations associated with queue are: 

* **Enqueue:** Adds an item to the queue. If the queue is full, then it is said to be an Overflow condition – Time Complexity : O(1)
* **Dequeue:** Removes an item from the queue. The items are popped in the same order in which they are pushed. If the queue is empty, then it is said to be an Underflow condition – Time Complexity : O(1)
* **Front:** Get the front item from queue – Time Complexity : O(1)
* **Rear:** Get the last item from queue – Time Complexity : O(1)

## Implementation

* list
* collections.deque
* queue.Queue

List implementation :

|  |
| --- |
| queue **=** []    # Adding elements to the queue  queue.append('a')  queue.append('b')  queue.append('c')    **print**("Initial queue")  **print**(queue)    # Removing elements from the queue  print("\nElements dequeued from queue")  print(queue.pop(0))  **print**(queue.pop(0))  **print**(queue.pop(0))    **print**("\nQueue after removing elements")  print(queue)    # Uncommenting print(queue.pop(0))  # will raise and IndexError  # as the queue is now empty |

**Output:** 

Initial queue

['a', 'b', 'c']

Elements dequeued from queue

a

b

c

Queue after removing elements

[]

#### Implementation using collections.deque

**from** collections **import** deque

# Initializing a queue

q **=** deque()

# Adding elements to a queue

q.append('a')

q.append('b')

q.append('c')

**print**("Initial queue")

print(q)

# Removing elements from a queue

**print**("\nElements dequeued from the queue")

**print**(q.popleft())

print(q.popleft())

print(q.popleft())

**print**("\nQueue after removing elements")

print(q)

Initial queue

deque(['a', 'b', 'c'])

Elements dequeued from the queue

a

b

c

Queue after removing elements

deque([])

#### Implementation using queue.Queue

**from** queue **import** Queue

# Initializing a queue

q **=** Queue(maxsize **=** 3)

# qsize() give the maxsize

# of the Queue

print(q.qsize())

# Adding of element to queue

q.put('a')

q.put('b')

q.put('c')

# Return Boolean for Full

# Queue

**print**("\nFull: ", q.full())

# Removing element from queue

**print**("\nElements dequeued from the queue")

print(q.get())

print(q.get())

**print**(q.get())

# Return Boolean for Empty

# Queue

print("\nEmpty: ", q.empty())

q.put(1)

**print**("\nEmpty: ", q.empty())

print("Full: ", q.full())

**Output:** 

0

Full: True

Elements dequeued from the queue

a

b

c

Empty: True

Empty: False

Full: False

Important Algorithms :

### Bubble Sort

*Sequence: 2, 23, 10, 1*

***First Iteration***

*(****2, 23****, 10, 1) –> (****2, 23****, 10, 1),*

*(2,****23, 10****, 1) –> (2,****10, 23****, 1)*

*(2, 10,****23, 1****) –> (2, 10,****1, 23****)*

***Second Iteration***

*(****2, 10****, 1, 23) –> (****2, 10,****1, 23)*

*(2,****10, 1****, 23) –> (2,****1, 10****, 23)*

***Third Iteration***

*(****2, 1****, 10, 23) –> (****1, 2****, 10, 23)*

# Python3 program for Bubble Sort Algorithm Implementation

**def** bubbleSort(arr):

    n **=** len(arr)

    # For loop to traverse through all

    # element in an array

**for** i **in** range(n):

**for** j **in** range(0, n **-** i **-** 1):

            # Range of the array is from 0 to n-i-1

            # Swap the elements if the element found

            #is greater than the adjacent element

**if** arr[j] > arr[j **+** 1]:

                arr[j], arr[j **+** 1] **=** arr[j **+** 1], arr[j]

# Driver code

# Example to test the above code

arr **=** [ 2, 1, 10, 23 ]

bubbleSort(arr)

print("Sorted array is:")

**for** i **in** range(len(arr)):

    print("%d" **%** arr[i])

**Time : Complexity:**O(n2)  
**Auxiliary Space:**O(1)

### Selection Sort

*Sequence: 7, 2, 1, 6*

*(7, 2****, 1****, 6) –> (****1****, 7, 2, 6), In the first traverse it finds the minimum element(i.e., 1) and it is placed at 1st position.*

*(1, 7,****2****, 6) –> (1,****2****, 7, 6), In the second traverse it finds the 2nd minimum element(i.e., 2) and it is placed at 2nd position.*

*(1, 2****, 7, 6****) –> (1, 2,****6, 7****), In the third traverse it finds the next minimum element(i.e., 6) and it is placed at 3rd position.*

*After the above iterations, the final array is in sorted order, i.e., 1, 2, 6, 7.*

# Selection Sort algorithm in Python

**def** selectionSort(array, size):

**for** s **in** range(size):

        min\_idx **=** s

**for** i **in** range(s **+** 1, size):

            # For sorting in descending order

            # for minimum element in each loop

**if** array[i] < array[min\_idx]:

                min\_idx **=** i

        # Arranging min at the correct position

        (array[s], array[min\_idx]) **=** (array[min\_idx], array[s])

# Driver code

data **=** [ 7, 2, 1, 6 ]

size **=** len(data)

selectionSort(data, size)

print('Sorted Array in Ascending Order is :')

print(data)

Sorted Array in Ascending Order is :

[1, 2, 6, 7]

**Time Complexity:** O(n2)  
**Auxiliary Space:** O(1)

### Insertion Sort

*equence: 7, 2, 1, 6*

*(****7, 2****, 1, 6) –> (****2, 7****, 1, 6), In the first iteration, the first 2 elements are compared, here 2 is less than 7 so insert 2 before 7.*

*(2,****7, 1****, 6) –> (2,****1, 7****, 6), In the second iteration the 2nd and 3rd elements are compared, here 1 is less than 7 so insert 1 before 7.*

*(****2, 1****, 7, 6) –> (****1, 2****, 7, 6), After the second iteration (1, 7) elements are not in ascending order so first these two elements are arranged. So, insert 1 before 2.*

*(1, 2,****7, 6****) –> (1, 2,****6, 7****), During this iteration the last 2 elements are compared and swapped after all the previous elements are swapped.*

# Creating a function for insertion sort algorithm

**def** insertion\_sort(list1):

        # Outer loop to traverse on len(list1)

**for** i **in** range(1, len(list1)):

            a **=** list1[i]

            # Move elements of list1[0 to i-1],

            # which are greater to one position

            # ahead of their current position

            j **=** i **-** 1

**while** j >**=** 0 **and** a < list1[j]:

                list1[j **+** 1] **=** list1[j]

                j **-=** 1

            list1[j **+** 1] **=** a

**return** list1

# Driver code

list1 **=** [ 7, 2, 1, 6 ]

print("The unsorted list is:", list1)

**print**("The sorted new list is:", insertion\_sort(list1))

The unsorted list is: [7, 2, 1, 6]

The sorted new list is: [1, 2, 6, 7]

**Time Complexity:**O(n2)  
**Auxiliary Space:**O(1)

# Merge Sort

Merge Sort is a [Divide and Conquer](https://www.geeksforgeeks.org/divide-and-conquer-set-1-find-closest-pair-of-points/) algorithm. It divides input array in two halves, calls itself for the two halves and then merges the two sorted halves. **The merge() function** is used for merging two halves.

**def** merge(arr, l, m, r):

    n1 **=** m **-** l **+** 1

    n2 **=** r **-** m

    L **=** [0] **\*** (n1)

    R **=** [0] **\*** (n2)

**for** i **in** range(0, n1): L[i] **=** arr[l **+** i]

**for** j **in** range(0, n2): R[j] **=** arr[m **+** 1 **+** j]

i, j, k = 0, 0, l

**while** i < n1 **and** j < n2:

**if** L[i] <**=** R[j]:

            arr[k] **=** L[i]

            i **+=** 1

**else**:

            arr[k] **=** R[j]

            j **+=** 1

        k **+=** 1

**while** i < n1:

        arr[k] **=** L[i]

        i **+=** 1

        k **+=** 1

**while** j < n2:

        arr[k] **=** R[j]

        j **+=** 1

        k **+=** 1

**def** mergeSort(arr, l, r):

**if** l < r:

        m **=** l**+**(r**-**l)**//**2

        mergeSort(arr, l, m)

        mergeSort(arr, m**+**1, r)

        merge(arr, l, m, r)

arr **=** [12, 11, 13, 5, 6, 7]

n **=** len(arr)

print("Given array is")

**for** i **in** range(n):

**print**("%d" **%** arr[i],end**=**" ")

mergeSort(arr, 0, n**-**1)

print("\n\nSorted array is")

**for** i **in** range(n):

    print("%d" **%** arr[i],end**=**" "

**Output**

Given array is

12 11 13 5 6 7

Sorted array is

5 6 7 11 12 13

**Time Complexity:** O(n\*log(n))

**Auxiliary Space:** O(n)

# QuickSort

# Function to find the partition position

**def** partition(array, low, high):

    # choose the rightmost element as pivot

    pivot **=** array[high]

    # pointer for greater element

    i **=** low

    # traverse through all elements

    # compare each element with pivot

**for** j **in** range(low, high):

**if** array[j] <**=** pivot:

            # If element smaller than pivot is found

            # swap it with the greater element pointed by i

            # Swapping element at i with element at j

            (array[i], array[j]) **=** (array[j], array[i])

i=i+1

    # Swap the pivot element with the greater element specified by i

    (array[i **+** 1], array[high]) **=** (array[high], array[i **+** 1])

    # Return the position from where partition is done

**return** i **+** 1

# function to perform quicksort

**def** quickSort(array, low, high):

**if** low < high:

        # Find pivot element such that

        # element smaller than pivot are on the left

        # element greater than pivot are on the right

        pi **=** partition(array, low, high)

        # Recursive call on the left of pivot

        quickSort(array, low, pi **-** 1)

        # Recursive call on the right of pivot

        quickSort(array, pi **+** 1, high)

data **=** [1, 7, 4, 1, 10, 9, **-**2]

**print**("Unsorted Array")

**print**(data)

size **=** len(data)

quickSort(data, 0, size **-** 1)

**print**('Sorted Array in Ascending Order:')

print(data)

**Output**

Unsorted Array

[1, 7, 4, 1, 10, 9, -2]

Sorted Array in Ascending Order:

[-2, 1, 1, 4, 7, 9, 10]

**Time Complexity:**Worst case time complexity is O(N2) and average case time complexity is O(N log N)  
**Auxiliary Space:**O(1)