JAVA NOTES

## Core java syllabus

1. ***Introduction*** ***6-25***

Basics of java First application

1. ***Java class 26-66***

Variables Methods Constructors Instance blocks Static blocks

1. ***Flow control statements & operators 67-78***

If,if-else,else-if,switch For,while,do-while

***4. Oops 79-130***

Class Object Inheritance

Polymorphism Abstraction Encapsulation

1. ***Packages 132-142***

Predefined packages User defined packages Importing packages Project modules Source file declaration

1. ***Modifiers***

Public , private , protected

,abstract,final,static,native,strictfp,volatile,transient,synchronized, (11 modifiers )

1. ***Interface 143-156***

Interface declarations Marker interface Adaptor classes Interface vs inheritance

1. ***String manipulations 157-170***

String StringBuffer StringBuilder StringTokenizer

1. ***Wrapper class171 -176***

Data types vs Wrapper classes

All 8 wrapper classes explanations Auto boxing vsAutounboxing

All possible conversions

toStirng() , parseXXX(),valueOf(), XXXValue().

1. ***java.io package 177-183***

introduction

character Oriented Streams Byte oriented stream

Writing and reading operations on file. Normal streams vs Buffered streams. File class

Serialization Deserialization

1. ***Exception handling 184-210***

Types of Exceptions Exception vs Error

Try-catch blocks usage Finally block usage Throw keyword usage Throws keyword usage

Different types of Exceptions and error

1. ***Multithreading 211 -228***

Thread info

Single Threaded model vs multithreaded model Main Thread vs user Thread

Creation of user defined Thread Life cycle stages of Thread Thread naming

Thread priority

Thread synchronization Inter Thread communication Hook Thread

Daemon Thread

Difference between wait() notify() naifyAll()

1. ***Nested classes /Inner classes 229-241***

Introduction

Advantages of Inner classes Normal Inner classes Method local inner classes Anonymous inner classes Static nested classes

1. ***Annotations 242-248***

Introduction

Advantages of annotations Different annotations working

1. ***Enumeration 249-251***

Introduction

Advantages of enumeration Enum vs enum

Difference between enum vs class

1. ***Generics. 252- 311***

Type safety.

1. ***Collection framework 252-311***

Introduction about Arrays Advantages of collection over arrays Collection vs Collections

Key interfaces of Collections

Characteristics of Collection framework classes Information about cursors

Introduction about Map interface List interface implementation classes Set interface implementation classes

Map interface implementation classes Comparable vs comparator

Sorting mechanisms of Collection objects

1. *N****etworking 312- 316***

Introduction

Socket and ServerSocket URL info

Client-Server programming

1. ***Applet in java*** ***317-340***
2. ***AWT(Abstract Window Tool Kit) 317-340***

Introduction Frame class Different layouts

Components of AWT(TextField,‘adioButton,Checkbox….etc) Event Handling or Event delegation Model

Different types of Listeners

***21. Swings341-346***

Difference between Awt and swings Advantages of swings

Different components of Swings(TextField,‘adioButton,Checkbox….etc)

Event handling in Swings

1. ***INTERNATIONALIZATION (I18N) 347-357***

Design application to support dif country languages Local class

ResourceBundle

Date in different formats Info about properties file

1. ***JVM architecture 358-361***

What is JVM Structure of the JVM Components of JVM

***24. Arrays 362-370***

Introduction Declaration of Arrays

Arrays storing Object data & primitive data.

1. ***Interview Questions 371-388***
2. ***Practice examples 389-390***
3. ***Assertions***
4. ***Regular Expressions.***

***JAVA introduction:-***

ADF

MDM

Salesforse

Author : ***James Gosling***

Vendor : ***Sun Micro System(which has since*** [***merged into Oracle Corporation***](http://en.wikipedia.org/wiki/Sun_acquisition_by_Oracle)***)***

Project name : ***Green Project***

Type : ***open source & free software***

Initial Name : *OAK language*

Present Name : *java*

Extensions : *.java & .class & .jar*

Initial version : *jdk 1.0 (java development kit)*

Present version : ***java 8 2014***

Operating System : *multi Operating System*

Implementation Lang : *c, cpp……*

Symbol : *coffee cup with saucer*

Objective : *To develop web applications*

SUN : ***Stanford Universally Network***

Slogan/Motto : *WORA(write once run anywhere)*

***Importance of core java:-***

According to the SUN 3 billion devices run on the java language only.

1. Java is used to develop Desktop Applications such as MediaPlayer,Antivirus etc.
2. Java is Used to Develop Web Applications such as Saanvijobs.com, irctc.co.in etc.
3. Java is Used to Develop Enterprise Application such as Banking applications.
4. Java is Used to Develop Mobile Applications.
5. Java is Used to Develop Embedded System.
6. Java is Used to Develop SmartCards.
7. Java is Used to Develop Robotics.
8. Java is used to Develop Games ***etc.***

***Technologies Depends on Core java:-***

Hadoop

Magic

Adv java

Selenium

structs

Android

hibernate

**Core java**

Cloud computing

webservices

spring

***Learning process of java:-***
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Hibernate structs Spring
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**Web services,tools(ant,maven,svn…..)**

Parts of the java:-

*As per the* ***sun micro system*** *standard the java language is divided into three parts*

1. *J2SE/JSE(java 2 standard edition)*
2. *J2EE/JEE(java 2 enterprise edition)*
3. *J2ME/JME(java 2 micro edition)*

Java keywords:-(50)

**Data Types**

byte short int long float double char

boolean

(8)

***Flow-Control:-***

if else

switch case default break for while do

continue

***(10)***

***Predefined constants***

***method-level:-***

void return

***(2)***

***Object-level:-***

new this super

instanceof

(4)

***source-file:*** *class extends interface implements package import*

***(6)***

True, false, null (3)

**Exception *handling:-***

try catch finally throw throws

*(****5)***

***1.5 version:-***

enum assert **(2)**

***unused:-*** *goto const*

***(2)***

***Modifiers:-*** public private protected abstract final

static strictfp native transient volatile

synchronized

**(*11)***

***Differences between C & CPP & JAVA:-***

**C-lang** #include<stdio.h> Void main()

{ Printf(“hi Sai”);

}

***Cpp-lang*** *#include<iostream.h> Void main()*

{ Cout<<“hello Sai”;

}

***Java –lang***

Import java.lang.System; Import java.lang.String; Class Test

*{* ***Public static void main (String [] args)***

*{****System.out.println (“hi java”);***

}

*Author:* ***Dennis Ritchie***

Implementation languages:

*COBOL,FORTRAN,*BCPL, B…

In c-lang the predefined support is available in the form of header files.

***Ex:- stdio.h , conio.h***

The header files contain predefined functions.

***Ex:- printf,scanf…..***
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In above first example we are using **printf** predefined function that is present in stdio.h header file hence must include that header file by using #include statement. **Ex:#include<stdio.h>**

*In C lang program execution starts from main method called by* ***Operating system.***

*To print data use* ***printf()***

Author : [***Bjarne Stroustrup***](http://en.wikipedia.org/wiki/Bjarne_Stroustrup)

implementation languages:

c ,ada,ALGOL68…..

cpp language the predefined is maintained in the form of header files.

***Ex:- iostream.h***

The header files contains predefined functions.

***Ex:- cout,cin….***
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In above first example we are using **cout** predefined function that is present in stdio.h header file hence must include that header file by using #include statement. **Ex:#include<stdio.h>**

*In C lang program execution starts from main method called by* ***Operating system.***

To print data use **cout**

*}*

*Author :* ***James Gosling***

implementation languages

C,CPP,ObjectiveC…

In java predefined support is available in the form of packages.

***Ex: java.lang, java.io,java.awt***

*The packages contains predefined classes&interfaces and these class & interfaces contains predefined methods.*

***Ex:- String,System***
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*methods* *toUpperCase() in above exampe we are using two classes(String,System) these classes are present in* ***java.lang*** *package must import it by using import keyword.*

1. ***Import java.lang.\*****; all lasses*
2. ***Import java.lang.System; required***

***Import java.lang.String; classes***

***In above two approachaes 2nd good***

*In java execution starts from main called by JVM*

*To print data use* ***System.out.println()***

***Version Name*** ***Code Name*** ***Release Date***

JDK 1.0 Oak 23 January 1996

JDK 1.1 (none) 19 February 1997

J2SE 1.2 Playground 4 December 1998

J2SE 1.3 Kestrel 8 May 2000

J2SE 1.4 Merlin 13 February 2002

J2SE 5.0 Tiger 29 September 2004

Java SE 6 Mustang 11 December 2006

Java SE 7 Dolphins 28 July 2011

Java SE 8 (Not available) 18 March 2014

***JAVA Features :-(buzz words)***

1. *Simple*
2. *Object Oriented*
3. *Platform Independent*
4. *Architectural Neutral*
5. *Portable*
6. *Robust*
7. *Secure*
8. *Dynamic*
9. *Distributed*
10. *Multithread*
11. *Interpretive*
12. *High Performance*
13. Simple:-

Java is a simple programming language because,

* + Java technology has eliminated all the difficult and confusion oriented concepts like pointers, multiple inheritance in the java language.
  + Java uses c,cpp syntaxes mainly hence who knows C,CPP for that java is simple language.

1. ***Object Oriented:-***

* Java is object oriented technology because it is representing total data of the class in the form of object.
* Object oriented programming (OOPs) is a methodology that simplifies software development and maintenance by providing some rules.

Basic concept of Oops are

* + Object
  + Class
  + Inheritance
  + Polymorphism
  + Encapsulation
  + Abstraction

1. ***Platform Independent :-***

When we compile the application by using one operating system (windows) that Compiled file can execute only on the same operating system(windows) this behavior is called platform dependency.

Example :- C,CPP …etc

When we compile the application by using one operating system (windows) that Compiled file can execute in all operating systems(Windows,Linux,Mac…etc) this behavior is called platform independency.

Example :- java,Ruby,Scala,PHP …etc
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1. ***Architectural Neutral:-***

*Java tech applications compiled in one Architecture/hardware (RAM, Hard Disk) and that Compiled program runs on any architecture (hardware) is called Architectural Neutral.*

1. ***Portable:-***

In Java the applications are compiled and executed in any OS (operating system) and any Architecture (hardware) hence we can say java is a portable language.

1. ***Robust:-***

*Any technology good at two main areas that technology is robust technology.*

1. *Exception Handling*
2. *Memory Allocation*

*Java is providing predefined support to handle the exceptions. Java provides Garbage collector to support memory management.*

1. ***Secure:-***

* To provide implicit security Java provides one component inside JVM called Security Manager.
* To provide explicit security for the Java applications we are having very good predefined library in the form of ***java.security*** package.

1. ***Dynamic:-***

*Java is dynamic technology it follows dynamic memory allocation (at runtime the memory is allocated).*

1. ***Distributed:-***

*By using java it is possible to develop distributed applications & to develop distributed*

*applications java uses ‘MI,EJB…etc*

1. ***Multithreaded: -***

* *Thread is a light weight process and a small task in large program.*
* *In java it is possible to create user thread & it possible to execute simultaneously is called multithreading.*
* *The main advantage of multi threading is it shares the same memory & threads are important at multimedia, gaming, web application.*

1. ***Interpretive:-***

JAVA is both interpretive and completive by using Interpreter we are converting source code into byte code and it a interpreter is a part of JVM.

1. ***High Performance:-***

*If any technology having features like Robust, Security, Platform Independent, Dynamic and so on then that technology is high performance.*

***Types of java applications:-***

1. ***Standalone applications:***
   * *It is also known as window based applications or desktop applications.*
   * *This type of applications must install in every machine like media player, antivirus …etc*
   * *By using AWT & Swings we are developing these type of applications.*
   * *This type of application does not required client-server architecture.*
2. ***Web applications:***
3. *The applications which are executed at server side those applications are called web applications like Gmail, face book ,yahoo…etc .*
4. *All applications present in internet those are called web-applications.*
5. *The web applications required client-server architecture.*
   1. *Client* *: who sends the request.*
   2. *Server : it contains application & it process the app & it will generate response.*
   3. *Database : used to store the data.*
6. *To develop the web applications we are using servlets,structs,spring…etc*
7. ***Enterprise applications:-***

* *It is a business application & most of the people use the term it I big business application.*
* *Enterprise applications are used to satisfy the needs of an organization rather than*

individual users. Such organizations are business, schools, government …etc

* *An application designed for corporate use is called enterprise application.*
* *An application in distributed in nature such as banking applications.*
* *All j2ee & EJB is used to create enterprise application.*

1. ***Mobile applications:-***
   * *The applications which are design for mobile platform are called mobile applications.*
   * *We are developing mobile applications by sing android,IOS,j2me…etc*
   * *There are three types of mobile applications*
     + *Web-application (gmai l ,online shopping,oracle …etc)*
     + *Native (run on device without internet or browser)ex:phonecall,calculator,alaram,games These are install from application store& to run these apps internet not required.*
     + *Hybrid (required internet data to launch) ex:whats up,facebook,LinkedIn…etc*

These are installed form app store but to run this application internet data required.

***Install the software and set the path :-***

1. *Download the software.*
2. *Install the java software in your machine.*
3. *Set the environmental variable.*

Download the software:-

* + Download the software from internet based on your operating system & processor because the software is different from operating system to operating system & processor to processor.

*Open the Google site type the jdk8 download as shown below.*
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For 32-bit operating system please click on Windows x86

For 64-bit operating system please click on Windowsx64

Install the java software in your machine:-

* + I*nstall the java software just like media players in your machine.*
  + *After installing the software the installation java folder is available in the fallowing location by default.(but it possible to change the location at the time of installation).* ***Local Disk c: --->program Files--->java --->jdk(java development kit),jre(java runtime nvironment)***
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After installing To check whether the java is installed in your system or not open the command prompt type javac command.

*Process to open command prompt:* ***Start --->run---->open:cmd*** ***>ok***

C:\Users\SAI>javac

Whenever we are getting above information then decide in our system java is installed but the java is not working.

Why java is not working Reason:- C:\Users\SAI>javac

*Whenever we are typing javac command on the command prompt operating system will pickup javac command search for that command,*

* 1. *in the internal operating system calls but javac is not available in the internal system calls list.*
  2. *If it not available in internal system calls list then immediately it won’t raise any error, it will*

search in environmental variables

In above two cases if the javac command is not available then operating system will raise error message “javac is not recognized as an internal or external command”

*To overcome above problem to make eligible* ***javac*** *command operating system set environmental variables.*

*The location of javac command is : C:\Program Files\Java\jdk1.7.0\bin*

R***ight click on mycomputer --->properties----->Advanced system setting--->Environment Variables -- User variables--->new---->*** ***variable name : path***

***Variable value : C:\programfiles\java\jdk1.6.0\_11\bin;***

***----->ok >ok***
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Now the java is working in your system to check open the **new** command prompt & type javac command then we will get list of commands then decide in your system java is working.

In your system or your friend system to check java is installed or not open the command prompt & type javac command

* + 1. *If error message displayed java is not working.****('javac' is not recognized as an internal or external command)***
    2. *If list of commands are displayed then decide java is working properly.*

Steps to Design a First Application:-

*Step-1:-* ***Select an Editor.***

*Step-2:-* ***Write the application.***

*Step-3:-* ***save the application.***

*Step-4:-* ***Compilation Process.***

*Step-5:-* ***Execution process.***

***Step1:- Select an Editor***

Editor is a tool or software it will provide very good environment to develop java application.

Ex :- Notepad, Notepad++,edit Plus…..etc

***IDE:- ( Integrated development Environment )***

IDE is providing very good environment to develop the application. Ex:- Eclipse,MyEclipse,Netbeans,JDeveloper….etc

IDE is a real-time standard but don’t use IDE to develop core java applications because 75% work is done by IDE & remaining 25 % work is down by developer.

***75% work of IDE is:-***

* Automatic compilation.
* Automatic package import.
* It shows all the predefined methods of classes.
* Automatically generate try catch blocks and throws (Exception handling)
* It is showing the information about how to fix the bug etc

***Note :- Do the practical’s of core java only by using Edit Plus software.***

Step 2:- Write a program.

* Write the java program based on the java API (Application Programming Interface) rule and regulations .

***Open editplus --->file ---->new ----->click on java (it display sample java application)***

* Java is a case Sensitive Language so while writing the program you must take care about the case (Alphabet symbols).

***Example application:-*** *import java.lang.System; import java.lang.String;*

*class Test* ***//class declaration***

*{* ***//class starts***

*public static void main(String[] args)* ***//program execution starting point***

*{* ***//main starts***

*System.out.println("hi Sai");* ***//printing statement***

*}* ***//main ends***

*};* ***//class ends***

class A

{

};

class B

{

};

In above example **String & System c**lasses are present predefined java.lang package hence must import that package by using import statement.

To import the classes into our application we are having two approaches,

1. Import all class of particular package.
   1. *Import java.lang.\*;* *//it is importing all classes of java.lang package.*
2. Import required classes
   1. *Import java.lang.System;*
   2. *Import java.lang.String;*

In above two approaches second approach is best approach because we are importing application required classes.

***Note: The source file is allows declaring multiple java classes.***

***Step3:- save the application.***

* *After writing the application must save the application by using* ***(.java)*** *extension.*
* *While saving the application must fallow two rules*
  + *If the source file contains public class then public class name & Source filename must be same* ***(publicClassName.java)****. Otherwise compiler generate error message.*
  + *if the source file does not contain public class then save the source file with any name*

***(anyName.java)*** *like A.java , Sai.java, Anu.java …….etc .*

***Note: - The source file allowed only one public class, if we are trying to declare multiple public classes then compiler generate error message.***

***example 1:- invalid***

***//Sai.java***

public class Test

*{* *};*

class A

{ };

***Application location:-***

***example 2:- valid***

***//Test.java***

public class Test

{ };

class A

*{* *};*

***example 3:- invalid***

//Test.java public class Test

{ };

public class A

{ };

*D:* ***(any disk)***

*|-->rattan* ***(any folder)***

*|-->Saanvi.java* ***(your file name)***

***Step-4:- Compilation process.***

Compile the java application by using **javac** command.

***Syntax:-*** *Javac filename Javac Test.java*

***Process of moving application saving location:-***

***C:\Users\hp>*** *initial cursor location*

***C:\Users\hp>d:*** *move to local disk D*

***D:\>cd Sai*** *changing directory to Sai*

***D:\Sai>javac Saanvi.java*** *compilation process*

Whenever we are performing compilation the compiler will check the syntax errors.

* *If the application contains syntax errors then compiler will generate error message in the form of compilation error.*
* *If the application does not contains syntax errors then compiler will generate .class files.(conversion of* ***.java*** *to* ***.class****)*

***Note: - in java .class files generated by compiler at compilation time and .class file generation based on number of classes present in source file.***

If the source file contains 100 classes after compilation compiler generates 100 .class files
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***Process of compiling multiple files:-***

D:

|-->Sai

|-->Saanvi.java

|-->A.java

|-->B.java

|-->C.java

***javac A.java*** *one file is compiled(A.java)*

***javac B.java C.java*** *two files are compiled*

***javac \*.java*** *all files are compiled*

Step-5:- Execution process.

Run /execute the java application by using **java** command.

***Syntax:-*** *Java class-name Java Test*

Whenever you are executing particular class file then JVM perform fallowing actions.

* *JVM wills loads corresponding .class file byte code into memory.*
* *After loading .class file JVM calls main method to start the execution process.*

In above two cases if the class file or main method is not available then at runtime JVM will generate error message.

*If the main method is not available:* ***“Main method not found in class A, please define the main method”.***

*If the .class is not available :* ***“Could not find main class****”.*

Executing all generated **.class** files based on example given in second step:-

|  |  |  |
| --- | --- | --- |
| ***Test class*** | ***--->*** | *class is loaded & main is present* |
| ***A class*** | ***--->*** | *class is loaded but main is not present* |
| ***B class*** | ***--->*** | *class is loaded but main is not present* |
| ***XXX class*** | *--->* | *XXX class is not present* |

***D:\Sai>java Test***

Hi Sai

***D:\Sai>java A***

Error: Main method not found in class A, please define the main method as: public static void main(String[] args)

***D:\Sai>java B***

Error: Main method not found in class B, please define the main method as: public static void main(String[] args)

***D:\Sai>java XXX***

Error: Could not find or load main class XXX

*Note 1: - compiler is translator it is translating* ***.java*** *file to* ***.class*** *where as JVM is also a translator it is translating* ***.class*** *file to* ***machine code.***

Note 2:-Compiler understandable file format is **.java** file but JVM understandable file format is **.class** file.

Note 3:- it is possible to compile multiple files at a time but it is possible to execute only one .class file at a time.

Note 4:- The .java file contains high level language (English) but .class file contains byte code instructions.

Note 5:- The source is allowed to declaring multiple non-public classes but only one public class.

***Overview of first application***
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***Environment of the java programming development:-***
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***First program development :-***
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***Note: - java is a platform independent language but JVM is platform dependent.***

***Example-1:-***

* *Java contains 14 predefined packages but the default package in java is* ***java.lang*** *package it means if we are importing or not by default this package is imported.*
* *In below example importing classes are optional. class Test*

{ public static void main(String[] args)

{ System.out.println("hi Sai");

}

}

***Example-2:-***

The class contains main method is called **Main class** and java allows to declare multiple main class in a single source file.

class Test1

{ public static void main(String[] args)

{ System.out.println("Test1 World!");

}

}

class Test2

{ public static void main(String[] args)

{ System.out.println("Test2 World!");

}

}

class Test3

{ public static void main(String[] args)

{ System.out.println("Test3 World!");

}

}

***D:\morn11>java Test1 Test1 World!***

***D:\morn11>java Test2 Test2 World!***

***D:\morn11>java Test3 Test3 World!***

***Class Elements:-***

* + *Java is a class based language it means everything we are representing based on class.*
  + *The java class contains 5-elements if we know these five elements flow of execution perfectly then java is very simple language otherwise java is very difficult.*

Class Test

{

1. *variables* ***int a = 10;***
2. *methods* ***void add() {business logic }***
3. *constructors* ***Test() {business logic }***
4. *instance blocks* ***{business logic }***
5. *static blocks* ***static {business logic }***

}

***Java coding conventions:-***

***Classes:-***

* + *Class name start with upper case letter and every inner word starts with upper case letter.*
  + *This convention is also known as* ***camel case*** *convention.*
  + *The class name should be nouns.*

Ex:- **S**tring **S**tring**B**uffer **I**nput**S**tream**R**eader ……etc

**Interfaces :-**

* *Interface name starts with upper case and every inner word starts with upper case letter.*
* *This convention is also known as* ***camel case*** *convention.*
* *The class name should be nouns.*

*Ex:* ***S****erializable* ***C****loneable* ***R****andom****A****ccess* ***Methods :-***

* + *Method name starts with lower case letter and every inner word starts with upper case letter.*
  + *This convention is also known as mixed case convention*
  + *Method name should be verbs.*

Ex:- post() char**A**t() to**U**pper**C**ase() compare**T**o**I**gnore**C**ase()

Variables:-

* Variable name starts with lower case letter and every inner word starts with upper case letter.
* This convention is also known as mixed case convention. Ex :- out in page**C**ontext

Package :-

* + *Package name is always must written in lower case letters. Ex :- java.lang java.util java.io …etc*

Constants:-

* *While declaring constants all the words are uppercase letters . Ex: MAX\_PRIORITY* *MIN\_PRIORITY* *NORM\_PRIORITY*

NOTE:- The coding standards are mandatory for predefined library & optional for user defined library but as a java developer it is recommended to fallow the coding standards for user defined library also.

Java Tokens:-

* + *Smallest individual part of a java program is called Token.*
  + *It is possible to provide any number of spaces in between two tokens.*

***Example:-***

Class Test

{

*Public* *static* *void* *main (* *String[]* *args* *)*

*{* *int* *a* *=* *10* *;*

System . out . println (

“java tokens”);

}

}

***Tokens are****---------**class , test , { , ” , [ etc*

***Java Comments:-***

* *Comments are used to write the detailed description about application logics to understand the logics easily*.
* *Comments are very important in real time because today we are developing the application but that application maintained by some other person so to understand the logics by everyone writes the comments.*
* *Comments are non executable code these are ignored at compile time.*

There are 3 types of comments.

1. ***Single line Comments:-***

By using single line comments it is possible to write the description about our programming logics within a single line & these comments are Starts with // (double slash) symbol.

Syntax:- //description

1. ***Multi line Comments:-***

This comment is used to provide description about our program in more than one line & these commands are start with /\* & ends with \*/

Syntax: - /\* satement-1

----statement-2

\*/

1. ***Documentation Comments:-***

By using documentation comments it possible to prepare API(Application programming interface) documents.(e will discuss later chapte)

Syntax: - /\*

\*statement-1

\*statement-2

\*/

***Example:-***

/\*project name:-green project team size:- 6

team lead:- Sai

\*/

class Test //class declaration

{ //class starts

public static void main(String[] args) // execution starting point

{ //main starts

System.out.println("Sai"); //printing statement

}//main ends

};//class ends

***Separators in java:-***

|  |  |  |
| --- | --- | --- |
| ***Symbol*** | ***name*** | ***usage*** |
| ***( )*** | *parentheses* | *used to contains list of parameters & contains expression.* |
| ***{ }*** | *braces* | *block of code for class, method, constructors & local scopes.* |
| ***[ ]*** | *brackets* | *used for array declaration.* |
| ***;*** | *semicolon* | *terminates statements.* |
| ***,*** | *comma* | *separate the variables declaration & chain statements in for.* |
| *.* | *period* | *used to separate package names from sub packages. And also used for separate a variable,method from a reference type.* |

***Print() vs Println ():-***

**Print():-** used to print the statement in console and the control is present in the same line.

Example:- System.out.print(“Saanviinfotech”);

System.out.print(“core java”);

***Output:-SaanviInfotechcorejava***

**Println():-** used to print the statements in console but the control is there in next line.

Example:- System.out.println(“Saanviinfotech”);

System.out.println(“core java”);

***Output: -*** ***Saanviinfotech Core java***

Downloading Api document:-
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***Java identifiers:-***

Every name in java is called identifier such as,

* + *Class-name*
  + *Method-name*
  + *Variable-name*

***Rules to declare identifier:***

1. *An identifier contains group of Uppercase & lower case characters, numbers ,underscore & dollar sign characters but not start with number.*

|  |  |  |
| --- | --- | --- |
| int abc=10; ---> valid | int \_abc=30; ---> valid | int $abc=40; ---> valid |
| int a-bc=50; --->not valid | int 2abc=20; ---> Invalid | int not/ok=100 --->invalid |

1. *Java identifiers are case sensitive of course java is case sensitive programming language. The below three declarations are different & valid.*

class Test

{ int NUMBER=10;

int number=10; int Number=10;

};

1. *The identifier should not duplicated & below example is invalid because it contains duplicate variable name.*

class Test

{ int a=10; int a=20;

};

1. *In the java applications it is possible to declare all the predefined class names & interfaces names as a identifier but it is not recommended to use.*

class Test

{ public static void main(String[] args)

{ int String=10;

float Exception=10.2f; System.out.println(String); System.out.println(Exception);

}

};

1. *It is not possible to use keywords as a identifiers. class Test*

{ int if=10; int try=20;

};

1. *There is no length limit for identifiers but is never recommended to take lengthy names because it reduces readability of the code.*

***Java primitive Data Types:-***

1. Data types are used to represent type of the variable & expressions.
2. Representing how much memory is allocated for variable.
3. Specifies range value of the variable.

There are 8 primitive data types in java

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| ***Data Type*** | ***size(in bytes)*** | | ***Range*** | | ***default values*** |
| ***byte*** | ***1*** | | ***-128 to 127*** | | ***0*** |
| ***short*** | ***2*** | | ***-32768 to 32767*** | | ***0*** |
| ***int*** | ***4*** | | ***-2147483648 to 2147483647*** | | ***0*** |
| ***long*** | ***8*** **–9,223,372,03** | | **6,854,775,808 to 9 ,223,372,036,854,775,807** ***0*** | | |
| ***float*** | ***4*** | | ***-3.4e38 to 3.4e*** | | ***0.0*** |
| ***double*** | ***8*** | | ***-1.7e308 to 1.7e308*** | | ***0.0*** |
| ***char*** | ***2*** | | ***0 to 6553*** | | ***single space*** |
| ***Boolean*** | ***no-size*** | | ***no-range*** | | ***false*** |
| ***Byte :-*** |  | |  | |  |
| *Size* | *:* | *1-byte* | |  | |
| *MAX\_VALUE* | *:* | *127* | |  | |
| *MIN\_VALUE* | *:* | *-128* | |  | |
| *Range*  *Formula* | *:*  *:* | *-128 to 127*  *-2n to 2n-1* | | *-28 to 28-1* | |
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Note :-

*26* *25* *24* *23* *22* *21* *20* *64+32+16+8+4+2=128*

* *To represent numeric values (10,20,30…etc) use* ***byte,short,int,long.***
* *To represent decimal values(floating point values 10.5,30.6…etc) use* ***float,double.***
* *To represent character use* ***char*** *and take the character within single quotes.*
* *To represent true ,false use* ***Boolean.***

Except Boolean and char remaining all data types consider as a signed data types because we can represent both +ve & -ve values.

***Float vs double:-***

Float will give 5 to 6 decimal places of accuracy but double gives 14 to 15 places of accuracy. Float will fallow single precision but double will fallow double precision.

|  |  |  |
| --- | --- | --- |
| ***Syntax:-*** | ***data-type*** | ***name-of-variable = value/literal;*** |
| *Ex:-* | *int a=10;* |  |
|  | Int  | Data Type |
|  | a   = ------ | variable name  assignment |
|  | 10 ------ | constant value |
|  | ; ------ | statement terminator |

printing variables :-

*int a=10;*

*System.out.println(a);* ***//valid*** *System.out.println("a");* ***//invalid*** *System.out.println('a');* ***//invalid***

User provided values are printed

int a = 10; System.out.println(a);//10 boolean b=true; System.out.println(b);//true char ch='a'; System.out.println(ch);//a double d=10.5; System.out.println(d);//10.5

Default values(JVM assigned values)

int a; System.out.println(a);//0 boolean b; System.out.println(b);//false char ch;

System.out.println(ch);//single space double d;

System.out.println(d);//0.0

Example :-//Test.java

*class Test*

*{* *public static void main(String[] args)*

*{* *float f=10.5; System.out.println(f); double d=20.5; System.out.println(d);*

*}*

*}*

D:\Sai>javac Test.java

***Test.java:3: error: possible loss of precision float f=10.5;***

required: float found: double

*in above example decimal value(10.5) by default double value hence compiler generating error message so to represent float value use* ***f*** *constant or perform type casting.*

*float f =10.5f;* *//using f constant (valid) float f =(float)10.5;* *//using type casting (valid)*

variable declarations:

|  |  |  |
| --- | --- | --- |
| *int a=10;* | *---->* | *integer variable* |
| *double d=10.5;* | *---->* | *double variable* |
| *char ch='a';* | *---->* | *char variable* |
| *boolean b=true;* | *---->* | *boolean variable* |
| *float f=10.5f;* | *---->* | *float variable* |
| *String str=”Sai”;* | *---->* | *String variable* |

***Note: String is not a data type & it is a class present in java.lang package to represent group of characters or character array enclosed with in double quotes.***

Java Variables:-

* + *Variables are used to store the constant values by using these values we are achieving project requirements.*
  + *Variables are also known as* ***fields*** *of a class or* ***properties*** *of a class.*
  + *All variables must have a type. You can use primitive types such as int, float, boolean,*

etc. Or you can use reference types, such as strings, arrays, or objects.

* + *Variable declaration is composed of three components in order,*
    - *Zero or more modifiers.*
    - *The variable type.*
    - *The variable name.*

*Example : public final int x=100;*

***public int a=10;***

|  |  |  |
| --- | --- | --- |
| ***public*** | *---->* | *modifier (specify permission)* |
| ***int*** | *---->* | *data type (represent type of the variable)* |
| ***a*** | *---->* | *variable name* |
| *10* | *---->* | *constant value or literal;* |
| *;* | *---->* | *statement terminator* |

There are three types of variables in java

1. ***Local variables.***
2. ***Instance variables.***
3. ***Static variables. Local variables:-***

* *The variables which are declare inside a* ***method or constructor or blocks*** *those variables are called local variables.*

class Test

*{* *public static void main(String[] args)* ***//execution starts from main method***

*{* *int a=10;* ***//local variables***

int b=20; System.out.println(a); System.out.println(b);

}

}

* *It is possible to access local variables only inside the method or constructor or blocks only, it is not possible to access outside of method or constructor or blocks.*

void add()

*{* *int a=10;* ***//local variable***

*System.out.println(a);* ***//possible***

}

void mul()

*{* *System.out.println(a);* ***//not-possible***

}

* *For the local variables memory allocated when method starts and memory released when method completed.*

***Instance variables (non-static variables):-***

* *The variables which are declare inside a class but outside of methods those variables are called instance variables.*
* *The scope (permission) of instance variable is inside the class having global visibility.*
* *For the instance variables memory allocated during object creation & memory released when object is destroyed.*
* *Instance variables are stored in heap memory.*

***Areas of java language:-***

There are two types areas in java.

* 1. *Instance Area.*
  2. *Static Area.*

***Instance Area:-***

void m1() **//instance method**

{ ***Logics here //instance area***

}

Instance variable accessing:-

(Instance variables & methods)

***Directly can access*** ***(Access by using***

***Object)***

***Instance Area*** ***Static Area Example:-***

class Test

*{* ***//instance variables***

int a=10; int b=20;

***//static method***

public static void main(String[] args)

*{* ***//Static Area***

Test t=new Test(); System.out.println(t.a); System.out.println(t.b);

*t.m1();* ***//instance method calling***

***Static Area:-***

Static void m1() ***//static method***

{ ***Logics here //static area***

}

}

*//* ***instance method***

*void m1()* ***//user defined method must called by user inside main method***

*{* ***//instance area*** *System.out.println(a); System.out.println(b);*

*}****//main ends***

*};****//class ends***

Static variables (class variables):-

* *The variables which are declared inside the class but outside of the methods with static modifier those variables are called static variables.*
* *Scope of the static variables with in the class global visibility.*
* *Static variables memory allocated during .class file loading and memory released at .class file unloading time.*
* *Static variables are stored in non-heap memory.*

Static variables & methods accessing:-

(Static variables& static methods)

### Access by using class name

***Static area*** ***instance area***

class Test

*{* ***//static variables*** *static int a=1000; static int b=2000;*

*public static void main(String[] args)* ***//static method***

{ System.out.println(Test.a); System.out.println(Test.b); Test t = new Test();

*t.m1();* ***//instance method calling***

}

***//instance method***

*void m1()* ***//user defined method called by user inside main method***

{ System.out.println(Test.a); System.out.println(Test.b);

}

};

***Static variables calling: -*** We are able to access the static members inside the static area in three ways.

* + *Direct accessing.*
  + *By using class name.*
  + *By using reference variable.*

In above three approaches second approach is best approach . class Test

*{* *static int x=100;* ***//static variable***

public static void main(String[] args)

*{* *System.out.println(a);* ***//1-way(directly possible)*** *System.out.println(Test.a);* ***//2-way(By using class name)*** *Test t=new Test();*

*System.out.println(t.a);* ***//3-way(By using reference variable)***

}

};

***Example: - When we create object inside method that object is destroyed when method completed, if any other method required object then create the object inside that method.***

class Test

*{* ***//instance variable***

int a=10; int b=20;

static void m1()

{ Test t = new Test(); System.out.println(t.a); System.out.println(t.b);

}

static void m2()

{ Test t = new Test(); System.out.println(t.a); System.out.println(t.b);

}

public static void main(String[] args)

*{* *Test.m1();* ***//static method calling***

*Test.m2();* ***//static method calling***

}

};

***Example:-***

class Test

*{* *int a=10;* *int b=20;* ***// instance variables***

*static int c=30; static int d=40;* ***//static variables***

*void m1()* ***//instance method***

{ System.out.println(a); System.out.println(b); System.out.println(Test.c); System.out.println(Test.d);

}

*static void m2()* ***//static method***

{ Test t = new Test(); System.out.println(t.a); System.out.println(t.b); System.out.println(Test.c); System.out.println(Test.d);

}

public static void main(String[] args)

{ Test t = new Test();

*t.m1();* ***//instance method calling***

*Test.m2();* ***//static method calling***

}

};

***Variables VS default values:-***

***Case 1:- for the instance variables JVM will assign default values.***

class Test

{ int a;

boolean b;

public static void main(String[] args)

*{* ***//access the instance variables by using object***

Test t=new Test(); System.out.println(t.a); System.out.println(t.b);

}

};

***Case 2:- for the static variables JVM will assign default values.***

class Test

{ static int a; static float b;

public static void main(String[] args)

*{* ***//access the static variable by using class Names*** *System.out.println(Test.a); System.out.println(Test.b);*

}

};

***Case 3:-***

* *For the instance and static variables JVM will assign default values but for the local variables the*

JVM won’t provide default values.

* *In java before using local variables must initialize some values to the variables otherwise compiler will raise compilation error “variable a might not have been initialized”***.**

class Test

{ public static void main(String[] args)

*{* ***//local variables (access directly)***

int a; int b;

System.out.println(a); System.out.println(b);

}

};

***D:\>javac Test.java***

***Test.java:6: variable a might not have been initialized System.out.println(a);***

***Class Vs Object:-***

* ***Class is a logical entity it contains logics where as object is physical entity it is representing memory.***
* *Class is blue print it decides object creation without class we are unable to create object.*
* ***Based on single class (blue print) it is possible to create multiple objects but every object occupies memory.***
* *Civil engineer based on blue print of house it is possible to create multiple houses in different places but every house required some area.*
* ***We are declaring the class by using class keyword but we are creating object by using new keyword.***
* *We are able to create object in different ways like*
  + *By using new operator*
  + *By using clone() method*
  + *By using new Instance()*
  + *By using factory method.*
  + *By using deserialization….etc*

But we are able to declare the class by using class keyword.

* ***We will discuss object creation in detailed in constructor concept.***

***Instance vs. Static variables:-***

* *For the instance variables the JVM will create separate memory for each and every object it means separate instance variable value for each and every object.*
* *For the static variables irrespective of object creation per class single memory is allocated, here all objects of that class using single copy.*

***Example :-***

class Test

*{* *int a=10;* ***//instance variable*** *static int b=20;* ***//static variable*** *public static void main(String[] args)*

{ Test t = new Test(); System.out.println(t.a); **//10** System.out.println(t.b); **//20** t.a=111; t.b=222;

*System.out.println(t.a);* ***//111*** *System.out.println(t.b);* ***//222*** *Test t1 = new Test();* ***//10 222***

System.out.println(t1.a); **//10**

System.out.println(t1.b); **//222**

t1.b=444;

*Test t2 = new Test();* ***//10 444***

System.out.println(t2.b); **//444**

}

}
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***Different ways to initialize the variables :-***

class Test

{ int s=10; int a,b,c;

int x=10,y,z; int i=10,j=20,k;

int p=10,q=20,r=30;

public static void main(String[] args)

{ Test t = new Test(); System.out.println(t.s); System.out.println(t.a+" "+t.b+" "+t.c);

System.out.println(t.x+" "+t.y+" "+t.z);

System.out.println(t.i+" "+t.j+" "+t.k);

System.out.println(t.p+" "+t.q+" "+t.r);

}

}

***Summary of variables:-***

***Characteristic*** ***Local variable*** ***instance variable*** ***static variables where declared*** *inside method or* *inside the class outside* *inside the class outside*

Constructor or block. Of methods of methods .

**Usage** within the method inside the class. inside the class all

|  |  |  |
| --- | --- | --- |
| ***When memory allocated*** *when method starts* | *when object created* | *when .class file loading* |
| ***When memory destroyed*** *when method ends.* | *When object destroyed* | *when .class unloading.* |
| ***Initial value*s** none, must initialize the value | default values are | *default values are* |
| *before first use.* | *Assigned by JVM.* | *Assigned by JVM.* |

***Relation with Object*** *no way related to object.* *for every object one copy* *for all objects one*

*Of instance variable created* *copy is created. It means memory.* *Single memory.*

***Accessing*** *directly possible.* *By using object name.* *by using class name.*

***Test t = new Test();*** ***System.out.println(Test.a); System.out.println(t.a);***

***Memory*** *stored in stack memory.* *Stored in heap memory* *non-heap memory.*

Java Methods (behaviors):-

* *Inside the classes directly writing the business logics are not allowed hence inside the class declare the method inside that method writes the logics of the application.*
* *Methods are used to write the business logics of the project.*
* *Coding convention: - method name starts with lower case letter and every inner word starts with uppercase letter(****mixed case****).*

Example:- post() , char**A**t() , to**U**pper**C**ase() , compare**T**o**I**gnore**C**ase()……etc There are two types of methods in java,

1. *Instance method*
2. *Static method*

* *Inside the class it is possible to declare any number of instance & static methods based on the developer requirement.*
* *It will improve the reusability of the code and we can optimize the code.*

Note: - Whether it is an instance method or static method the methods are used to provide business logics of the project.

***Instance method :-***

*void* *m1()* ***//instance*** ***method***

*{* *//body* *//****instance area***

*}*

*Note: -* *for the instance members memory is allocated during object creation hence access the instance members by using object-name (reference-variable).*

***Method calling Syntax:-***

*Void m1() { } //instance method* ***Objectname.instancemethod(*** ***);*** ***//calling*** ***instance*** ***method*** *Test t = new Test();*

t.m1( );

### static method:-

*static void m1()* ***//static*** ***method***

*{* *//body* ***//static area***

}

*Note: - for the static member’s memory allocated during* ***.class*** *file loading hence access the static members by using class-name.*

***Method calling syntax:-***

Static void m2() { } //static method

***Classname.staticmethod( ); //*** ***call static method by using class name Test.m2( );***

***Every method contains two parts.***

1. *Method declaration*
2. *Method implementation (logic)*

*Example:- void m1()* *------>* ***method declaration***

*{* *Body (Business logic); ----->* ***method implementation***

}

***Method Syntax:-***

### [modifiers-list] return-Type Method-name (parameters list) throws Exception

***Modifiers-list*** *------* *represent access permissions*. ***[optional] Return-type*** *------* *functionality return value* ***[mandatory]***

***Method name*** *------* *functionality name* ***[mandatory]***

***Parameter-list*** *------* *input to functionality* ***[optional]***

***Throws Exception*** *------* *representing exception handling* ***[optional]***

*Example:-* ***Public void m1(){*** *logics…****}***

***Private int m2(int a,int b) {*** *logics…****}***

***Method Signature:-***

*Method-name & parameters list is called method signature.*

**Syntax:-** ***Method-name(parameter-list)***

***Example:-*** ***m1(int a) m1(int a,int b)***

***Example-1 :- instance & static methods without arguments.***

* *Instance methods are bounded with objects hence call the instance methods by using object name(reference variable).*
* *Static methods are bounded with class hence access the static methods by using class-name. class Test*

{ void m1()

{ System.out.println("m1 instance method");

}

static void m2()

{ System.out.println("m2 static method");

}

public static void main(String[] args)

{ Test t = new Test();

*t.m1();* ***//calling of instance method by using object-name***

*Test.m2();* ***//calling of static method by using class-name***

}

}

***Example-2:-instance & static methods with parameters.***

* *If the method is expecting parameters (inputs to functionality) then while calling that method must pass the values to that parameters then only that method will be executed.*
* *While passing parameters, number of arguments & order of arguments important.*

|  |  |  |
| --- | --- | --- |
| *void m1(int a)* | *-->t.m1(10);* | *-->valid* |
| *void m2(int a,int b)* | *-->t.m2(10,'a');* | *-->invalid* |
| *void m3(int a,char ch,float f)* | *-->t.m3(10,'a',10.6);* | *-->invalid* |
| *void m4(int a,char ch,float f)* | *-->t.m4(10,’a’,10.6f);* | *-->valid* |
| *void m5(int a,char ch,float f)* | *-->t.m3(10,'c');* | *-->invalid* |

class Test

*{* *void m1(int a,char ch)* ***//local variables***

{ System.out.println("m1 instance method"); System.out.println(a); System.out.println(ch);

}

static void m2(boolean b,double d)

{ System.out.println("m2 static method"); System.out.println(b); System.out.println(d);

}

public static void main(String[] args)

{ Test t = new Test();

*t.m1(10,'a');* ***//calling of instance method by passing inputs***

*Test.m2(true,10.5);* ***//calling of static method by passing inputs***

}

}

***Example-3 :-***

***For java methods it is possible to provide Objects as a parameters(in real time project level).***

class X{} class Emp{} class Y{} class Test

{ void m1(X x ,Emp e)

{ System.out.println("m1 method");

}

static void m2(int a,Y y)

{ System.out.println("m2 method");

}

public static void main(String[] args)

|  |  |  |
| --- | --- | --- |
| *{* | *Test t = new Test();* |  |
|  | *X x = new X();* |
|  | *Emp e = new Emp();* |
|  | *t.m1(x,e);* | ***//calling of instance method by passing objects as an input*** |
|  | *Y y = new Y();* |  |
|  | *Test.m2(10,y);* | ***//calling of static method by passing objects as an input*** |
| *}* |  |  |

}

***Main method project code at realtime project level***

public static void main(String[] args)

{ new Test().m1(new X(),new Emp()); Test.m2(10,new Y());

}

***Example-4:-***

*For java methods return type is mandatory otherwise the compilation will generate error message* ***“invalid method declaration; return type required “.***

class Test

{ m1()

{ System.out.println("m1 instance method");

}

public static void main(String[] args)

{ Test t = new Test(); t.m1();

}

}

***Example -5:-***

* *Inside the class it is not possible to declare two methods with same signature , if we are trying to declare two methods with same signature compiler will raise compilation error message* ***“m1() is already defined in Test ”****(Java class not allowed Duplicate methods)*
* *But It is possible to write two methods with different signature,*

***void m1()***

**Void m1(int a)** method signatures are different it is method overloading concept.

class Test

{ void m1()

{ System.out.println("m1 instance method");

}

void m1()

{ System.out.println("m1 instance method");

}

public static void main(String[] args)

{ Test t = new Test(); t.m1();

}

}

***Example-6 :-***

* *Declaring the class inside another class is called inner classes, java supports inner classes.*
* *Declaring the methods inside other methods is called inner methods but java not supporting inner methods concept if we are trying to declare inner methods compiler generate error message* ***“illegal start of expression”.***

class Test

{ void m1()

*{* ***void m2() //inner method***

***{*** ***System.out.println(“m2() inner method");***

***}***

System.out.println("m1() outer method");

}

public static void main(String[] args)

{ Test t1=new Test(); t.m1();

}

};

***Example 7:-operator overloading***

* *One operator with more than one behavior is called operator over loading.*
* *Java is not supporting operator overloading concept but only one implicit overloaded operator in java is* ***+*** *operator****.***
  + *If two operands are integers then* ***plus (+)*** *perform addition.*
  + *If at least one operand is String then plus (****+)*** *perform concatenation. class Test*

{ public static void main(String[] args)

{ System.out.println(10+20); System.out.println("Sai"+"anushka"+2+2+"kids"); int a=10;

int b=20; int c=30;

System.out.println(a); System.out.println(a+"---");

System.out.println(a+"---"+b); System.out.println(a+"---"+b+" ");

System.out.println(a+"---"+b+" "+c);

}

}

***Example-8 :- methods vs. All data- types***

* *By default the numeric values are integer values but to represent other format like byte, short perform typecasting.*
* *By default the decimal values are double values but to represent float value perform typecasting*

or use “**f**” constant. (double d=10.5; float f=20.5f;). class Test

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| *{* *void m1(byte a)* | | *{* | *System.out.println("Byte value-->"+a);* | *}* |
| *void m2(short b )* | | *{* | *System.out.println("short value-->"+b);* | *}* |
| *void m3(int c)* | | *{* | *System.out.println("int value-->"+c);* | *}* |
| *void m4(long d)* | | *{* | *System.out.println("long value is-->"+d); }* |  |
| *void m5(float e)* | | *{* | *System.out.println("float value is-->"+e);}* |  |
| *void m6(double f)* | | *{* | *System.out.println("double value is-->"+f);* | *}* |
| *void m7(char g)* | | *{* | *System.out.println("character value is-->"+g);* | *}* |
| *void m8(boolean h)* | | *{* | *System.out.println("Boolean value is-->"+h);* | *}* |
| *public static void main(String[] args)* | | | | |
| *{* | *Test t=new Test();* | |  | |
|  | ***t.m1((byte)10);*** | | ***t.m2((short)20);*** | |
|  | *t.m3(30);* | | *t.m4(40);* | |
|  | ***t.m5(10.6f);*** | | *t.m6(20.5);* | |
|  | *t.m7('a');* | | *t.m8(true);* | |
| *}* |  | |  | |

}

***Example-9:-java method calling***

* *In java one method is calling another method by using method name.*
* *one java method is able to call more than one method. But once the method is completed the control returns to caller method.*

***m1() --->calling ---->m2() ----> calling ---> m3()***

***m1() <------- after completion-m2() <*** ***after completion m3()***

class Test

{ void m1()

*{* *m2();* ***//m2() method calling*** *System.out.println("m1"); m2();* ***//m2() method calling***

}

void m2()

*{* *m3(100);* ***//m3() method calling***

System.out.println("m2 ");

*m3(200);* ***//m3() method calling***

}

void m3(int a)

{ System.out.println("m3 "); } public static void main(String[] args)

{ Test t=new Test();

*t.m1();* ***//m1() method calling***

*}* *}*

***Example-10 :-***

***Case 1:- This keyword not required***

*In below example instance variables and local variables having different names so this keyword not required.*

*class Test*

|  |  |  |
| --- | --- | --- |
| *{* | ***//instance variables***  *int a=100; int b=200;*  *void add(int i,int j)* |  |
|  | *{* *System.out.println(a+b);*  *System.out.println(i+j);* | ***//instance variables addition***  ***//local variables addition*** |

*}*

*public static void main(String[] args)*

*{* *Test t = new Test(); t.add(10,20);*

*}*

*}*

***Case 2:- This keyword required:-***

*In below example intstance & local variables having same name, then to represent instance variables use* ***this*** *keyword.*

*class Test*

|  |  |  |
| --- | --- | --- |
| *{* | ***//instance variables*** |  |
|  | *int a=100;* |
|  | *int b=200;* |
|  | *void add(int a,int b)* |
|  | *{* *System.out.println(a+b);* | ***//local variables addition*** |
|  | *System.out.println(this.a+this.b);* | ***//instance variables addition*** |

*}*

*public static void main(String[] args)*

*{* *Test t = new Test(); t.add(10,20);*

*}*

*}*

Example-11 :-

* *In java* ***this*** *keyword is instance variable hence it is not possible to use inside static area. If we are using* ***this*** *variable inside static context then compiler will generate error message “****non-static variable*** *this* ***cannot be referenced from a static context****”.*
* *In the static context it is not possible to use* ***this & super*** *keywords. class Test*

*{* *int a=100;*

*static void add(int a)*

*{* *System.out.println(this.a);*

*}*

*public static void main(String[] args)*

*{* *Test t = new Test(); t.add(10);*

*}*

*}*

Compilation error:- non-static variable this cannot be referenced from a static context.

***Example-12 :- Conversion of local variables to instace variables to improve the scope of the variable.***

*class Test*

{ //instance variables

*int val1; int val2;*

*void values(int val1,int val2)****//local variables***

*{* *System.out.println(val1); System.out.println(val2);*

***//conversion of local to instance (passing local variables values to instance variables)***

*this.val1=val1; this.val2=val2;*

*}*

*void add(){ System.out.println(val1+val2);* *} void mul(){ System.out.println(val1\*val2);* *} public static void main(String[] args)*

*{* *Test t = new Test(); t.values(10,20);*

*t.add();*

*t.mul();*

*}*

*}*

***Example-13 :- methods vs return type.***

* *Every functionality is able to return some functionality return value just like acknowledgement. Ex :- when we applied for driving license then after one month we will receive ID card.*
* *For java methods return type is mandatory & void represent return nothing.*
* *Methods can have return type primitive such as byte,short,int,long,float….etc O‘ it can have object return type like Arrays,String,Objects….etc*
* *If the method is having return type other than void then must return the value by using* ***return***

*keyword otherwise compiler will generate error message “****missing return statement****”*

Below syntax invalid because method must return int value by using return statement.

***int m1()***

***{ System.out.println("Anushka");***

***}***

The below example is valid because it is returning int value by using return statement.

***int m1()***

***{ System.out.println("Anushka"); return 100;***

***}***

* *Inside the method we are able to declare only one return statement that statement must be last statement of the method otherwise compiler will generate error message “****unreachable* statement**”.

The below example is invalid because return statement is must be last statement.

***int m1()***

***{*** ***return 100; System.out.println("Anushka");***

***}***

The below example valid because return statement is last statement.

***int m1()***

***{*** ***System.out.println("Anushka"); return 100;***

***}***

* *Every method is able to returns the value but holding (storing) that return value is optional, but it is recommended to hold the return value check the status o the method.*

class Test

{ int m1(int a,char ch)

{ System.out.println("\*\*\*m1 method\*\*\*"); System.out.println(a+"---"+ch);

return 100;

}

boolean m2(String str1,String str2)

{ System.out.println("\*\*\*\*m2 method\*\*\*\*"); System.out.println(str1+"---"+str2);

return true;

}

static String m3(double d,boolean b)

{ System.out.println("\*\*\*\*m3 method\*\*\*\*"); System.out.println(d+"---"+b);

return "Sai";

}

public static void main(String[] args)

{ Test t=new Test(); int x = t.m1(10,'a');

System.out.println("m1() return value-->"+x);

boolean b = t.m2("Sai","anu"); System.out.println("m2() return value-->"+b);

String str = Test.m3(10.5,true); System.out.println("m3() return value-->"+str);

}

}

**Example 14 :-** It is possible to print return value of the method in two ways,

***1.*** ***Hold the value print that value.*** ***2. Directly print call method by using System.out.println()***

*If the method is having return type is void but if we are trying to call method by using System.out.println() then compiler will generate error message.*

*class Test*

*{* *int m1()*

*{* *System.out.println("m1 method"); return 10;* *}*

*void m2()*

*{* *System.out.println("m2 method"); } public static void main(String[] args)*

*{* *Test t =new Test(); int x = t.m1();*

*System.out.println("return value="+x);* ***//1-way*** *System.out.println("return value="+t.m1());* ***//2-way*** *t.m2();* ***//valid***

***//System.out.println(t.m2()); Compilation error:'void' type not allowed here***

*}*

*}*

Example 15 :- Java.util.Scanner

* *Scanner class present in* ***java.util*** *package and it is introduced in 1.5 versions & it is used to take dynamic input from the keyboard.*
* *To communicate with system resources use System class & to take input from keyboard use* ***in*** *variable(in=input).*

Scanner s = new Scanner(System.in); //Scanner object creation

|  |  |  |
| --- | --- | --- |
| *to get int value* | *---->* | *s.nextInt()* |
| *to get float value* | *---->* | *s.nextFloat()* |
| *to get byte value* | *---->* | *s.nextbyte()* |
| *to get String value* | *---->* | *s.next()* |
| *to get single line* | *---->* | *s.nextLine()* |
| *to close the input stream* | *---->* | *s.close()* |
| *import java.util.\*; class Test* |  |  |

{ public static void main(String[] args)

{ Scanner s=new Scanner(System.in); System.out.println("enter emp hobbies"); String ehobbies = s.nextLine(); System.out.println("enter emp no");

int eno=s.nextInt(); System.out.println("enter emp name"); String ename=s.next(); System.out.println("enter emp salary"); float esal=s.nextFloat();

System.out.println("\*\*\*\*\*emp details\*\*\*\*\*"); System.out.println("emp no >"+eno);

System.out.println("emp name >"+ename);

System.out.println("emp sal >"+esal);

System.out.println("emp hobbies >"+ehobbies);

*s.close();* ***//used to close the stream***

}

}

***Case:-*** *The \s represents whitespace.*

import java.util.\*; public class Test

{ public static void main(String args[])

{ String input = "7 tea 12 coffee";

Scanner s = new Scanner(input).useDelimiter("\\s"); System.out.println(s.nextInt()); System.out.println(s.next()); System.out.println(s.nextInt()); System.out.println(s.next());

s.close(); }}

***Example 16:- retrun statement vs if-else***

*import java.util.\*; class Test*

*{* *static String status(int age)*

*{* *if (age>20)*

*{* *return "eligible for marriage";* *} else*

*{* *return "not eligible for marriage"; }*

*}*

*public static void main(String[] args)*

*{* *Scanner s = new Scanner(System.in); System.out.println("enter your age:"); int age = s.nextInt();*

*String str = Test.status(age); System.out.println("your status is="+str);*

*}*

*};*

**Example-17:*- methods vs. return variables*** *Returns local variable as a return value class Test*

*{* *int a=10;*

*int m1(int a)*

*{*

*System.out.println("m1() method"); return a;* ***//return local variable***

*}*

*public static void main(String[] args)*

*{* *Test t = new Test(); int x = t.m1(100); System.out.println(x);*

*}*

*}*

**D:\>java Test m1() method 100**

*Returns instance variable as a return value(no local variable)*

*class Test*

*{* *int a=10; int m1()*

*{*

*System.out.println("m1() method"); return a;* ***//returns instance value***

*}*

*public static void main(String[] args)*

*{* *Test t = new Test(); int x = t.m1(); System.out.println(x);*

*}*

*}*

**D:\>java Test m1() method 10**

*If the application contains both local & instance variables with same name then first priority goes to local variables but to return instance value use this keyword.*

*class Test*

*{* *int a=10;*

*int m1(int a)*

*{* *System.out.println("m1() method");*

*return this.a;* ***//return instance variable as a return value.***

*}*

*public static void main(String[] args)*

*{* *Test t = new Test(); int x = t.m1(100);*

*System.out.println(“m1() return value is* *”+x);* ***//printing return value***

*}*

*}*

***Example 18:-*** ***The java class is able to return user defined class as a return value.***

class X{}; class Emp{}; class Test

{ X m1()

{ System.out.println("m1 method"); X x = new X();

return x;

}

Emp m2()

{ System.out.println("m2 method"); Emp e = new Emp();

return e;

}

static String m3()

{ System.out.println("m3 method"); return "Sai";

}

public static void main(String[] args)

{ Test t = new Test(); X x1 = t.m1();

Emp e = t.m2(); String str = Test.m3();

}

}

*Note:* ***when we print object reference variable it always print hash code of the object (we will discuss later).***

***Example 19: this*** *keyword representing current class objects.*

Java method is able to return current class object in two ways.

1. Creating object & return reference variable.
2. Return **this** keyword.

In above two approaches 2nd approach is recommended to return the current class object.

class Test

{ Test m1()

{ System.out.println("m1 method"); Test t = new Test();

return t;

}

Test m2()

{ System.out.println("m2 method"); return **this**;

}

public static void main(String[] args)

{ Test t = new Test(); Test t1 = t.m1(); Test t2 = t.m2();

}

};

***Example 20:- Template method***

* *Let’s assume to complete your task you must call four methods then,*
  + *you must remember number of method names.*
  + *Order of calling (which one is first & which one is later).*
* *To overcome above limitation take* ***x( )*** *method it is calling four methods internally to complete our task then instead of calling four methods every time call x( ) method that perform our task that x( ) method is called template method.*

class Test

{ void customer() { System.out.println("custome"); } void product() { System.out.println("product "); } void selection() { System.out.println("selection"); } void billing() { System.out.println("billing"); } void deliveryManager() **//template method**

{ System.out.println("\*\*\*\*Template method\*\*\*");

***//template method is calling four methods in order to complete our task.***

customer(); product(); selection(); billing();

}

public static void main(String[] args)

*{* *Test t = new Test();* ***//normal approach***

t.customer(); t.product();

t.selection(); t.billing();

***//by using template method***

*t.deliveryManager();* ***//this method is calling four methods to complete our task.***

}

};

***Example 21:- Method recursion*** *A method is calling itself during execution is called recursion.*

***case 1:- (normal output)***

class RecursiveMethod

{ static void recursive(int a)

{ System.out.println("number is :- "+a); if (a==0)

{return;

}

*recursive(--a);* ***//same method is calling [recursion]***

}

public static void main(String[] args)

{ RecursiveMethod.recursive(10);

}

};

***case 2:- (StackOverFlowError)***

class RecursiveMethod

{ static void recursive(int a)

{ System.out.println("number is :- "+a); if (a==0)

{return;

}

recursive(++a);

}

public static void main(String[] args)

{ RecursiveMethod.recursive(10);

}

};

***Example 22 :- Stack Mechanism:-***

* *In java program execution starts from main method called by JVM & just before calling main method JVM will creates one empty stack memory for that application.*
* *When JVM calls particular method then that method entry and local variables of that method stored in stack memory & when the method completed, that particular method entry and local variables are destroyed from stack memory & that memory becomes available to other methods.*
* *The jvm will create stack memory just before calling main method & jvm will destroyed stack memory after completion of main method.*

class Test

{ void add(int a,int b)

{ System.out.println(a+b); } void mul(int a,int b)

{ System.out.println(a+b); } public static void main(String[] args)

{ Test t = new Test();

t.add(5,8); t.mul(10,20);

}

};
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***Example 23 :-when we call methods recursively then we will get StackOverFlowError.***

class Test
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{ System.out.println("rattaiah"); m2();

}

void m2()

{ System.out.println("Saanvi"); m1();

}

public static void main(String[] args)

{ Test t=new Test(); t.m1();

}

}

***CONSTRUCTORS***

***Class Vs Object:-***

* ***Class is a logical entity it contains logics where as object is physical entity it is representing memory.***
* *Class is blue print it decides object creation without class we are unable to create object.*
* ***Based on single class (blue print) it is possible to create multiple objects but every object occupies memory.***
* *Civil engineer based on blue print of house it is possible to create multiple houses in different places but every house required some area.*
* ***We are declaring the class by using class keyword but we are creating object by using new keyword.***
* *We are able to create object in different ways like*
  + *By using new operator*
  + *By using clone() method*
  + *By using new Instance()*
  + *By using instance factory method.*
  + *By using static factory method*
  + *By using pattern factory method*
  + *By using deserialization….etc*

But we are able to declare the class by using class keyword.

***Object creation syntax:-***

***Class-name reference-variable = new class-name ();***

Test t = new Test ();

|  |  |  |
| --- | --- | --- |
| ***Test*** | *--->* | *class Name* |
| ***t*** | *--->* | *Reference variables* |
| ***=*** | *--->* | *assignment operator* |
| ***new*** | *--->* | *keyword used to create object* |
| ***Test ()*** | *--->* | *constructor* |
| ***;*** | *--->* | *statement terminator* |

When we create new instance (Object) of a class using new keyword, a constructor for that class is called.

***New :-***

* *new keyword is used to create object in java.*
* *When we create object by using new operator after new keyword that part is constructor then constructor execution will be done.*

***Rules to declare constructor:-***

1. *Constructor name class name must be same.*
2. *It is possible to provide parameters to constructors (just like methods).*
3. *Constructor not allowed explicit return type. (return type declaration not possible even* ***void****).*

There are two types of constructors,

1. ***Default Constructor (provided by compiler).***
2. ***User defined Constructor (provided by user)*** *or* ***parameterized constructor.***

***Default Constructor:-***

* *Inside the class if we are not declaring at least one constructor then compiler generates zero argument constructors with empty implementation at the time of compilation.*
* *The compiler generated constructor is called* ***default constructor.***
* *Inside the class default constructor is invisible mode.*
* *To check the default constructor provided by compiler open the .class file code by using java decompiler software.*

Application before compilation :-

*class Test*

*{* *void m1()*

*{* *System.out.println("m1 method");*

*}*

*public static void main(String[] args)*

*{* *Test t = new Test(); t.m1();*

*}*

*}*

*In above application when we create object by using new keyword “****Test t = new Test ()****”*

*then compiler is searching for* ***“Test()”*** *constructor inside the class since not available hence compiler generate default constructor at the time of compilation.*

*The default constructor is always 0-argument constructor with empty implementations.*

Application after compilation :-

*class Test*

*{* *void m1()*

*{* *System.out.println("m1 method");*

*}*

//default constructor generated by compiler Test()

***{***

}

*public static void main(String[] args)*

*{* *Test t = new Test(); t.m1();*

*}*

*}*

*In above example at run time JVM will execute compiler provide default constructor*

*during object creation.*

***User defined constructor:-***

The constructors which are declared by user are called user defined constructor.

***Example :-***

class Test

*{* ***//constructor declared by user***

Test()

{ System.out.println("0-arg constructor");

}

Test(int i)

{ System.out.println("1-arg constructor");

}

Test(int a,int b)

{ System.out.println("2-arg constructor");

}

public static void main(String[] args)

{ Test t1=new Test(); Test t2=new Test(10);

Test t3=new Test(100,200);

}

}

***Example:-***

* *Inside the class if we are declaring at least one constructor (either 0-arg or parameterized) then*

compiler won’t generate default constructor.

* *Inside the class if we are not declaring at least one constructor (either 0-arg or parameterized) then compiler will generate default constructor.*
* *if we are trying to compile below application the compiler will generate error message*

“Cannot find symbol ” because compiler is unable to generate default constructor.

*class Test*

*{* *Test(int i)*

*{* *System.out.println("1-arg constructor");*

*}*

*Test(int a,int b)*

*{* *System.out.println("2-arg constructor");*

*}*

*public static void main(String[] args)*

*{* *Test t1=new Test(); Test t2=new Test(10);*

*Test t3=new Test(100,200);*

*}*

*}*

*E:\>javac Test.java*

*Test.java:9: cannot find symbol Symbol: constructor Test () Location: class Test*

***Note :- default constructor is zero argument constructor but all zero argument constructors are not default constructors.***

Object creation formats:-

1. *formats of object creation.*
   1. *Named object (having reference variable)* ***Test t = new Test();***
   2. *Nameless object (without reference variable)* ***new Test();***

*class Test*

*{* *void m1()*

*{* *System.out.println("m1 method");*

*}*

*public static void main(String[] args)*

{ //named object [having reference variable]

*Test t = new Test(); t.m1();*

//nameless object [without reference variable`]

*new Test().m1();*

*}*

*}*

1. *formats of object creation.*
   1. *Eager object creation.*
   2. *Lazy object creation.*

*class Test*

*void m1(){System.out.println("m1 method");} public static void main(String[] args)*

{ //Eager object creation approach

*Test t = new Test(); t.m1();*

//lazy object creation approach

*Test t1;*

*;;;;;;;;;; //some code here t1=new Test();*

*t1.m1();*

*}*

*}*

Example:-

*class Box*

*{* *double height; double width; double depth;*

*};*

***Box mybox;*** *mybox is the reference to an object of type Box. After executing this line mybox contains the value null.*
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Example:-

*class Box*

*{* *double height=10; double width=20; double depth=30; void volume()*

*{* *System.out.println(height\*width\*depth);*

*}*

*};*

*class Test*

*{* *public static void main(String[] args)*

*{* *Box b1 = new Box(); Box b2 = b1; b1=null; b2.volume();*

//b1.volume(); java.lang.NullPointerException

*}*
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*In above example both b1 & b2 are pointing to same object. Here b1has been set to null but still b2 is pointing to the original object.*

***Note: -*** *When we assign one object reference variable to another object reference variable, you are not creating a copy of the object we are creating copy of the reference.*

Advantages of constructors:-

1. *Constructors are used to write block of java code that code will be executed during object creation.*
2. *Constructors are used to initialize instance variables during object creation.*

Example :- default constructor execution process.

*class Employee*

{ //instance variables

*int eid;*

*String ename; double esal; void display()*

*{* ***//printing instance variables values*** *System.out.println("\*\*\*\*Employee details\*\*\*\*"); System.out.println("Employee name :-->"+ename); System.out.println("Employee eid :-->"+eid); System.out.println("Employee sal :-->"+esal);*

*}*

*public static void main(String[] args)*

*{* *Employee e1 = new Employee(); e1.display();*

*}*

*}*

*D:\morn11>java Employee*

*\*\*\*\*Employee details\*\*\*\* Employee name :-->null Employee eid :-->0*

*Employee sal :-->0.0*

***Problems in above example:-***

* *In above example during object creation time default constructor is executed with empty implementation and initial values of instance variables (default values) printed .*
* *In above example Emp object is created but default values are printing hence to overcome this limitation use user defined constructor to initialize some values to instance variables.*

Example 2:- user defined o-argument constructor execution process.

*class Employee*

{ //instance variables

*int eid;*

*String ename; double esal;*

*Employee( )* ***//user defined 0-argument constructor***

{ //assigning values to instance values during object creation

*eid=111; ename="Sai"; esal =60000;*

*}*

*void display()*

*{* ***//printing instance variables values*** *System.out.println("\*\*\*\*Employee details\*\*\*\*"); System.out.println("Employee name :-->"+ename); System.out.println("Employee name :-->"+eid); System.out.println("Employee name :-->"+esal);*

*}*

*public static void main(String[] args)*

*{* *Employee e1 = new Employee(); e1.display();*

*}*

*}*

*Compilation & execution process:- D:\morn11>javac Employee.java D:\morn11>java Employee*

*\*\*\*\*Employee details\*\*\*\* Employee name :-->Sai Employee name :-->111*

*Employee name :-->60000.0*

*In above example during object creation user provided 0-arg constructor executed used to initialize some values to instance variables.*

***Problem in above example:-***

*In above example when we create object it initializing values to instance variables but when we create multiple object for every object same 0-argument constructors is executing it initializing same values for all objects*

*public static void main(String[] args)*

*{* *Emp e1 = new Emp(); e1.display();*

*Emp e2 = new Emp(); e2.display();*

*}*

D:\morn11>java Employee

***\*\*\*\*Employee details\*\*\*\* Employee name :-->Sai Employee name :-->111***

Employee name :-->60000.0 Employee name :-->Sai Employee name :-->111

***Employee name :-->60000.0***

*To overcome above limitation use parameterized constructor to initialize different values to different objects*

Example 3:- User defined parameterized constructors:-

* + Inside the class if the default constructor is executed & object is created but initial values of variables only printed.
  + To overcome above limitation inside the class we are declaring user defined 0-argument constructor to assign some values to instance variables but when we create multiple objects for every object same constructor is executing and same values are initializing.
  + To overcome above limitation declare the parameterized constructor and pass the different values to different objects.

***Example :-***

class Employee

*{* ***//instance variables***

int eid;

String ename; double esal;

*Employee(int eid,String ename,double esal)* ***//local variables***

*{* ***//conversion (passing local values to instance values)***

this.eid = eid; this.ename = ename; this.esal = esal;

}

void display()

{ **//printing instance variables values** System.out.println("\*\*\*\*Employee details\*\*\*\*"); System.out.println("Employee name :-->"+ename); System.out.println("Employee name :-->"+eid); System.out.println("Employee name :-->"+esal);

}

public static void main(String[] args)

*{* ***// during object creation parameterized constructor executed***

Employee e1 = new Employee(111,"Sai",60000); e1.display();

Employee e2 = new Employee(222,"anu",70000); e2.display();

}

}

***E:\>javac Test.java E:\>java Employee***

***\*\*\*\*Employee details\*\*\*\* Employee name :-->Sai Employee name :-->111***

***Employee name :-->60000.0***

***\*\*\*\*Employee details\*\*\*\* Employee name :-->anu Employee name :-->222***

***Employee name :-->70000.0***

Example :- assign values to instance variables [constructor vs. method]

class Student

*{* ***//instance variables***

int sid;

String sname; int smarks;

***//constructor assigning values to instance variables***

*Student(int sid,String sname,int smarks)*

*{* *this.sid=sid; this.sname=sname; this.smarks=smarks;*

*}*

***//method assigning values to instance variables***

*void assign(int sid,String sname,int smarks)*

*{* *this.sid=sid; this.sname=sname; this.smarks=smarks;*

*}*

void disp()

{ System.out.println("\*\*\*\*student Details\*\*\*\*"); System.out.println("student name = "+sname); System.out.println("student id = "+sid); System.out.println("student mrks = "+smarks);

}

public static void main(String[] args)

{ Student s = new Student(111,"Sai",100); s.assign(222,"anu",200);

s.disp();

}

}

***E:\>java Student***

***\*\*\*\*student Details\*\*\*\* student name = anu student id = 222***

***student mrks = 200***

***Example :- primitive variable vs reference variable***

* + ***a*** *is variable of primitive type such as int,char,double,boolean…etc*
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*class Test*

*{* *public static void main(String[] args)*

*{* ***//a is primitive variable*** *int a=10; System.out.println(a);*

***//t is reference variable*** *Test t = new Test (); System.out.println(t);*

*}*

*}*

***Constructor calling:-***

To call Current class constructor use this keyword

|  |  |  |
| --- | --- | --- |
| ***this();*** | *---->* | *current class 0-arg constructor calling* |
| ***this(10);*** | *---->* | *current class 1-arg constructor calling* |
| ***this(10 , true);*** | *---->* | *current class 2-arg constructor calling* |
| ***this(10 , ”Sai” , ’a’)*** | *---->* | *current class 3-arg constructor calling* |

***Example-1:-***

Call the java methods by uisng method name but to call the current class contructor use this keyword.

class Test

{ Test( )

*{* *this(100);* ***//current class 1-arg constructor calling***

System.out.println("0-arg constructor logics");

}

Test(int a)

*{* *this('g',10);* ***//current class 2-arg constructor calling*** *System.out.println("1-arg constructor logics"); System.out.println(a);*

}

Test(char ch,int a)

{ System.out.println("2-arg constructor logics"); System.out.println(ch+" "+a);

}

public static void main(String[] args)

{ new Test( );

}

}

***Example 2:-***

Inside the constructor this keyword must be first statement otherwise compiler generate error

*message “****call to this must be first statement in constructor****”.* ***No compilation error:-(this keyword first statement)***

Test()

*{* *this(10);* ***//current class 1-argument constructor calling***

System.out.println("0 arg");

}

***Compilation error:- (this keyword not a first statement)***

Test()

{ System.out.println("0 arg");

*this(10);* ***//current class 1-argument constructor calling***

}

***Example-3:-***

1. *Constructor calling must be first statement in constructor code it means this keyword must be first statement in constructor.*
2. *In java one constructor is able to call only one constructor at a time but not possible to call more than one constructor.*

***Compilation error:-***

Test()

*{* *this(100);* ***//1-arg constructor calling***

*this('g',10);* ***//2-arg constructor calling[compilation error]***

System.out.println("0-arg constructor logics");

}

***Object creation parts:-*** *Every object creation having three parts.*

1. Declaration:-

*Test t;* ***//t is Test type***

*Student s;* ***//s is Student type***

*A a;* ***//a is A type***

1. ***Instantiation:-(just object creation)*** *new Test();* ***//Test object*** *new Student();* ***//student object*** *new A();* ***//A object***
2. initialization:-(during object creation perform initialization)

*new Test(10,20);* ***//during object creation 10,20 values initialized*** *new Student("Sai",111);* ***//during object creation values are initialized*** *new A('a',true)* ***//during object creation values are initialized***

***Example :- By using constructors copy the values of one object to another object.***

class Student

{ int sid;

String sname; int smarks;

Student(int sid,String sname,int smarks)

{ this.sid=sid; this.sname=sname; this.smarks=smarks;

}

*Student(Student s)* ***//constructor expected Student object***

{ this.sid=s.sid; this.sname=s.sname; this.smarks=s.smarks;

}

void disp()

{ System.out.println("\*\*\*\*student Details\*\*\*\*"); System.out.println("student name = "+sname); System.out.println("student id = "+sid); System.out.println("student mrks = "+smarks);

}

public static void main(String[] args)

{ Student s = new Student(111,"Sai",100);

*Student s1 = new Student(s);* ***//constructor is taking Student object***

s.disp(); s1.disp();

}

}

Difference between methods and constructors:-

***Property*** ***methods*** ***constructors 1)Purpose*** *methods are used to write logics* *Constructor is used write*

*but these logics will be executed* *logics of the project but the when we call that method.* *logics will be executed during*

*Object creation.*

1. ***Variable initialization*** *It is initializing variable when* *It is initializing variable*

*We call that method.* *during object creation.*

1. ***Return type*** *Return type not allowed* *It allows all valid return*

*Even void.* *Types(void,int,Boolean…etc)*

1. ***Name*** ***M****ethod name starts with lower* *Class name and constructor Case & every inner word starts* *name must be matched.*

*With upper case.*

*Ex: charAt(),toUpperCase()….*

1. ***types*** *a) instance method* *a)default constructor b)static method* *b)user defined constructor*
2. ***inheritance*** *methods are inherited* *constructors are not inherited.*
3. ***how to call*** *To call the methods use method* *to call the constructor use*

*Name.* ***this*** *keyword.*

1. ***able to call how many*** *one method is able to call* *one constructors able to*

***Methods or constructors*** *multiple methods at a time.* *Call only one constructor*

*at a time.*

1. ***this*** *to call instance method use this* *To call constructor use this Keyword but It is not possible to* *keyword but inside constructor call static method.* *use only one this statement.*
2. ***Super*** *used to call super class methods.* *Used to call super class constructor*
3. ***Overloading*** *it is possible to overload methods* *it is possible to overload cons.*
4. ***compiler generate*** *yes* *does not apply*

Default cons or not

1. ***compiler generate*** *yes* *does not apply.*

Super keyword.

***Constructor chaining :-***

* + *One constructor is calling same class constructor is called constructor calling.*
  + *We are achieving constructor calling by using this keyword.*
  + *Inside constructor we are able to declare only one this keyword that must be first statement of the constructor.*

*class Test*

*{* *Test()*

*{* *this(10);*

*System.out.println("0-arg cons");*

*}*

*Test(int i)*

*{* *this(10,20); System.out.println("1-arg cons");*

*}*

*Test(int i,int j)*

*{* *System.out.println("2-arg cons");*

*}*

*public static void main(String[] args)*

*{* *new Test();*

*}*

*}*

Instance Blocks:-

* *Instance blocks are used to write the logics of projects & these logics are executed during object creation just before constructor execution.*
* *Instance blocks execution depends on object creation it means if we are creating 10 objects 10 times constructors are executed just before constructors instance blocks are executed.*
* *Instance block syntax*

{ //logics here }

***Example 1:-***

*class Test*

{ //instance block

*{* *System.out.println("instance block:logics");*

*}*

*Test()*

*{* *System.out.println("constructor:logics");*

*}*

*public static void main(String[] args)*

*{* *new Test();*

*}*

*}*

Example 2:-

*Inside the class it is possible to declare multiple instance blocks but the execution order is top to bottom.*

*class Test*

*{* *{* *System.out.println("instance block-1:logics");*

*}*

*Test()*

*{* *System.out.println("0-arg constructor:logics");*

*}*

*{* *System.out.println("instance block-2:logics");*

*}*

*Test(int a)*

*{* *System.out.println("1-arg constructor:logics");*

*}*

*public static void main(String[] args)*

*{* *new Test(); new Test(); new Test(10);*

*}*

*}*

Example 3:-

* + *Instance block execution depends on object creation but not constructor exaction.*
  + *In below example two constructors are executing but only one object is crating hence only one time instance block is executed.*

*class Test*

*{* *{* *System.out.println("instance block-1:logics");*

*}*

*Test()*

*{* *this(10);*

*System.out.println("0-arg constructor:logics");* *} Test(int a)*

*{* *System.out.println("1-arg constructor:logics");*

*}*

*public static void main(String[] args)*

*{* *new Test();*

*}*

*}*

*E:\>java Test*

*instance block-1:logics 1-arg constructor:logics 0-arg constructor:logics*

Example 4:- Case 1:-

* + *When we declare instance block & instance variable the execution order is top to bottom.*
  + *In below example instance block is declared first so instance block is executed first. class Test*

*{* *{* *System.out.println("instance block");* *}* ***//instance block***

*int a=m1();* ***//instance variables***

*int m1()*

*{* *System.out.println("m1() method called by variable"); return 100;*

*}*

*public static void main(String[] args)*

*{* *new Test();*

*}*

*}*

D:\morn11>java Test instance block

***m1() method called by variable***

case 2;-

* + *When we declare instance block & instance variable the execution order is top to bottom.*
  + *In below example instance variable is declared first so instance block is executed first. class Test*

*{* *int a=m1();* ***//instance varaibles***

*int m1()*

*{* *System.out.println("m1() method called by variable"); return 100;*

*}*

*{* *System.out.println("instance block");*

*}*

*public static void main(String[] args)*

*{* *new Test();*

*}*

*}*

D:\morn11>java Test

***m1() method called by variable instance block***

Example-5 :-

* *Instance blocks are used to initialize instance variables during object creation but just before constructor execution.*
* *In java it is possible to initialize the values in different ways*
  + *By using constructors*
  + *By using instance blocks*
  + *By using methods*
  + *By using setter methods… etc*

*class Emp*

*{* *int eid;*

*String ename;*

//instance block initializing values

*{* *ename="Sai"; eid=111;*

*}*

//constructor initializing values

*Emp()*

*{* *ename="anu";* *eid=222;*

*}*

//method initializing values

*void assign()*

*{* *ename="aruna"; eid=333;*

*}*

*void disp()*

*{* *System.out.println("\*\*\*\*Employee Details\*\*\*\*"); System.out.println("emp id="+eid); System.out.println("emp name="+ename);*

*}*

*public static void main(String[] args)*

*{* *Emp e = new Emp(); e.disp();*

*}*

*};*

*E:\>java Emp*

*\*\*\*\*Employee Details\*\*\*\* emp id=222*

*emp name=anu*

static block:-

* *Static blocks are used to write the logics of project that logics are executed during .class file loading time.*
* *In java .class file is loaded only one time hence static blocks are executed once per class.*
* *Static block syntax,*

*static*

{ //logics here

*}*

*Note : instance blocks execution depends on object creation but static blocks execution depends on .class file loading.*

Example-1 :-

*class Test*

*{* *static*

*{* *System.out.println("static block");*

*}*

*public static void main(String[] args)*

*{*

*}*

*}*

Example-2 :-

*Inside the class it is possible to write multiple static blocks but the execution is top to bottom.*

*class Test*

{ //static blocks declaration

*static{ System.out.println("static block-1");} static{System.out.println("static block-2");}*

//instance blocks declaration

*{* *System.out.println("instance block-1");* *}*

*{* *System.out.println("instance block-2");* *}*

//constructor declaration

*Test()*

*{* *System.out.println("0-arg constructor");*

*}*

*Test(int a)*

*{* *System.out.println("1-arg constructor");*

*}*

*public static void main(String[] args)*

*{* *new Test(); new Test(10);*

*}*

*}*

***Example-3 :-static block is initializing variable***

Static blocks are used to initialize static variables during .class file loading. class Emp

{ static int eid; static

{ eid=111;

}

static void assign()

{ eid=333;

}

static void disp()

{ System.out.println(eid);

}

public static void main(String[] args)

{ Emp e = new Emp(); e.assign();

e.disp();

}

}

***Example-4 :- To execute static blocks inside the class main() method is mandatory or optional.***

*class Test*

*{* *static*

*{* *System.out.println("static block");*

*}*

*}*

* *When we execute above code up to 1.5 version the code is compiled & executed it will generate output.*

*Note : Based on above point up to 1.5 version it is possible to print some statements in output console without using main method inside the class.*

* *When we execute the above code from 1.6 version onwards the code is not compiled it will generate compilation error.*

#### Note:- based on above point from 1.6 version onwards it is not possible to print some statements in output console without using main method inside the class.

***Example-5:-***

* *When we execute the .class file manually then to execute static blocks inside the class main() method mandatory.*
* *When we load the .class file into memory programmatically then to execute the static blocks main() method is optional.*
* *In below example both files must present in same folder (same location).*

***File 1:- Demo.java***

class Demo

{ static

{ System.out.println("Demo class static block");

}

void m1()

{ System.out.println("Demo class m1 method");

}

};

***File -2:- Test.java***

class Test

{ static

{ System.out.println("Test class static blocks");

}

public static void main(String[] args) throws Exception

{ Class c = Class.forName("Demo"); Demo d = (Demo)c.newInstance(); d.m1();

}

}

E:\>java Test

Test class static blocks Demo class static block Demo class m1 method

* *To load the .class file into memory use* ***forName()*** *method & it is a static method of* ***Class*** *class.*
* *To check the return type & modifiers & arguments check the predefined support by using* ***javap***

command.

***E:\>javap java.lang.Class***

***public static Class forName(String class-name) throws java.lang.ClassNotFoundException;***

* *forName() method loads .class file into memory and it return type is class pointing to loaded class.*
* *To created the object for loaded class use newInstance() method & it is a instance method present in*

***Class*** *class.*

***public Object newInstance() throws java.lang.InstantiationException, java.lang.IllegalAccessException;***

***java flow control Statements:-***

There are three types of flow control statements in java

1. *Selection Statements*
2. *Iteration statements*
3. *Transfer statements*
4. ***Selection Statements***
   1. *If* *b. If-else* *c. switch*

### If syntax:-

***if (condition)***

***{*** ***true body;***

***}***

***else***

***{*** ***false body;***

***}***

* If is taking condition that condition must be Boolean condition. Otherwise compiler will generate error message.
* The curly brasses are optional but without it are possible to take only one statement except initialization.

***Example-1:-***

class Test

{ public static void main(String[] args)

{ int a=10,b=20; if (a<b)

{ System.out.println("if body / true body");

}

else

{ System.out.println("else body/false body ");

}

}

}

***Example -2:- For the if the condition it is possible to provide Boolean values.***

class Test

{ public static void main(String[] args)

*{* ***if (true)***

{ System.out.println("true body");

}

else

{ System.out.println("false body");

}

}

}

***Example-3:-in c-language 0-false & 1-true but these conventions are not allowed in java.***

class Test

{ public static void main(String[] args)

*{* ***if (0)***

{ System.out.println("true body");

}

else

{ System.out.println("false body");

}

}

}

***Example-4:-***

class Test

{ public static void main(String[] args)

{ if (true)

System.out.println("true body"); else

System.out.println("false body");

}

}

***Switch statement:-***

* Switch statement is used to declare multiple selections.
* Inside the switch It is possible to declare any number of cases but one default case.
* Switch is taking the argument, the allowed arguments are

o ***Byte, Short,Int,Char,enum(1.5 version),String(1.7 version).***

* Float and double and long is not allowed for a switch argument because these are having more number of possibilities (float and double is having infinity number of possibilities).
* Based on the provided argument the matched case will be executed if the cases are not matched default will be executed.

***Syntax:-***

switch(argument)

{

case label1: statements; break;

case label2 : statements; break;

| |

| |

default : statements; break;

}

***Example-1: Normal input and normal output.***

class Test

{ public static void main(String[] args)

{ int a=10; switch (a)

{ case 10:System.out.println("anushka"); break; case 20:System.out.println("nazriya"); break; case 30:System.out.println("samantha"); break; default:System.out.println("ubanu"); break;

}

}

}

***Example-2: Inside the switch the case labels must be unique; if we are declaring duplicate case labels***

***the compiler will raise compilation error “duplicate case label”.***

class Test

{ public static void main(String[] args)

{ int a=10; switch (a)

{ case 10:System.out.println("anushka"); break; case 10:System.out.println("nazriya"); break; default:System.out.println("ubanu"); break;

}

}

}

***Example-3: Inside the switch for the case labels it is possible to provide expressions (10+10+20 , 10\*4 , 10/2).***

class Test

{ public static void main(String[] args)

{ int a=100; switch (a)

{ case **10+20+70**:System.out.println("anushka"); break; case **10+5**:System.out.println("nazriya"); break;

case **30/6**:System.out.println("samantha"); break;

default:System.out.println("ubanu"); break;

}

}

}

***Example-4:-*** ***Inside the switch the case label must be constant values. If we are declaring variables***

***as a case labels the compiler will show compilation error “constant expression required”.***

class Test

{ public static void main(String[] args)

{ int a=10,b=20; switch (a)

{ case a:System.out.println("anushka"); break; case b:System.out.println("nazriya"); break;

default:System.out.println("ubanu"); break;

}

}

}

***Example-5:- inside the switch the default is optional.***

class Test

{ public static void main(String[] args)

{ int a=10; switch (a)

{ case 10:System.out.println("10"); break;

}

}

};

***Example 6:- Inside the switch cases are optional part.***

class Test

{ public static void main(String[] args)

{ int a=10; switch (a)

{ default: System.out.println("default"); break;

}

}

};

***Example 7:- inside the switch both cases and default Is optional.***

public class Test

{ public static void main(String[] args)

{ int a=10; switch(a)

{

}

}

}

***Example -8:-inside the switch independent statements are not allowed. If we are declaring the statements that statement must be inside the case or default.***

public class Test

{ public static void main(String[] args)

{ int x=10; switch(x)

{ System.out.println("Hello World");

}

}

}

***Example-9:- internal conversion of char to integer.*** ***Unicode values*** ***a-97 A-65***

class Test

{ public static void main(String[] args)

{ int a=65; switch (a)

{ case 66:System.out.println("10"); break; case 'A':System.out.println("20"); break; case 30:System.out.println("30"); break; default: System.out.println("default"); break;

}

}

};

***Example -10: internal conversion of integer to character.***

class Test

{ public static void main(String[] args)

{ char ch='d'; switch (ch)

{ case 100:System.out.println("10"); break; case 'A':System.out.println("20"); break; case 30:System.out.println("30"); break; default: System.out.println("default"); break;

}

}

};

***Example -11:-***

* ***Inside the switch statement beak is optional.***
* ***If we are not providing break statement then from the matched case onwards up to break statement will be executed, if there is no break statement then end of the switch will be executed. This situation is called as fall though inside the switch case.***

class Test

{ public static void main(String[] args)

{ int a=10; switch (a)

{ case 10:System.out.println("10"); case 20:System.out.println("20");

case 40:System.out.println("40"); break; default: System.out.println("default"); break;

}

}

};

***Example-12:-*** ***inside the switch the case label must match with provided argument data type***

***otherwise compiler will raise compilation error “incompatible types”.***

class Test

{ public static void main(String[] args)

{ char ch='a'; switch (ch)

{ case "aaa" :System.out.println("samantha"); break; case 65 :System.out.println("anu"); break;

case 'a' :System.out.println("ubanu"); break;

default :System.out.println("default") break;

}

}

}

***Example-13:- inside the switch we are able to declare the default statement at starting or middle or end of the switch.***

class Test

{ public static void main(String[] args)

{ int a=100; switch (a)

{ default: System.out.println("default"); case 10:System.out.println("10"); case 20:System.out.println("20");

}

}

};

***Example -14:-*** *T****he below example compiled and executed only in above 1.7 version because switch is taking String argument from 1.7 version.***

class Saanvi

{ public static void main(String[] args)

{ String str = “aaa”;

switch (str)

{ case "aaa" : System.out.println("Hai"); break;

case "bbb" : System.out.println("Hello"); break;

case "ccc" : System.out.println("how"); break;

default : System.out.println("what"); break;

}

}

}

***Ex-15:-inside switch the case labels must be within the range of provided argument data type***

***otherwise compiler will raise compilation error “possible loss of precision”.***

class Test

{ public static void main(String[] args)

{ byte b=125; switch (b)

{ case 126:System.out.println("20"); case 127:System.out.println("30"); case 128:System.out.println("40"); default:System.out.println("default");

}

}

};

### Iteration Statements:-

By using iteration statements we are able to execute group of statements repeatedly or more number of times.

1) For 2) while 3) do-while

***for syntax:-***

***for (initialization ;condition ;increment/decrement )***

***{*** ***Body;***

***}***

***Flow of execution in for loop:-***

for (initialization ;condition ;increment/decrement )

1

2

5

4

7

{

3

6

Body;

}

***With out for loop***

class Test

{ public static void main(String[] args)

{ System.out.println("Sai"); System.out.println("Sai"); System.out.println("Sai"); System.out.println("Sai"); System.out.println("Sai");

***By using for loop***

class Test

{ public static void main(String[] args)

{ for (int i=0;i<5;i++)

{ System.out.println("Sai");

}

}

}

}

};

***Initialization part of for loop:-***

***Example- 1: Inside the for loop initialization part is optional.***

class Test

{ public static void main(String[] args)

{ int i=0;

for (;i<10;i++)

{ System.out.println("Rattaiah");

}

}

}

***Example-2:- In the initialization part it is possible to take any number of System.out.println(“ratna”)***

***statements and each and every statement is separated by comma(,) .***

class Test

{ public static void main(String[] args)

{ int i=0;

for (System.out.println("Aruna"), System.out.println("Sai");i<10;i++)

{ System.out.println("Rattaiah");

}

}

}

***Example 3:- compilation error more than one initialization not possible.***

class Test

{ public static void main(String[] args)

*{* *for (****int i=0,double j=10.8****;i<10;i++)*

{ System.out.println("Rattaiah");

}

}

***Ex :-declaring two variables are possible.***

class Test

{ public static void main(String[] args)

*{* *for (****int i=0,j=0****;i<10;i++)*

{ System.out.println("Rattaiah");

}

}

}

}

***Conditional part of for loop:-***

***Example 1:-inside for loop conditional part is optional if we are not providing condition at the time of compilation compiler will provide true value.***

class Test

{ public static void main(String[] args)

{ for (int i=0; ;i++)

{ System.out.println("Rattaiah");

}

}

}

***Increment/decrement:-***

***Example-1:- Inside the for loop increment/decrement part is optional.***

class Test

{ public static void main(String[] args)

{ for (int i=0; i<10 ; )

{ System.out.println("Rattaiah");

}

}

}

***Example 2:- Instead of increment/decrement it is possible to take the any number of SOP() statements and each and every statement is separated by comma(,).***

class Test

{ public static void main(String[] args)

{ for (int i=0;i<10;System.out.println("aruna"),System.out.println("nagalakshmi"))

{ System.out.println("Rattaiah"); i++;

}

}

}

***Example-3 :-***

class Test

{ static boolean foo(char ch)

{ System.out.println(ch); return true;

}

public static void main(String[] args)

{ int i=0;

for (foo('A');foo('B')&&(i<2);foo('C'))

{ i++;

foo('D');

}

}

};

***Note :*** ***Inside the for loop each and every part is optional.***

***for(;;)*** ***represent infinite loop because the condition is always true.***

***Unreachable statement:-***

***Ex:- compiler is unable to identify the*** ***ex:- compiler able to identify the unreachable unreachable statement.*** ***Statement.***

class Test

{ public static void main(String[] args)

*{* *for (int i=1****;i>0****;i++)*

{ System.out.println("Sai");

}

System.out.println("rest of the code");

}

}

class Test

{ public static void main(String[] args)

*{* *for (int i=1;****true****;i++)*

{ System.out.println("Sai");

}

System.out.println("rest of the code");

}

}

***Note:-***

***When you provide the condition even thought that condition is represent infinite loop compiler***

***is unable to find unreachable statements,(because that compiler is thinking that condition may fail).***

***When you provide Boolean value as a condition then compiler is identifying unreachable statement because compiler knows that condition never change.***

***While loop:-***

***Syntax:-*** ***while (condition)*** *//condition must be Boolean & mandatory.*

***{*** ***body;*** ***}***

***Example-1 :-***

class Test

{ public static void main(String[] args)

{ int i=0; while (i<10)

{ System.out.println("rattaiah"); i++;

}

}

}

***Example-2 :- compilation error unreachable statement.***

class Test

{ public static void main(String[] args)

{ int i=0; while (false)

{ System.out.println("rattaiah"); //unreachable statement i++;

}

}

}

***Do-While:-***

* *If we want to execute the loop body at least one time them we should go for do-while statement.*
* *In do-while first body will be executed then only condition will be checked.*
* In the do-while the while must be ends with semicolon otherwise compilation error.

***Syntax:-*** ***do***

***{*** ***//body of loop***

***} while (condition);***

***Example-1:-***

class Test

public static void main(String[] args)

{ int i=0; do

{ System.out.println("rattaiah"); i++;

}while (i<10);

}

}

***Example-2 :- unreachable statement***

class Test

{ public static void main(String[] args)

{ int i=0; do

{ System.out.println("rattaiah");

}while (true);

System.out.println("Saanviinfotech"); //unreachable statement

}

}

***Example-3 :-***

class Test

{ public static void main(String[] args)

{ int i=0; do

{ System.out.println("rattaiah");

}while (false); System.out.println("Saanviinfotech");

}

}

***Transfer statements:-***

By using transfer statements we are able to transfer the flow of execution from one position to another position**.**

o ***Break , Continue , Return, Try***

### break:-

Break is used to stop the execution. And is possible to use the break statement only two areas.

1. ***Inside the switch statement.***
2. ***Inside the loops.***

if we are using any other place the compiler will generate compilation error message **” break outside switch or loop”.**

**Example-1 :- *break means stop the execution come out of loop.***

class Test

{ public static void main(String[] args)

{ for (int i=0;i<10;i++)

{ if (i==5) break;

System.out.println(i);

}

}

}

Example :- if we are using break outside switch or loops the compiler will raise compilation error **“break**

***outside switch or loop****”*

class Test

{ public static void main(String[] args)

{ if (true)

{ System.out.println("Sai"); break; System.out.println("nandu");

}

}

};

***Example :- Continue: skip the current iteration and it is continue the rest of the iterations normally***

class Test

{ public static void main(String[] args)

{ for (int i=0;i<10;i++)

{ if (i==5) continue;

System.out.println(i);

}

}

}

## Object-Oriented Programming Concepts

* *The first object oriented programming is :* ***Simula, smalltalk***
* *In object oriented programming languages everything represented in the form of object.*
* *Object is real world entity that has state & behavior. Examples:- such as pen,chair,table,house….etc.*

*Every object contains three characteristics,*

* 1. ***State*** *:* *well defined condition of an item (instance variable/fields/properties)*
  2. ***Behavior*** *:* *effects on an item (methods/behavior)*
  3. ***identity*** *:* *identification number of an item(hash code)*

*Example :-*

*Object* *:* *Car*

*State* *:* *gear,speed,color…etc*

*Behavior* *:* *current speed,current gear,Accelarate…etc*

*Identity* *:* *car number*

*Object* *:* *house*

*State* *:* *location*

*Behavior* *:* *doors open/close. Identity* *:* *house no*

*The main building blocks of oops are,*

1. ***Inheritance***
2. ***Polymorphism***
3. Abstraction
4. ***Encapsulation….etc***

***Inheritance:-***

1. *The process of acquiring properties (variables) & methods (behaviors) from one class to another class is called inheritance.*
2. *We are achieving inheritance concept by using* ***extends*** *keyword. Inheritance is also known as* ***is- a*** *relationship.*
3. *Extends keyword is providing relationship between two classes..*
4. *The main objective of inheritance is code extensibility whenever we are extending the class automatically code is reused.*
5. *In inheritance one class providing properties & another class is acquiring the properties.*
6. *In inheritance parent class is giving properties & Child is acquiring properties from Parent.*

***Application code before inheritance***

class A

{ void m1(){ }

void m2(){ }

};

class B

{ void m1(){ }

void m2(){ }

void m3(){ }

void m4(){ }

};

class C

{ void m1(){ }

void m2(){ }

void m3(){ }

void m4(){ }

void m5(){ }

void m6(){ }

***Application code after inheritance***

*class A* ***//parent class or super class or base***

{ void m1(){ }

void m2(){ }

};

*class B extends A* ***//child class or sub or derived***

{ void m3(){ }

void m4(){ }

};

class C extends B

{ void m5(){ }

void m6(){ }

};

* 1. *Eliminated duplication.*
  2. *Length of the code is decreased.*
  3. *Reusing properties in child classes.*

};

1. *Duplication of code.*
2. *Code length is increased.*

***Note: - To reduce length of the code and redundancy of the code & to improve re-usability of code sun people introduced inheritance concept.***

***Object creation of parent & child classes:-***

In java it is possible to create objects for both parent and child classes,

* If we are creating object for parent class it is possible to access only parent specific methods.

***A a=new A();*** *a.m1();* *a.m2();*

* if we are creating object for child class it is possible to access both parent & child specific methods.

***B b=new B();*** *b.m1();* *b.m2();* *b.m3(); b.m4();*

***C c=new C();*** *c.m1(); c.m2();* *c.m3();* *c.m4(); c.m5();* *c.m6();*

Important points:-

*class A*

*{* *}*

*class B extends A*

*{* *}*

*class C extends B*

*{* *}*

1. *in java if we are extending the class then it will be parent class , if we are not extending the class then* ***object*** *class will become parent class.*
2. *In above example A class is direct child class of object & B,C classes are indirect child classes of object.it represent in java every class is child of* ***object*** *either directly(A) or indirectly(B,C).*
3. *The root class of all java classes is “****object****” class.*
4. *Every java class contain parent class except* ***object*** *class.*
5. *Object class present in* ***java.lang*** *package and it contains 11 methods & all java classes able to use these 11 methods because Object class is root class of all java classes.*

*To check the predefined support use javap command.*

E:\>javap java.lang.Object public class java.lang.Object

***{*** *public final native java/lang/Class<?> getClass(); public native int hashCode();*

*public boolean equals(java.lang.Object);*

*protected native java.lang.Object clone() throws ava.lang.CloneNotSupportedException; public java.lang.String toString();*

*public final native void notify(); public final native void notifyAll();*

*public final native void wait(long) throws java.lang.InterruptedException; public final void wait(long, int) throws java.lang.InterruptedException; public final void wait() throws java.lang.InterruptedException;*

*protected void finalize() throws java.lang.Throwable;*

}

***Types of inheritance :-***

There are five types of inheritance in java,

* 1. ***Single inheritance***
  2. ***Multilevel inheritance***
  3. ***Hierarchical inheritance***
  4. ***Multiple inheritance***
  5. ***Hybrid Inheritance***

Single inheritance:-

* *One class has only one direct super class is called single inheritance.*
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***Class B extends A*** ***===>****class B acquiring properties of A class.*

***Example:-***

class Parent

*{* *}*

class Child extends Parent

*{* *}*

Multilevel inheritance:-

![](data:image/png;base64,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)One Sub class is extending Parent class then that sub class will become Parent class of next extended class this flow is called multilevel inheritance.

Class B extends A ===> class B acquiring properties of A class Class C extends B ===> class C acquiring properties of B class

[indirectly class C using properties of A & B classes]

***Example:-***

class A

{ void m1(){System.out.println("m1 method");}

};

class B extends A

{ void m2(){System.out.println("m2 method");}

};

class C extends B

{ void m3(){System.out.println("m3 method");} public static void main(String[] args)

{ A a = new A(); a.m1();

B b = new B(); b.m1(); b.m2();;

C c = new C(); c.m1(); c.m2(); c.m3();

}

}

***Hierarchical inheritance :-***
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***Class B extends A*** *===> class B acquiring properties of A class* ***Class C extends A*** *===> class C acquiring properties of A class* ***Class D extends A*** *===> class D acquiring properties of A class* ***Example:-***

class A

*{* *}*

class B extends A

*{* *}*

class C extends A

*{* *}*

***Multiple inheritance:-***

* *One sub class is extending more than one super class is called Multiple inheritance and java not supporting multiple inheritance because it is creating ambiguity problems (confusion state) .*
* *Java not supporting multiple inheritances hence in java one class able to extends only one class at a time but it is not possible to extends more than one class.*
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***Example:-***

class Parent1

{ void money() {System.out.println("parent1 money");}

};

class Parent2

{ void money() {System.out.println("parent2 money");}

};

class Child extends Parent1,Parent2

{ public static void main(String[] args)

{ Child c = new Child();

*c.money();* ***//ambiguity problems***

}

};

Hybrid inheritance:-

* *Hybrid is combination of hierarchical & multiple inheritance .*
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Preventing inheritance:-

* *You can prevent sub class creation by using final modifier.*
* *If a parent class declared as final we can’t create sub class for that class.*

final class Parent

*{* *}*

class Child extends Parent

*{* *}*

***compilation error:- cannot inherit from final Parent***

***Instanceof operator:-***

* *It is used check the type of the object and it returns Boolean value as a return value.*

***Syntax:-*** ***reference-variable instanceof class-name;***

* *To use the instanceof operator the class name & reference variable must have some relationship either parent to child or child to parent otherwise compiler will generate error message “****inconvertible types”.***
* *If the relationship is child to parent it returns* ***true*** *& the relationship is parent to child it return*

***false****.*

***Example :-***

class Animal{ };

class Dog extends Animal{ }; class Test

{ public static void main(String[] args)

{ Test t = new Test(); Animal a = new Animal(); Dog d = new Dog(); Object o = new Object();

System.out.println(d instanceof Animal); //true System.out.println(a instanceof Object); //true System.out.println(a instanceof Dog); //false System.out.println(t instanceof Object); //true System.out.println(o instanceof Animal); //false

*//System.out.println(t instanceof Animal);* ***compilation error:inconvertible types***

}

}

***Association:-***

* *Class A uses class B*
* *When one object wants another object to perform services for it.*
* *Relationship between teacher and student, number of students associated with one teacher or one student can associate with number of teachers. But there is no ownership and both objects have their own life cycles.*

***Example-1:-***

In below example student uses Teacher class object services. class Teacher

{ void course()

{ System.out.println("corejava by Sai");

}

};

class Student

{ public static void main(String[] args)

{ Teacher t = new Teacher(); t.course();

}

};

***Aggregation:-***

* *Class A has instance of class B is called aggregation.*
* *Class A can exists without presence of class B . a university can exis*ts without chancellor.
* *Take the relationship between teacher and department. A teacher may belongs to multiple departments hence teacher is a part of multiple departments but if we delete department object teacher object will not destroy.*

***Example:- Address.java*** *class Address*

{ //instance variables

*int dno; String state;*

*String country;*

*Address(int dno,String state,String country)* ***//local variables***

*{* ***//conversion process*** *this.dno=dno; this.state= state; this.country = country;*

*}*

*};*

Heroin.java:

*class Heroin*

*{* *String hname; int hage;*

*Address addr;* ***//reference of address class [dno,state,country]***

*Heroin(String hname,int hage,Address addr)*

*{* ***//conversion process*** *this.hname = hname; this.hage = hage; this.addr = addr;*

*}*

*void display()*

*{* *System.out.println("\*\*\*\*\*\*\*\*\*heroin details\*\*\*\*\*\*"); System.out.println("heroin name-->"+hname); System.out.println("heroin age-->"+hage);*

*System.out.println("heroin address-->"+addr.country+" "+addr.state+" "+addr.hno)*

*}*

*public static void main(String[] args)*

*{* *Address a1 = new Address("india","banglore",111); Heroin h1 = new Heroin("anushka",30,****a1****); h1.display();*

*Address a2 = new Address("US","california",333); Heroin h2 = new Heroin("AJ",40,****a2****);*

*h2.display();*

*}*

*}*

The above Project level main method code:-

*public static void main(String[] args)*

*{* *new Heroin("anushka",30,new Address("india","banglore",111)).display(); new Heroin("AJ",40,new Address("US","california",333)).display();*

*}*

***Example:- Test1.java:-*** *class Test1*

{ int a;

int b;

Test1(int a,int b)

{ this.a=a; this.b=b;

}

};

***Test2.java:-***

class Test2

{ boolean b1; boolean b2;

*Test2(boolean b1,boolean b2)*

{ this.b1=b1; this.b2=b2;

}

};

***Test3.java:-***

class Test3

{ char ch1; char ch2;

Test3(char ch1,char ch2)

{ this.ch1=ch1; this.ch2=ch2;

}

};

***MainTest.java:-***

class MainTest

*{* ***//instance variables***

Test1 t1; Test2 t2; Test3 t3;

*MainTest(Test1 t1 ,Test2 t2,Test3 t3)* ***//local variables***

*{* ***//conversion of local-instance***

this.t1 = t1; this.t2 = t2; this.t3 = t3;

}

void display()

{ System.out.println(“Test1 object values:-”+t1.a+" "+t1.b);

System.out.println(“Test2 object values:-”+t2.b1+" "+t2.b2);

System.out.println(“Test3 object values:-”+t3.ch1+" "+t3.ch2);

}

public static void main(String[] args)

{ Test1 t = new Test1(10,20); Test2 tt = new Test2(true,true); Test3 ttt = new Test3('a','b');

MainTest main = new MainTest(t,tt,ttt); main.display();

***// new MainTest(new Test1(10,20),new Test2(true,false),new Test3('a','b'));***

}

};

***Composition :-***

* *Class A owns class B , it is a strong type of aggregation. There is no meaning of child without parent.*
* *Order consists of list of items without order no meaning of items.* ***or*** *bank account consists of transaction history without bank account no meaning of transaction history* ***or w****ithout student class no meaning of marks class.*
* *Let’s take Example house contains multiple rooms, if we delete house object no meaning of room object hence the room object cannot exists without house object.*
* *Relationship between question and answer, if there is no meaning of answer without question object hence the answer object cannot exist without question objects.*
* *Relationship between student and marks, there is no meaning of marks object without student object.*

***Example :- Marks.java*** *class Marks*

{ int m1,m2,m3;

*Marks(int m1,int m2,int m3)* ***//local variables***

{ this.m1=m1; this.m2=m2; this.m3=m3;

}

};

***student.java***

class Student

*{* *Marks mk;* ***//without student class no meaning of marks is called "composition"***

String sname; int sid;

Student(Marks mk,String sname,int sid) //local variables

{ this.mk = mk; this.sname = sname; this.sid = sid;

}

void display()

{ System.out.println("student name:-->"+sname); System.out.println("student id:-->"+sid);

System.out.println("student marks:-->"+mk.m1+"---"+mk.m2+"--"+mk.m3);

}

public static void main(String[] args)

{ Marks m1 = new Marks(10,20,30);

Student s1 = new Student(m1,"Sai",111); s1.display();

***// new Student(new Marks(10,20,30),"Sai",111).display();*** ***project code***

Marks m2 = new Marks(100,200,300); Student s2 = new Student(m2,"anu",222); s2.display();

***// new Student(new Marks(100,200,300),"anu",222).display(); project code***

}

}

Object delegation:-

*The process of sending request from one object to another object is called object delegation.*

Example :-

*class RealPerson* ***//delegate class***

*{* *void book(){System.out.println("real java book");}*

*};*

*class DummyPerson* ***//delegator class***

*{* *RealPerson r = new RealPerson();*

*void book( ) {r.book( ); }* ***//delegation***

*};*

*class Student*

*{* *public static void main(String[] args)*

{ //outside world thinking dummy Person doing work but not.

*DummyPerson d = new DummyPerson(); d.book();*

*}*

*};*

Super keyword:-

“**this**” keyword is used to represent current class object& “**super**” keyword is used to represent super class object.

1. *Super class variables.*
2. *Super class methods.*
3. *Super class constructors.*
4. *Super class instance blocks.*
5. *Super class static blocks.*

super class variables calling:-

class Parent

{ int a=10,b=20;

};

class Child extends Parent

{ int a=100; int b=200;

*void m1(int a,int b)* ***//local variables***

*{* *System.out.println(a+b);* ***//local variables addition*** *System.out.println(this.a+this.b);* ***//current class variables addition*** *System.out.println(super.a+super.b);* ***//super class variables addition***

}

public static void main(String[] args)

{ new Child().m1(1000,2000);

}

};

super class methods calling:-

class Parent

{ void m1(){System.out.println("parent m1() method");}

};

class Child extends Parent

{ void m1() {System.out.println("child class m1() method");} void m3()

{ this.m1();

super.m1();

}

public static void main(String[] args)

{ new Child().m3();

}

};

To call the super class methods **super** keyword is mandatory but to represent current class

methods **this** keyword is optional.

super class constructors calling:-

***Example-1:-***

To call the current class constructors use **this** keyword but to call super class constructor use

***super*** *keyword.*

|  |  |  |
| --- | --- | --- |
| *super()* | *---->* | ***super class 0-arg constructor calling*** |
| *super(10)* | *---->* | ***super class 1-arg constructor calling*** |
| *super(10,20)* | *---->* | ***super class 2-arg constructor calling*** |
| *super(10,'a',true)*  *class Parent* | *---->* | ***super class 3-arg constructor calling*** |

{ Parent() {System.out.println("parent 0-arg constructor");}

};

class Child extends Parent

{ Child()

*{* *this(10);* ***//current class 1-arg constructor calling***

System.out.println("Child 0-arg constructor");

}

Child(int a)

*{* *super();* ***//super class 0-arg constructor calling***

System.out.println("child 1-arg constructor--->"+a);

}

public static void main(String[] args)

{ new Child();

}

};

***Example-2:-***

*Inside the constructor super keyword must be first statement otherwise compiler generates error message* ***“call to super must be first line in constructor”.***

No compilation error:-

*Child()*

*{* *this(10);*

***// (this must be first line)***

*System.out.println("Child 0-arg constructor");*

*}*

*Child(int a)*

*{* *super();* ***//(super must be first line)***

*System.out.println("child 1-arg constructor--->"+a);*

*}*

***Compilation Error:-***

Child()

*{* *System.out.println("Child 0-arg constructor"); this(10);* ***//compilation error***

}

Child(int a)

*{* *System.out.println("child 1-arg constructor--->"+a); super();* ***//(compilation Error)***

}

***Example-3:-***

Inside the constructor it is possible to use either this keyword or super keyword but,

* *Two super keywords are not allowed.*
* *Two this keywords are not allowed.*
* *Both super & this keyword also not allowed.*

***Compilation Error:-***

Child()

{ this(10);

super();

System.out.println("Child 0-arg constructor");

}

Child()

{ super(10);

super();

System.out.println("Child 0-arg constructor");

}

Child()

{ this(10);

this();

System.out.println("Child 0-arg constructor");

}

***Example-4:-***

In below example parent class default constructor is executed that is provided by compiler. class Parent

*{* ***// default constructor***

};

class Child extends Parent

{ Child()

{ super()

System.out.println("Child 0-arg constructor");

}

public static void main(String[] args)

{ new Child();

}

};

***D:\>java Child***

***Child 0-arg constructor***

***Example-5:-***

1. *Inside the constructor weather it is a 0-argument or parameterized if we are not declaring* ***super or this*** *keyword then compiler generate super keyword at first line of the constructor.*
2. *The compiler generated super keyword is always 0-arg constructor calling. class Parent*

{ Parent() { System.out.println("parent 0-arg constructor"); }

};

class Child extends Parent

{ Child()

***{*** ***//super(); generated by compiler at compilation time***

System.out.println("Child 0-arg constructor");

}

public static void main(String[] args)

{ new Child();

}

};

***D:\>java Child***

***parent 0-arg constructor Child 0-arg constructor***

***Example-6:-***

In below example child class is calling parent class 0-argument constructor since not there so compiler generate error message.

class Parent

{ Parent(int a) { System.out.println("parent 1-arg cons-->"+a); }

};

class Child extends Parent

{ Child()

*{* ***//super();*** ***generated by compiler***

System.out.println("Child 0-arg constructor");

}

public static void main(String[] args)

{ new Child();

}

};

***Example-7:-***

In below compiler generate default constructor and inside that default constructor super keyword is generated.

***Application code before compilation:- ( .java )***

class Parent

{ Parent() {

System.out.println("parent 0-arg cons");

}

};

class Child extends Parent

{ public static void main(String[] args)

{ new Child();

}

};

***Application code after compilation:- ( .class )***

class Parent

{ Parent()

{ System.out.println("parent 0-arg cons");

}

};

class Child extends Parent

*{* ***/\* below code is generated by compiler Child()***

***{*** ***super();***

***} \*/***

public static void main(String[] args)

{ new Child();

}

};

***Example-8 :-***

In below example in Test class 0-argument constructor compiler generate super keyword it execute parent class(Object) default constructor.

class Test extends Object

{ Test()

*{* ***// super();*** ***generated by compiler***

System.out.println("Test class constructor");

}

public static void main(String[] args)

{ new Test();

}

};

***Example-9:-***

In below example in child class 1-argument & 0 argument constructors compiler generate super keyword hence parent class 0-argument constructor will be executed.

class Parent

{ Parent(){System.out.println("parent 0-arg cons"); }

};

class Child extends Parent

{ Child()

*{* ***//super();*** ***generated by compiler***

System.out.println("Child 0-arg constructor");

}

Child(int a)

*{* ***//super();*** ***generated by compiler***

System.out.println("child 1-arg cons");

}

public static void main(String[] args)

{ new Child(); new Child(10);

}

};

Example-10:-

*class GrandParent*

*{* *int c;*

*GrandParent(int c)*

*{* *this.c=c;* *}*

*};*

*class Parent extends GrandParent*

*{* *int b;*

*Parent(int b,int c)*

*{* *super(c); this.b=b;* *}*

*};*

*class Child extends Parent*

*{* *int a;*

*Child(int a,int b,int c)*

*{* *super(b,c); this.a=a;* *}*

*void disp()*

*{* *System.out.println("child class ="+a); System.out.println("parent class ="+b); System.out.println("grandparent class ="+c);*

*}*

*public static void main(String[] args)*

*{* *new Child(10,20,30).disp();* *}*

*};*

***Super class instance blocks:-***

***Example-1:-***

***In parent and child relationship first parent class instance blocks are executed then child class instance blocks are executed.***

*class Parent*

*{* *{System.out.println("parent instance block");}* ***//instance block***

*};*

*class Child extends Parent*

*{*

*{* *System.out.println("Child instance block");* *}* ***//instance block***

*Child()*

*{* *System.out.println("chld 0-arg cons");*

*}*

*public static void main(String[] args)*

*{* *new Child();*

*}*

*};*

***Example-2:-***

*class Parent*

*{* *{System.out.println("parent instance block");}* ***//instance block***

*Parent(){System.out.println("parent 0-arg cons");}*

*};*

*class Child extends Parent*

*{* *{System.out.println("Child instance block");}* ***//instance block***

*Child()*

*{* *System.out.println("chld 0-arg cons");*

*}*

*Child(int a)*

*{* *System.out.println("child 1-arg cons");*

*}*

*public static void main(String[] args)*

*{* *new Child(); new Child(10);*

*}*

*};*

***E:\>java Child***

***parent instance block parent 0-arg cons Child instance block child 0-arg cons parent instance block parent 0-arg cons Child instance block child 1-arg cons***

##### Super class static blocks:-

Example-1:-

*In parent and child relationship first parent class static blocks are executed only one time then child class static blocks are executed only one time because static blocks are executed with respect to .class loading.*

*Instance block execution depends on object creation & static block execution depends on class loading.*

*class Parent*

*{* *static{System.out.println("parent static block");}* ***//static block***

*{System.out.println("parent instance block");}* ***//instance block***

*};*

*class Child extends Parent*

*{* *static{System.out.println("child static block");}* ***//static block***

*{System.out.println("child instance block");}* ***//instance block***

*public static void main(String[] args)*

*{* *new Child(); new Child();*

*}*

*};*

*E:\>java Child parent static block child static block*

*parent instance block child instance block parent instance block child instance block*

Example-2:-

*class Parent*

*{* *Parent(){System.out.println("parent 0-arg cons");}*

*{System.out.println("parent class instance block");} static{System.out.println("parent class static block");}*

*};*

*class Child extends Parent*

*{* *{System.out.println("child class instance block");} Child()*

*{* *System.out.println("child class 0-arg cons");*

*}*

*static {System.out.println("child class static block");} public static void main(String[] args)*

*{* *new Child();*

*}*

*};*

Example-3:-

*instance blocks execution depends on number of object creations but not number of constructor executions. If we are creating 10 objects 10 times constructors are executed just before constructor execution 10 times instance blocks are executed.*

*Static blocks execution depends on .class file loading hence the static blocks are executed only one time for single class.*

*class Parent*

*{* *static {System.out.println("parent static block");}* ***//static block***

*{System.out.println("parent instance block");}* ***//instance block***

*Parent(){System.out.println("parent 0-arg cons");}* ***//constructor***

*};*

*class Child extends Parent*

*{* *static {System.out.println("Child static block");}* ***//static block***

*{System.out.println("child instance block");}* ***//instance block***

*Child()*

{ //super(); generated by compiler

*System.out.println("Child 0-arg cons");} Child(int a){*

*this(10,20);*

*System.out.println("Child 1-arg cons");} Child(int a,int b)*

{ //super(); generated by compiler

*System.out.println("Child 2-arg cons");*

*}*

*public static void main(String[] args)*

*{* *Parent p = new Parent(); Child c = new Child(); Child c1 = new Child(100);*

*}*

*};*

*D:\>java Child parent static block Child static block*

*parent instance block parent 0-arg cons parent instance block parent 0-arg cons child instance block Child 0-arg cons parent instance block parent 0-arg cons child instance block Child 2-arg cons*

*Child 1-arg cons*

Example: - object usage in real time projects.

File-1: Gmail.java class Gmail

|  |  |  |  |
| --- | --- | --- | --- |
| *{* | *void compose() {* | *System.out.println("to perform compose operation");* | *}* |
|  | *void inbox()* *{* | *System.out.println("to perform inbox operation");* | *}* |
|  | *void sentItem() {* | *System.out.println("to perform sent Item operation");* | *}* |

}

File-2: UserOperations.java

**Problem:** in below example we are creating object locally & in every method we are creating object it increases duplication of the code.

class UserOperations

{ void Sai()

{ System.out.println("Sai operations:"); Gmail g = new Gmail();

g.compose(); } void anu()

{ System.out.println("anu operations:"); Gmail g = new Gmail();

g.inbox(); } void yadhu()

{ System.out.println("yadhu operations:"); Gmail g = new Gmail();

g.sentItem(); }

}

File-2: UserOperations.java

**Solution:** in below example we are creating object globally hence every method is able to access this variable.

class UserOperations

*{* ***Gmail g;***

void Sai()

{ System.out.println("Sai operations:"); g= new Gmail();

g.compose(); } void anu()

{ System.out.println("anu operations:"); g.inbox(); }

void yadhu()

{ System.out.println("yadhu operations:"); g.sentItem(); }

}

File 3: Test.java class Test

{ public static void main(String[] args)

{ UserOperations o = new UserOperations(); o.Sai(); o.anu(); o.yadhu();

}

}

### Polymorphism:-

* *The ability to appear in more forms is called polymorphism.*
* *One thing can exhibits more than one form is called polymorphism.*
* *One functionality with different actions is called polymorphisum.*
* *One person with different debaviours is called polymorphisumk.*
* *Polymorphism is a Greek word poly means many and morphism means forms.*

There are two types of polymorphism in java,

* 1. *Compile time polymorphism / static binding / early binding*

***Example :- method overloading.***

* 1. *Runtime polymorphism /dynamic binding /late binding.*

***Example :- method overriding.***

***Compile time polymorphism [Method Overloading]:-***

1. If java class allows more than one method with same name but different number of arguments or same number of arguments but different data types those methods are called overloaded methods.
   1. Same method name but different number of arguments.

***void m1(int a){ }***

***void m1(int a,int b){ }***

* 1. Same method name & same number of arguments but different data types.

##### void m1(int a){ } void m1(char ch){ }

1. To achieve overloading concept one java class sufficient.
2. It is possible to overload any number of methods in single java class.

***Example:-***

class Test

*{* ***//below three methods are overloaded methods.***

void m1(int i)

{ System.out.println("int-argument method");

}

void m1(int i,int j)

{ System.out.println("int,int argument method=");

}

void m1(char ch)

{ System.out.println("char-argument method");

}

public static void main(String[] args)

{ Test t = new Test(); t.m1(10);

t.m1(10,20);

t.m1('a');

}

}

***Example:-***

* *In method overloading it is possible to have different data types for overloaded method.*
* *While overloading the methods check the signature(methodname+parameters) of the method but not return type.*

class Test

*{* ***//below two methods are overloaded methods***

double m1(int a,int b)

{ System.out.println("int,int arguments method"); return 20.5;

}

int m1(float f)

{ System.out.println("float argument method"); return 100;

}

public static void main(String[] args)

{ Test t=new Test(); double d = t.m1(10,20);

System.out.println("return type="+d); int x = t.m1(10.5f); System.out.println("return type="+x);

}

}

***method overloading with type promotion***
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{ void m1(int a,long b)

{ System.out.println("int,long arguments method");

}

void m1(float f)

{ System.out.println("float argument");

}

public static void main(String[] args)

{ Test t=new Test(); t.m1(10,20);

t.m1((byte)10,(short)20); t.m1(10);

t.m1(10L);

}

}

E:\>java Test

int,long arguments method int,long arguments method float argument

float argument

***Example:-***

class Test

{ void sum(int a,int b)

{ System.out.println("int arguments method"); System.out.println(a+b);

}

void sum(long a,long b)

{ System.out.println("long arguments method"); System.out.println(a+b);

}

void sum(int a,long b)

{ System.out.println("int,long arguments method"); System.out.println(a+b);

}

void sum(long a,int b)

{ System.out.println("long,int arguments method"); System.out.println(a+b);

}

public static void main(String[] args)

{ Test t=new Test(); t.sum(1,2);

t.sum(10L,20L);

t.sum(100,200L); t.sum(1000L,2000);

}

}

***Types of overloading:-***

There are three types of overloading in java,

* 1. *Method overloading* *explicitly by the programmer*
  2. *Constructor overloading*
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***Constructor Overloading:-***

If the class contains more than one constructors with same name but different arguments or same number of arguments with different data types those constructors are called overloaded constructors.

* + 1. *Same constructor name but different number of arguments. Test(int a){ }* *//assume* ***Test*** *is java class*

Test(int a,int b){ }

* + 1. *Same constructor name & same number of arguments but different data types. Test(int a){ }*

Test(char ch){ }

class Test

*{* ***//overloaded constructors***

Test()

{ System.out.println("0-arg constructor");

}

Test(int i)

{ System.out.println("int argument constructor");

}

Test(char ch,int i)

{ System.out.println("char,int argument constructor");

}

Test(char ch)

{ System.out.println("char argument constructor");

}

public static void main(String[] args)

{ new Test(); new Test(10);

new Test('a',100);

new Test('r');

}

}

***Operator overloading:-***

* One operator with different behaviors is called Operator overloading .
* Java is not supporting operator overloading but only one overloaded in java language is ‘+’.
  + If both operands are integer then “**+”** performs addition.
  + If at least one operand is String then “**+**” perform concatenation.

***Example:-***

class Test

{ public static void main(String[] args)

{ int a=10; int b=20;

System.out.println(a+b); //30 [addition] System.out.println(a+"Sai"); //10Sai [concatenation] System.out.println("Sai"+"anu"+2+2+"kids"); System.out.println(2+2+"kids"+"Sai"+"anu");

}

}

##### Runtime polymorphism [Method Overriding]:-

* *To achieve method overloading one java class sufficient but to achieve method overriding we required two java classes with parent and child relationship.*
* *The method implementations already present in parent class,*
  + - 1. *If the child class required that implementation then access those implementations.*
      2. *If the child class not required, parent class method implementations then override parent class method in child class to provide child specific implementations.*
* *The sub class overrides super class method to provide sub class method implementations.*
* *In overriding* *parent class method is called* *===>* ***overridden method***

*Child class method is called* *===>* ***overriding method***

Example :-

In below example marry method present in parent class with some implementations but child class overriding marry method to provide child specific implementation is called overriding.

class Parent

{ void property()

{ System.out.println("money+land+hhouse");

}

*void marry()* ***//overridden method***

{ System.out.println("black girl");

}

};

class Child extends Parent

*{* *void marry()* ***//overriding method***

{ System.out.println("white girl/red girl");

}

public static void main(String[] args)

{ Child c=new Child(); c.property();

c.marry();

}

};

***E:\>java Child money+land+hhouse white girl/red girl***

While overriding methods must fallow these rules:-

1. *Overridden method signature & overriding method signatures must be same.*
2. *The return types of overridden method & overriding method must be same (at primitive level).*
3. *While overriding it is possible to change return type by using co-variant return types concept.*
4. *Final methods can’t override.*
5. *Static method can’t override but method hiding possible.*
6. *Private methods can’t override.*
7. *While overriding it is not possible to maintain same level permission or increasing order but not decreasing.*
8. *Overriding with exception handling rules.*

***Method overriding rule 1:-***

While overriding methods the overridden method signature and overriding method signature must be same.

Method signature nothing but method-name & parameters list. class Parent

*{* *void* ***marry()****{* *}* ***//overridden method***

}

class Child extends Parent

*{* *void* ***marry()****{* *}* ***//overriding method***

};

***Method overriding rule-2:-***

While overriding method overridden method return type & overriding method return type must be same at primitive level (byte,int,double,boolean…etc) otherwise compiler will generate error message.

class Parent

*{* ***void*** *marry(){* *}* ***//overridden method***

}

class Child extends Parent

*{* ***int*** *marry(){* *}* ***//overriding method***

};

***compilation error:****-* *marry() in Child cannot override marry() in Parent*

return type int is not compatible with void

***Method overriding rule-3:-***

* *Before java 1.5 version it is not possible to override the method by changing return type but form java 5 versions it is possible to override the method by changing return type by using co-variant return type’s concept.*
* *While overriding methods it is possible to change the return type of overridden method & overriding methods at class level by using co-variant return type concept but not primitive level.*
* *The return type of overriding method is must be sub-type of overridden method return type this is called covariant return types.*

***Note :while overriding methods it is possible to change return type at class-level but not primitive level.***

class Animal{ }

class Dog extends Animal{ } class Parent

*{* ***Animal*** *m1()* ***//overridden method***

{ System.out.println("parent m1"); return new Animal(); }

}

class Child extends Parent

*{* ***Dog*** *m1()* ***//overriding method***

{ System.out.println("child m1"); return new Dog(); }

public static void main(String[] args)

{ Parent p = new Parent(); Animal a = p.m1();

Child c = new Child(); Dog d = c.m1();

***Method overriding rule-4:-***

1. *If an overridden method is final it is not possible to override that method in child class.*
2. *Final classes are preventing inheritance concept & final methods are preventing overriding concept.*

***Example :-***

class Parent

*{* ***final*** *void marry(){* *}* ***//overridden method***

}

class Child extends Parent

*{* *void marry(){* *}* ***//overriding method***

};

***Compilation error:-*** *marry() in Child cannot override marry() in Parent overridden method is final*

***Example:-final variables***

When we declare variable as a final it is not possible to change the value of final variable. If we are trying to change final variable compiler will generate error message.

Final variables are fixed constants it is not possible to perform modifications.

**Case 1:-** in java for the local variables only one modifier is applicable that is **final**. class Test

{ public static void main(String[] args)

{ final int a=10;

*a=a+10;* ***//trying to modify a value it will generate error***

System.out.println(a);

}

};

***compilation error:-*** ***cannot assign a value to final variable a***

**case 2:-** if you declare instance or static variable with final we should initialize that variable with some values by using constructors r instance blocks otherwise compiler will generate error message.

class Test

{ final int a; //instance variable final static int b; //static variable

};

The above example will generate error message “variable might not have been initialized”

***Example:-***

* *Final class variables are not a final but final class methods are by default final.*
* *Final class methods are by default final because for the final class not possible to create sub- classes hence it is not possible to override that method.*

final class Test

{ int a=10; void m1()

{ System.out.println("m1 method"); a=a+10;

System.out.println(a);

}

public static void main(String[] args)

{ new Test().m1();

***Type-casting:-***

The process of converting data one type to another type is called type casting. There are two types of type casting

* 1. Implicit typecasting /widening/up casting
  2. Explicit type-casting (narrowing)/do

Type casting chart:-

***Up-casting :-***
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***down-casting:-***
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When we assign higher value to lower data type range then compiler will rise compiler error “possible loss of precision” but whenever we are type casting **higher data type-lower data type** compiler won’t generate error message but we will loss the data.

***Implicit-typecasting:- (widening) or (up casting)***

1. *When we assign lower data type value to higher data type that typecasting is called up- casting.*
2. *When we perform up casting data no data loss.*
3. *It is also known as up-casting or widening.*
4. *Compiler is responsible to perform implicit typecasting.*

***Explicit type-casting:- (Narrowing) or (down casting)***

1. *When we assign a higher data type value to lower data type that type-casting is called down casting.*
2. *When we perform down casting data will be loss.*
3. *It is also known as narrowing or down casting.*
4. *User is responsible to perform explicit typecasting.*

***Note :- Parent class reference variable is able to hold child class object but Child class reference variable is unable to hold parent class object.***

class Parent

*{* *};*

class Child extends Parent

*{* *};*

*Parent p = new Child();* ***//valid***

*Child c = new Parent();* ***//invalid***

***Example :-type casting***

class Parent

*{* *};*

class Child extends Parent

*{* *};*

class Test

{ public static void main(String[] args)

*{* ***//implicit typecasting (up casting)***

byte b=120;

*int i=b;* ***//[automatic conversion of byte-int]***

System.out.println(b); char ch='a';

*int a=ch;* ***//[automatic conversion of char to int]***

System.out.println(a); long l1=20;

*float f = l1;* ***//[automatic conversion of long-float]***

System.out.println(f);

***/\*below examples it seems up-casting but compilation error:possible loss of precision***

***: conversion not possible***

byte i=100; (1 byte size)

char ch=i; (assigned to 2 bytes char) System.out.println(ch);

char ch='a'; short a=ch;

*System.out.println(a);* ***compilation error:possible loss of precision***

float f = 10.5f; long l = f;

*System.out.println(l);* ***compilation error:possible loss of precision***

float f=10.5f; long l = f;

*System.out.println(l);* ***compilation error:possible loss of precision (memory representation different)*** *\*/*

***//explicit-typecasting (down-casting)***

***// converted-type-name var-name = (converted-type-name)conversion-var-type;***

int a1=120;

byte b1 =(byte)a1; System.out.println(b1); int a2=130;

byte b2 =(byte)a2; System.out.println(b2); float ff=10.5f;

int x = (int)ff; System.out.println(x); Parent p = new Child();

***//target-type variable-name=(target-type)source-type;***

Child c1 =(Child)p; Parent p = new Child(); Child c1 = (Child)p;

}

}

***Example-2:-***

* In java parent class reference variable is able to hold Child class object but Child class reference variable unable to hold Parent class object.
  + **Parent p = new Child();** **>valid**
  + **Child c = new Parent();** **>invalid**

class Parent

*{* *void m1(){System.out.println("parent m1 method");}* ***//overridden method***

}

class Child extends Parent

*{* *void m1(){System.out.println("child m1 method");}* ***//override method***

*void m2(){System.out.println("child m2 method");}* ***//direct method of child class***

public static void main(String[] args)

{

***//parent class is able to hold child class object***

*Parent p1 = new Child();* ***//creates object of Child class***

*p1.m1();* ***//child m1() will be executed***

***//p1.m2(); Compilation error we are unable to call m2() method***

*Child c1 =(Child)p1;* ***//type casting parent reference variable to child object.***

c1.m1();

c1.m2();

}

};

 In above example parent class is able to hold child class object but when you call **p.m1();** method compiler is checking m1() method in parent class at compilation time. But at runtime child object is created hence Child method will be executed.

 Based on above point decide in above method execution decided at runtime hence it is a runtime polymorphism.

 When you call **p.m2 (); compiler** is checking m2 () method in parent class since not there so compiler generate error message. Finally it is not possible to call child class m2 () by using parent reference variable even thought child object is created.

 Based on above point we can say by using parent reference it is possible to call only overriding methods (**m1 ()** ) of child class but it is not possible to call direct method(**m2()** ) of child class.

 To overcome above limitation to call child class method perform typecasting.

Example:- in java it is possible to override methods in child classes but it is not possible to override variables in child classes.

*class Parent*

*{* *int a=100;*

*};*

*class Child extends Parent*

*{* *int a=1000;*

*public static void main(String[] args)*

*{* *Parent p = new Child();*

*System.out.println("a vlues is :--->"+p.a);* ***//100***

*}*

*};*

If a subclass defines a static method with the same signature as a static method in the superclass, then the method in the subclass *hides* the one in the superclass.

class Animal

{ void instanceMethod(){System.out.println("instance method in Animal");} static void staticMethod(){System.out.println("static method in Animal");}

};

class Dog extends Animal

{ void instanceMethod(){System.out.println("instance method in Dog");}//overriding static void staticMethod(){System.out.println("static method in Dog");}//hiding public static void main(String[ ] args)

{ Animal a = new Dog(); a.instanceMethod();

a.staticMethod(); // [or] Animal.instanceMethod();

}

};

* The version of the overridden instance method that gets invoked is the one in the subclass.
* The version of the hidden static method that gets invoked depends on whether it is invoked from the superclass or the subclass.

The Cat class overrides the instance method in Animal and hides the static method in Animal.

The main method in this class creates an instance of Cat and invokestestClassMethod() on the class and testInstanceMethod() on the instance.

***Example :- importance of converting parent class reference variable into child class object***

***//let assume predefined class***

class ActionForm

*{* *void xxx(){}* ***//predefined method***

*void yyy(){}* ***//predefined method***

};

*class LoginForm extends ActionForm* ***//assume to create LoginForm our class must extends ActonForm***

*{* *void m1(){System.out.println("LoginForm m1 method");}* ***//method of LoginFrom class***

*void m2(){System.out.println("LoginForm m2 method");}* ***//method of LoginFrom class***

public static void main(String[] args)

*{* ***//assume server(Tomcat,glassfish…) is creating object of LoginForm***

*ActionForm af = new LoginForm();* ***//creates object of LoginForm class***

***//af.m1();*** ***af.m2(); //by using af it is not possible to call m1() & m2()***

*LoginForm lf = (LoginForm)af;****//type casting***

lf.m1();

lf.m2();

}

};

***Example :-[ overloading vs. overriding]***

class Parent

*{* ***//overloaded methods***

*void m1(int a){System.out.println("parent int m1()-->"+a);}****//overridden method***

*void m1(char ch){System.out.println("parent char m1()-->"+ch);}****//overridden method***

};

class Child extends Parent

*{* ***//overloaded methods***

*void m1(int a){System.out.println("Child int m1()-->"+a);}****//overriding method***

*void m1(char ch){System.out.println("child char m1()-->"+ch);}****//overriding method***

public static void main(String[] args)

{

*Parent p = new Parent();****//[it creates object of Parent class]*** *p.m1(10); p.m1('s');* ***//10 s [parent class methods executed]*** *Child c = new Child();****//[it creates object of Child class]*** *c.m1(100); c.m1('a');* ***//[100 a Child class methods executed]*** *Parent p1 = new Child();****//[it creates object of Child class]***

*p1.m1(1000);* *p1.m1('z');* ***//[1000 z child class methods executed]***

}

};

Example:- method overriding vs. Hierarchical inheritance

*class Heroin*

*{* *int rating( ) { return 0 ; }*

*};*

*class Anushka extends Heroin*

*{* *int rating(){return 1;}*

*};*

*class Nazriya extends Heroin*

*{* *int rating(){return 5;}*

*};*

*class Kf extends Heroin*

*{* *int rating(){return 2;}*

*}*

*class Test*

*{* *public static void main(String[] args)*

{ /\*Heroin h,h1,h2,h3; h = new Heroin();

***h1 = new Anushka(); h2 = new Nazriya(); h3 = new Kf();\*/***

*Heroin h = new Heroin(); Heroin h1 = new Anushka(); Heroin h2 = new Nazriya(); Heroin h3 = new Kf();*

*System.out.println("Heroin rating* *:--->"+h.rating()); System.out.println("Anushka rating :--->"+h1.rating()); System.out.println("Nazsriya rating :--->"+h2.rating()); System.out.println("Kf rating* *:--->"+h3.rating());*

*}*

*};*

***In above example when you call rating() method compilation time compiler is checking method in parent class(Heroin) but runtime Child class object are crated hence child class methods are executed.***

Example :-

*class Animal*

*{void eat(){System.out.println("animal eat");}*

*};*

*class Dog extends Animal*

*{void eat(){System.out.println("Dog eat");}*

*};*

*class Cat extends Animal*

*{* *void eat(){System.out.println("cat eat");}*

*};*

*class Test*

*{* *public static void main(String[] args)*

|  |  |  |
| --- | --- | --- |
| *{* | *Animal a1,a2;* |  |
|  | *a1=new Dog();* | ***//creates object of Dog class*** |
|  | *a1.eat();* | ***//compiletime:Animal runtime : Dog*** |
|  | *a2=new Cat();* | ***//creates object of Cat class*** |
| *}* | *a2.eat();* | ***//compiletime:Animal runtime : Cat*** |

*};*

Example-:-method overriding vs. multilevel inheritance.

*class Person*

*{* *void eat(){System.out.println("4-idly");}*

*};*

*class Sai extends Person*

*{* *void eat(){System.out.println("10-idly");}*

*};*

*class SaiKid extends Sai*

*{* *void eat(){System.out.println("2-idly");}*

*};*

*class Test*

*{* *public static void main(String[] args)*

*{* *Person p = new Sai();*

*p.eat();* ***//compiletime: Person runtime:Sai***

*Sai r = new SaiKid();*

r.eat(); //compiletime: Sai runtime:SaiKid

*Person p1 = new SaiKid();*

*p1.eat();* ***//compiletime: Person runtime:SaiKid***

*}*

*};*

Example :- overriding vs method hiding

* *static method cannot be overridden because static method bounded with class where as instance methods are bounded with object.*
* *In java it is possible to override only instance methods but not static methods.*
* *The below example seems to be overriding but it is method* ***hiding concept.***

*class Parent*

*{* *static void m1(){System.out.println("parent m1()");}*

*};*

*class Child extends Parent*

*{* *static void m1(){System.out.println("child m1()");} public static void main(String[] args)*

*{* *Parent p = new Child();*

*p.m1();* ***//output : parent m1()***

*}*

*};*

### toString():-

* toString() method present in Object and it is printing String representation of Object.
* toString() method return type is String object it means toString() method is returning String object.
* The toString() method is overridden some classes check the below implementation.
  + In String class toString() is overridden to return content of String object.
  + In StingBuffer class toString() is overridden to returns content of StringBuffer class.
  + In Wrapper classes(Integer,Byte,Character…etc) toString is overridden to returns content of Wrapper classes.

***internal implementation:-***

*class Object*

*{* *public String toString()*

*{* *return getClass().getName() + '@' + Integer.toHexString(hashCode());*

*}*

*};*

Example:-

***Note :- whenever you are printing reference variable internally toString() method is called.***

*Test t = new Test(); //creates object of Test class reference variable is “t”*

//the below two lines are same.

*System.out.println(t); System.out.println(t.toString());*

*class Test*

*{* *public static void main(String[] args)*

*{* *Test t = new Test(); System.out.println(t);*

*System.out.println(t.toString()); //* ***[Object class toString() executed]***

*}*

*};*

***Example -2:-***

toString() method present in Object class but in our Test class we are overriding toString() method hence our class toString() method is executed.

class Test

*{* ***//overriding toString() method***

public String toString()

{ return "Saisoft";

}

public static void main(String[] args)

{ Test t = new Test();

***//below two lines are same***

*System.out.println(t);* ***//Test class toString() executed***

*System.out.println(t.toString());* ***//Test class toString() executed***

}

};

***Example-3:- very important***

class Student

*{* ***//instance variables***

String sname; int sid;

*Student(String sname,int sid)* ***//local variables***

*{* ***//conversion*** *this.sname = sname; this.sid = sid;*

}

*public String toString()* ***//overriding toString() method***

{ return "student name:-->"+sname+" student id:-->"+sid;

}

};

class TestDemo

{ public static void main(String[] args)

{ Student s1 = new Student("Sai",111);

***//below two lines are same***

*System.out.println(s1);* ***//student class toString() executed***

*System.out.println(s1.toString());* ***//student class toString() executed***

Student s2 = new Student("anu",222);

***//below two lines are same***

*System.out.println(s2);* ***//student class toString() executed***

*System.out.println(s2.toString());* ***//student class toString() executed***

}

};

Example :-overriding of toString() method

*class Test*

{ //overriding method

*public String toString()*

*{* *return "ratnsoft";* *} public static void main(String[] args)*

*{* *Test t = new Test(); System.out.println(t);*

*System.out.println(t.toString()); //* ***[here overriding toString() executed it means our class toString() method will be executed]***

*}*

*};*

*In above example overriding toString() method will be executed.*

Example :- employee class is not overriding toString()

*class Employee*

{ //instance variables

*String ename; int eid ; double esal;*

*Employee(String ename,int eid,double esal)* ***//local variables***

{ //conversion of local variables to instance variables

*this.ename = ename; this.eid = eid; this.esal = esal;*

*}*

*public static void main(String[] args)*

*{* *Employee e1 = new Employee("Sai",111,60000);*

//whenever we are printing reference variables internally it calls toString() method

*System.out.println(e1);* ***//e1.toString() [our class toString() executed output printed]***

*}*

*};*

D:\morn11>java Employee Employee@530daa

*In above example Employee class is not overriding toString() method so parent class****(Object)*** *toString() method will be executed it returns hash code of the object.*

Example :- Employee class overriding toString() method

*class Employee*

{ //instance variables

*String ename; int eid ; double esal;*

*Employee(String ename,int eid,double esal)****//local variables***

{ //conversion of local variables to instance variables

*this.ename = ename; this.eid = eid; this.esal = esal;*

*}*

*public String toString()*

*{* *return ename+" "+eid+" "+esal;*

*}*

*public static void main(String[] args)*

*{* *Employee e1 = new Employee("Sai",111,60000); Employee e2 = new Employee("aruna",222,70000); Employee e3 = new Employee("nandu",222,80000);*

***//whenever we are printing reference variables internally it calls toString() method*** *System.out.println(e1);* ***//e1.toString() [our class toString() executed output printed]*** *System.out.println(e2);* ***//e2.toString() [our class toString() executed output printed]*** *System.out.println(e3);* ***//e3.toString() [our class toString() executed output printed]***

*}*

*};*

*In above example when you print reference variables it is executing toString() hence Employee values will be printed.*

***Final modifier:-***

1) Final is the modifier applicable for classes, methods and variables (for all instance, Static and local variables).

***Case 1:-***

1. if a class is declared as final, then we cannot inherit that class it means we cannot create child class for that final class.
2. Every method present inside a final class is always final but every variable present inside the final class not be final variable.

***Example :-***

*final class Parent* ***//parent is final class child class creation not possible***

*{* *};*

*class Child extends Parent* ***//compilation error***

*{* *};*

Example :-

**Note :- Every method present inside a final class is always final but every variable present inside the final class not be final variable.**

*final class Test*

*{* *int a=10;* ***//not a final variable***

*void m1()* ***//final method***

*{* *System.out.println("m1 method is final"); a=a+100;*

*System.out.println(a);* ***//110***

*}*

*public static void main(String[] args)*

*{* *Test t=new Test(); t.m1();*

*}*

***Case 2:-***

*}*

If a method declared as a final we can not override that method in child class.

***Example :-***

class Parent

*{* *final void marry(){}* ***//overridden method is final***

};

class Child extends Parent

*{* *void marry(){}* ***//overriding method***

};

***Compilation Error:-*** ***marry() in Child cannot override marry() in Parent overridden method is final***

***Case 3:-***

1. *If a variable declared as a final we can not reassign that variable if we are trying to reassign compiler generate error message.*
2. *For the local variables only one modifier is applicable that is final.*

***Example:-***

class Test

{ public static void main(String[] args)

*{* *final int a=100 ;* ***//local variables***

*a = a+100;* ***// [compilation error because trying to reassignment]***

System.out.println(a);

}

};

***Compilation Error :- cannot assign a value to final variable a Example :-***

class Parent

{ void m1(){}

};

class Child extends Parent

{ int m1(){}

};

D:\morn11>javac Test.java

m1() in Child cannot override m1() in Parent return type int is not compatible with void

***case 4:-***

for the static variables JVM will provide default values. class Test

{ static int a;

public static void main(String[] args)

{ System.out.println("static variable value="+Test.a);

}

}

***E:\>java Test***

***static variable value=0***

final variables always needs initialization, if you don’t initialize compiler will generate compilation error.

class Test

{ final static int a;

public static void main(String[] args)

{ System.out.println("static variable value="+Test.a);

}

}

***Compilation error:***

***variable a might not have been initialized***

***Advantage of final modifier :-***

The main advantage of final modifier is we can achieve security as no one can be allowed to change our implementation.

**Disadvantage of final modifier:-**

But the main disadvantage of final keyword is we are missing key benefits of Oops like inheritance and polymorphism. Hence is there is no specific requirement never recommended to use final modifier.

### Garbage Collector

* Garbage collector is destroying the useless object and it is a part of the JVM.
* To make eligible objects to the garbage collector

***Example-1 :-***

**Whenever we are assigning null constants to our objects then objects are eligible for GC(garbage collector**)

class Test

{ public static void main(String[] args)

{ Test t1=new Test(); Test t2=new Test(); System.out.println(t1); System.out.println(t2);

;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;;

*t1=null;* ***//t1 object is eligible for Garbage collector*** *t2=null;* ***//t2 object is eligible for Garbage Collector*** *System.out.println(t1);*

System.out.println(t2);

}

};

***Example-2 :-***

Whenever we reassign the reference variable the objects are automatically eligible for garbage collector.

class Test

{ public static void main(String[] args)

{ Test t1=new Test(); Test t2=new Test(); System.out.println(t1); System.out.println(t2);

*t1=t2;* ***//reassign reference variable then one object is destroyed.***

System.out.println(t1); System.out.println(t2);

}

};

***Example -3:-***

Whenever we are creating objects inside the methods one method is completed the objects are eligible for garbage collector.

class Test

{ void m1()

{ Test t1=new Test(); Test t2=new Test();

}

public static void main(String[] args)

{ Test t=new Test(); t.m1();

System.gc();

}

};

class Test

*{* ***//overriding finalize()***

public void finalize()

{ System.out.println("Sai sir object is destroyed"); System.out.println(10/0);

}

public static void main(String[] args)

{ Test t1 = new Test(); Test t2 = new Test();

;;;;;;;//usage of objects

*t1=null;* ***//this object is eligible to Gc*** *t2=null;* ***//this object is eligible to Gc*** *System.gc();* ***//calling GarbageCollector***

}

}

//import java.lang.System; import static java.lang.System.\*; class Test extends Object

{ public void finalize()

{ System.out.println("object destroyed");

}

public static void main(String[] args)

{ Test t1 = new Test(); Test t2 = new Test(); t1=null;

t2=null;

*gc();* ***//static import***

}

};

Ex:- if the garbage collector is calling finalize method at that situation exception is raised such type of exception are ignored.

class Test

{ public void finalize()

{

System.out.println("Sai sir destroyed"); int a=10/0;

}

public static void main(String[] args)

{ Test t1=new Test(); Test t2=new Test(); t1=t2;

System.gc();

}

***Ex:- If user is calling finalize() method explicitly at that situation exception is raised.***

class Test

{ public void finalize()

{

System.out.println("Sai sir destroyed"); int a=10/0;

}

public static void main(String[] args)

{ Test t1=new Test(); Test t2=new Test(); t1=t2;

t2.finalize();

}

};

};

***Abstraction:-***

There are two types of methods in java

* 1. **Normal methods**
  2. **Abstract methods**

***Normal methods:- (component method/concrete method)***

Normal method is a method which contains method declaration as well as method implementation.

***Example:-***

*void m1()* ***--->method declaration***

*{* *body;* ***--->method implementation***

}

***Abstract methods:-***

1. The method which is having only method declaration but not method implementations such type of methods are called abstract Methods.
2. In java every abstract method must end with “ ; ”.

***Example : -*** ***abstract void m1 ();***  ***method declaration***

**Based on above representation of methods the classes are divided into two types**

1. **Normal classes.**
2. **Abstract classes.**

***Normal classes:-***

Normal class is a ordinary java class it contains only normal methods if we are trying to declare at least one abstract method that class will become abstract class.

***Example:-***

*class Test* ***//normal class***

*{ void m1() { body ; }* ***//normal method*** *void m2() { body ; }* ***//normal method*** *void m3() { body ; }* ***//normal method***

*};*

***Abstract class:-***

Abstract class is a java class which contains at least one abstract method(wrong definition).

If any abstract method inside the class that class must be abstract.

**Example 1:-**

*class Test* ***//abstract class***

{

*void m1 ( ) { }* ***//normal method*** *void m2( ) { } //****normal method*** *void m3();* ***//abstract method***

};

***Example-2:-***

*class Test* ***//abstract class***

{

*abstract void m1();* ***//abstract method*** *abstract void m2();* ***//abstract method*** *abstract void m3();* ***//abstract method***

};

***Abstract modifier:-***

* Abstract modifier is applicable for methods and classes but not for variables.
* To represent particular class is abstract class and particular method is abstract method to the compiler use abstract modifier.
* The abstract class contains declaration of methods it says abstract class partially implement class hence for partially implemented classes object creation is not possible. If we are trying to

create object of abstract class compiler generate error message “class is abstract con not be instantiated”

***Example -1:-***

* ***Abstract classes are partially implemented classes hence object creation is not possible.***
* ***For the abstract classes object creation not possible, if you are trying to create object compiler will generate error message.***

*abstract class Test* ***//abstract class***

*{* *abstract void m1();* ***//abstract method*** *abstract void m2();* ***//abstract method*** *abstract void m3();* ***//abstract method***

*void m4(){System.out.println("m4 method");}* ***//normal method***

public static void main(String[] args)

{ Test t = new Test(); t.m4();

}

};

Compilation error:- Test is abstract; cannot be instantiated Test t = new Test();

***Example-2 :*-**

* + Abstract class contains abstract methods for that abstract methods provide the implementation in child classes.
  + **Provide the implementations is nothing but override the methods in child classes.**
  + The abstract class contains declarations but for that declarations implementation is present in child classes.

abstract class Test

{ abstract void m1(); abstract void m2(); abstract void m3();

void m4(){System.out.println("m4 method");}

};

class Test1 extends Test

{ void m1(){System.out.println("m1 method");} void m2(){System.out.println("m2 method");} void m3(){System.out.println("m3 method");}

public static void main(String[] args)

*{* ***Test1 t = new Test1();***

t.m1(); t.m2(); t.m3(); t.m4();

***Test t1 = new Test1(); //abstract class reference variable Child class object***

t1.m1(); //compile : Test runtime : Test1 t1.m2(); //compile : Test runtime : Test1 t1.m3() ; //compile : Test runtime : Test1 t1.m4() ; //compile : Test runtime : Test1

}

};

***Example -3 :-***

* + Abstract class contains abstract methods for that abstract methods provide the implementation in child classes.
  + **if the child class is unable to provide the implementation of all parent class abstract methods at that situation declare that class with abstract modifier then take one more child class to complete the implementation of remaining abstract methods.**
  + It is possible to declare multiple child classes but at final complete the implementation of all methods.

abstract class Test

{ abstract void m1(); abstract void m2(); abstract void m3();

void m4(){System.out.println("m4 method");}

};

abstract class Test1 extends Test

{ void m1(){System.out.println("m1 method");}

};

abstract class Test2 extends Test1

{ void m2(){System.out.println("m2 method");}

};

class Test3 extends Test2

{ void m3(){System.out.println("m3 method");} public static void main(String[] args)

{ Test3 t = new Test3(); t.m1();

t.m2();

t.m3();

t.m4();

}

};

**Example :-** inside the abstract class it is possible to declare abstract class Test

{ public int a=10; public final int b=20;

public static final int c=30; void disp1()

{ System.out.println("a value is="+a);

}

};

class Test1 extends Test

{ void disp2()

{ System.out.println("b value is="+b); System.out.println("c value is="+c);

}

public static void main(String[] args)

{ Test1 t = new Test1();

t.disp1();

t.disp2();

}

};

***Example-5 :-***

***for the abstract methods it is possible to provide any return type(void, int, char,Boolean…..etc)***

class Emp{}; abstract class Test1

{ abstract int m1(char ch); abstract boolean m2(int a); abstract Emp m3();

}

abstract class Test2 extends Test1

{ int m1(char ch)

{ System.out.println("char value is:-"+ch); return 100;

}

};

class Test3 extends Test2

{ boolean m2(int a)

{ System.out.println("int value is:-"+a); return true;

}

Emp m3()

{ System.out.println("m3 method"); return new Emp();

}

public static void main(String[] args)

{ Test3 t=new Test3(); int a=t.m1('a');

System.out.println("m1() return value is:-"+a); boolean b=t.m2(111); System.out.println("m2() return value is:-"+b); Emp e = t.m3();

System.out.println("m3() return value is:-"+e);

}

};

***Example-6:-***

***It is possible to override non-abstract as a abstract method in child class.***

abstract class Test

*{* *abstract void m1();* ***//m1() abstract method***

*void m2(){System.out.println("m2 method");}* ***//m2() normal method***

};

abstract class Test1 extends Test

*{* *void m1(){System.out.println("m1 method");}* ***//m1() normal method abstract void m2();*** ***//m2() abstract method***

};

class FinalClass extends Test1

{ void m2(){System.out.println("FinalClass m2() method");} public static void main(String[] args)

{ FinalClass f = new FinalClass(); f.m1();

f.m2();

}

};

***Example:-***

abstract class Test

{ public static void main(String[] args)

{ System.out.println("this is abstract class main");

}

};

***Example-8:-***

* + *Constructor is used to create object (wrong definition).*
  + Constructor is executed during object creation to initialize values to instance variables.
  + Constructors are used to write the write the functionality that functionality executed during object creation.
  + There are multiple ways to crate object in java but if we are crating object by using “new” then

only constructor executed.

***Note :- in below example abstract class constructor is executed but object is not created.***

abstract class Test

{ Test()

{ System.out.println("abstrac calss con");

}

};

class Test1 extends Test

{ Test1()

{ super();

System.out.println("normal class con");

}

public static void main(String[] args)

{ new Test1();

}

};

D:\>java Test1 abstrac calss con normal class con

case 1:- [abstract method to normal method] abstract class Test

{ abstract void m1();

};

class Test1 extends Test

{ void m1(){System.out.println("m1 method");}

};

case 2:-[normal method to abstract method] class Test

{ void m1(){System.out.println("m1 method");}

};

abstract class Test1 extends Test

{ abstract void m1();

};

***Example-9:- the abstract class allows zero number of abstract method. Definition of abstract class:-***

***Abstract class may contains abstract methods or may not contains abstract methods but object creation is not possible. The below example contains zero number of abstract methods.***

***Ex:- HttpServlet (doesn’t contains abstract methods still it is abstract object creation not possible )***

abstract class Test

|  |  |  |  |
| --- | --- | --- | --- |
| *{* | *void cm()* | *{* | *System.out.println("Sai");* *}* |
|  | *void pm()* | *{* | *System.out.println("anushka"); }* |

public static void main(String[] args)

{ Test t = new Test(); t.cm(); t.pm();

}

};

Test.java:6: Test is abstract; cannot be instantiated

***Abstraction definition :-***

* + The process highlighting the set of services and hiding the internal implementation is called abstraction.
  + Bank ATM Screens Hiding the internal implementation and highlighting set of services like , money transfer, mobile registration,…etc).
  + Syllabus copy of institute just highlighting the contents of java but implementation there in classed rooms .
  + We are achieving abstraction concept by using Abstract classes & Interfaces.

Encapsulation:-

The process of binding the data and code as a single unit is called encapsulation.

We are able to provide more encapsulation by taking the private data(variables) members. To get and set the values from private members use getters and setters to set the data and to get the data.

Example:-

*class Encapsulation*

*{* *private int sid; private int sname;*

//mutator methods

*public void setSid(int x)*

*{* *this.sid=sid;* *}*

*public void setSname(String sname)*

*{* *this.sname=sname;* *}*

//Accessor methods

*public int getSid()*

*{* *return sid;* *} public String getSname()*

*{* *return sname;* *}*

*};*

To access encapsulated use fallowing code:-

*class Test*

*{* *public static void main(String[] args)*

*{* *Encapsulation e=new Encapsulation(); e.setSid(100);*

*e.setSname("Sai"); System.out.println(e.getSid()); System.out.println(e.getSname());*

*}*

*};*

***Main Method:-***

### Public static void main(String[] args)

**Public** **---** To provide access permission to the jvm declare main with public.

**Static** **---** To provide direct access permission to the jvm declare main is static(with out creation of object able to access main method)

**Void** **---** don’t return any values to the JVM.

**String[] args** **---** used to take command line arguments(the arguments passed from command prompt)

**String** **---** it is possible to take any type of argument.

**[ ]** **---** represent possible to take any number of arguments.

***Modifications on main():-***

1. Modifiers order is not important it means it is possible to take **public static** or **static public .**

Example :- public static void main(String[] args) static public void main(String[] args)

1. the fallowing declarations are valid

string[] args String []args String args[]

Example:- static public void main(String[] args) static public void main(String []args) static public void main(String args[])

1. instead of args it is possible to take any variable name (a,b,c,… etc)

Example:- static public void main(String... Sai) static public void main(String... a)

***static public void main(String... anushka)***

1. for 1.5 version insted of String[] args it is possible to take String… args(only three dots

represent variable argument )

**Example:- *static public void main(String... args)***

1. the applicable modifiers on main method.
   1. **public b. static c. final d.strictfp e.synchronized**

in above five modifiers public and static mandatory remaining three modifiers optional.

**Example :- *public static final strictfp synchronized void main(String... anushka)***

***Which of the fallowing declarations are valid:-***

1. **public static void main(String... a)** --->valid
2. **final strictfp static void mian(String[] Saanvi)** --->invalid
3. **static public void mian(String a[])** --->valid
4. final strictfp public static main(String[] rattaiah) --->invalid
5. **final strictfp synchronized public static void main(String... nandu)**--->valid

***Strictfp modifier:-***

* 1. Strictfp is a modifier applicable for classes and methods.
  2. If a method is declared as strictfp all floating point calculations in that method will follow IEEE754 standard. So that we will get platform independent results.
  3. If a class is declared as stictfp then every method in that class will follow IEEE754 standard so we will get platform independent results.

Ex:- strictfp class Test { //methods/// } --->all methods fallows IEEE754 strictfp void m1() { } ---> m1() method fallows IEE754

***Native modifier:-***

1. Native is the modifier applicable only for methods.
2. Native method is used to represent particular method implementations there in non-java code (other languages like C,CPP) .
3. Native methods are also known as “foreign methods”.

Examples:-

public final int getPriority();

public final void setName(java.lang.String);

public static **native** java.lang.Thread currentThread(); public static **native** void yield();

***Example:-***

class Test

{ final strictfp synchronized static public void main(String...Sai)

{ System.out.println("hello Sai sir");

}

};

***Example:-main method VS inheritance Case-1***

class Parent

{ public static void main(String[] args)

{ System.out.println("parent class");

}

};

class Child extends Parent

{ public static void main(String[] args)

{ System.out.println("child class");

}

};

***D:\>Java Child Child class***

***Case-2***

class Parent

{ public static void main(String[] args)

{ System.out.println("parent class");

}

};

class Child extends Parent

{

};

***D:\>java Child***

***Parent class***

***Example:-main method VS overloading***

In java it is possible to overload main method but JVM is always calling String[] main method. class Test

{ public static void main(String[] args)

{ System.out.println("String[] main method"); main(100);

}

public static void main(int a)

{ main('r');

System.out.println("int main method");

}

public static void main(char ch)

{ System.out.println("char main method");

}

}

***E:\>java Test***

***String[] main method char main method int main method***

***note:- it is not possible to override main method because main is a static method.***

***Command Line Arguments:-***

* *The arguments which are passed from command prompt to application at runtime are called command line arguments.*
* *The command line argument separator is space.*
* *In single command line argument it is possible to provide space by declaring that command line argument in double quotes.*

***Example-1 :-***

class Test

{ public static void main(String[] Sai)

*{* *System.out.println(Sai[0]+" "+Sai[1]);* ***//printing command line arguments***

System.out.println(Sai[0]+Sai[1]);

***//conversion of String-int String-double***

int a = Integer.parseInt(Sai[0]);

double d = Double.parseDouble(Sai[1]); System.out.println(a+d);

}

};

***D:\>java Test 100 200***

***100 200***

***100200***

***300.0***

***Example-2:-***

To provide the command line arguments with spaces then take that command line argument with in double quotes.

class Test

{ public static void main(String[] Sai)

*{* ***//printing command line arguments*** *System.out.println(Sai[0]); System.out.println(Sai[1]);*

}

};

***D:\>java Test*** *corejava Sai*

***corejava Sai***

***D:\>java Test*** *core java Sai*

***core java***

***D:\>java Test*** *"core java" Sai*

***core java Sai***

***Var-arg method:-(1.5 version)***

It allows the methods to take any number of parameters to particular method.

**Syntax:-** **Void m1(int… a)**{------} **(only 3 dots)**

The above m1() is allows any number of parameters.(0 or 1 or 2 or 3 n)

***Example:-***

class Test

{ void m1(int... a)

{ System.out.println("Sai");

}

public static void main(String[] args)

{ Test t=new Test();

t.m1(); //int var-arg method executed t.m1(10); //int var-arg method executed t.m1(10,20); //int var-arg method executed t.m1(10,20,30); //int var-arg method executed

}

}

***Example:- var-arg VS normal arguments***

For java methods it is possible to provide normal arguments along with variable arguments. class Test

{ void m1(char ch,int... a)

{ System.out.println(ch); for (int a1:a)

{ System.out.println(a1);

}

}

public static void main(String[] args)

{ Test t=new Test(); t.m1('a');

t.m1('b',10);

t.m1('c',10,20);

t.m1('d',10,20,30,40);

}

}

***Note :- inside the method it is possible to declare only one variable-argument and that must be last argument otherwise the compiler will generate compilation error.***

*void m1(int... a)* ***--->valid***

*void m2(int... a,char ch)* ***--->invalid***

*void m3(int... a,boolean... b)* ***--->invalid***

*void m4(double d,int... a)* ***--->valid***

*void m5(char ch ,double d,int... a)* ***--->valid***

*void m6(char ch ,int... a,boolean... b)* ***--->invalid***

***Example:- normal-arguments vs variable-argument***

If the call contains both var-arg method & normal argument method then it prints normal argument value.

class Test

{ void m1(int... a)

{ System.out.println("variable argument="+a);

}

void m1(int a)

{ System.out.println("normal argument="+a);

}

public static void main(String[] args)

{ Test t=new Test(); t.m1(10);

}

}

E:\>java Test

normal argument=10

***Example :- var-arg method vs overloading***

class Test

{ void m1(int... a)

{ for (int a1 : a)

{ System.out.println(a1); }

}

void m1(String... str)

{ for (String str1 : str)

{ System.out.println(str1); }

}

public static void main(String[] args)

{ Test t=new Test();

*t.m1(10,20,30);* ***//int var-arg method calling***

*t.m1("Sai","Saanvi");* ***//String var-arg calling***

***t.m1();//var-arg method vs ambiguity [compilation error ambiguous]***

}

}

**java-language:-**

## Packages

in java James Gosling is maintained predefined support in the form of packages and these packages contains classes & interfaces, and these classes and interfaces contains predefined methods & variables.
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java source code:-

* + java is a open source software we are able to download it free of cost and we are able to see the source code of the java.
  + The source code location **C:\Program Files\Java\jdk1.7.0\_75\src (zip file)** extract the zip file.
* Java contains 14 predefined packages but the default package in java if ***java.lang.***

package.

|  |  |  |  |
| --- | --- | --- | --- |
| **Java.lang** | **java.beans** | **java.text** | **java.sql** |
| **Java.io** | **java.net** | **java.nio** | **java.math** |
| **Java.util** | **java.applet** | **java.rmi** |  |
| **Java.awt** | **java.times** | **java.security** |  |

***Note : The default package in java is java.lang package. Note : package is nothing but physical folder structure.***

Types of packages:-

There are two types of packages in java

1. Predefined packages.
2. User defined packages.

***Predefined packages:***

The predefined packages are introduced by James Gosling and these packages contains predefined classes & interfaces and these class & interfaces contains predefined variables and methods.

Example:- java.lang, java.io ,java.util etc

***User defined packages:-***

* The packages which are defined by user, and these packages contains user defined classes and interfaces.
* Declare the package by using ***package*** keyword. syntax : ***package package-name;*** example : ***package com.Saanvi;***
* Inside the source file it is possible to declare only one package statement and that statement must be first statement of the source file.

***Example-1:valid*** package com.Saanvi; import java.io.\*; import java.lang.\*;

***Example-2:Invalid*** import java.io.\*; package com.Saanvi; import java.io.\*;

***Example-3:Invalid*** import java.io.\*; import java.lang.\*; package com.Saanvi;

***Example-4:Invalid*** package com.Saanvi; package com.tcs;

***some predefined package and it’s classes & interfaces:-***

***Java.lang:-***The most commonly required classes and interfaces to write a sample program is encapsulated into a separate package is called java.lang package.

**java**

| **lang**

|-- String(class)

|-- StringBuffer(class)

|-- Object(class)

|-- Runnable(interface)

|-- Cloneable(interface)

Note:- the default package in the java programming is java.lang package.

***Java.io package:-***The classes which are used to perform the input output operations that are present in the java.io packages.

java

| **io**

|-- FileInputStream(class)

|-- FileOutputStream(class)

|--FileReader(class)

|-- FileWriter(class)

|-- Serializable(interface)

***Java.net package:-***The classes which are required for connection establishment in the network that classes are present in the java.net package.

java

| **net**

|--Socket(class)

|--ServerSocket(class)

|--URL(class)

|-- SocketOption(interface)

***Package name coding conventions :-(not mandatory but we have to fallow)***

* 1. The package name must reflect with organization domain name***(reverse of domain name).***

Domain name:- [www.tcs.com](http://www.tcs.com/) Package name:- Package com.tcs;

* 1. Package name must reflect with project name.

Project name :- bank

**package** **:-** **Package com.tcs.bank;**

* 1. The project name must reflect with project module name.

Domain name:- [www.tcs.com](http://www.tcs.com/)

**Project name:-** **bank**

Module name:- deposit

**package name:-** **Package** **com.tcs.bank.deposit;**

**Package com.tcs.bank.deposit;**

Reverse of

domain name

Project

name

Module

name

keyword

### Advantages of packages:-

company name : tcs project name : bank

**module-1** *Deposit*

com

|-->tcs

|-->bank

|-->deposit

|--->.class files

**module-2** *withdraw*

com

|-->tcs

|-->bank

|-->withdraw

|--->.class files

**Module-3** *moneytranfer*

com

|-->tcs

|-->bank

|-->moneytranfer

|--->.class files

**module-4** *accountinfo*

com

|-->tcs

|-->bank

|-->accountinfo

|--->.class files

1. ***It improves parallel development of the project.***
2. ***Project maintenance will become easy.***
3. ***It improves sharability of the project.***
4. ***It improves readability.***
5. ***It improves understandability.***

### Note :- In real time the project is divided into number of modules that each and every module is nothing but package statement.

***Example-1:-***

***Step-1: write the application with package statement.***

package com.Saanvi.java.corejava; class Test

{ public static void main(String[] args)

{ System.out.println("package first example");

}

}

class A

{ }

class B

{ }

interface It

{ }

***Step-2: compilation process***

If the source file contains the package statement then compile that application by using fallowing command.
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**D:\>javac** **-d**

**.**

**Test.java**

Java

compiler

Creates folder

structure

Place the directory

structure in current

working folder

Java source

file name

**Step-3:- folder Structure.**

com

|-->Saanvi

|-->java

|-->corejava

|-->Test.class

|-->A.class

|-->B.class

|-->It.class

***Step-4:-execution process.***

Execute the .class file by using fully qualified name(***class name with complete package structure***) ***java com.Saanvi.java.corejava.Test***

*output :* ***package first example***

***Example-2:-***

***Error-1 :-***

* *If it is a predefined package or user defined package Whenever we are using other package classes then must import that package by using import statement.*
* *If the application required two classes (System,String) then We are able to import the classes in two ways*
  + ***Importing all classes.***

Import java.lang.\*;

* + ***Importing application required classes***

Import java.lang.System; Import java.lang.String;

In above two approaches second approach is recommended because it is importing application required classes.

Error-2:-

* *Whenever we are using other package classes then that classes must be public otherwise compiler generate error message.*

Error:class is not public we are unable to access outside package.

***Public modifier:-***

* *Public modifier is applicable for variables,methods,classes.*
* *All packages are able to access public members.*

Default modifier:-

* + It is applicable for variables,methods,classes.
  + We are able to access default members only within the package and it is not possible to access outside package .
  + Default access is also known as package level access.
  + The default modifier in java is default.

Error-3:-

* *Whenever we are using other package class member that members also must be public.* ***Note : When we declare class as public the corresponding members are not public, if we want access public class members that members also must be public.***

File-1: Saanvi.java

*package com.Saanvi.states.info; public class Saanvi*

*{* *public void ts(){System.out.println("jai telengana");} public void ap(){System.out.println("jai andhra");} public void others(){System.out.println("jai jai others");}*

*}*

File-2: Tcs.java

*package com.tcs.states.requiredinfo; import com.Saanvi.states.info.\*; class Tcs*

*{* *public static void main(String[] args)*

*{* *Saanvi s = new Saanvi();*

*s.ts();* *s.ap();* *s.others();*

*}*

*}*

*E:\>javac -d . Saanvi.java* ***compilation of Saanvi***

*E:\>javac -d . Tcs.java* ***compilation of Tcs***

*E:\>java com.tcs.states.requiredinfo.Tcs* ***execution of Tcs***

*jai telengana jai andhra jai jai others*

***Private modifier:-***

* *private modifier applicable for methods and variables.*
* *We are able to access private members only within the class and it is not possible to access even in child classes.*

class Parent

{ private int a=10;

};

class Child extends Parent

{ void m1()

*{* *System.out.println(a);* ***//a variables is private Child class unable to access***

}

public static void main(String[] arghs)

{ Child c = new Child(); c.m1();

}

};

***error: a has private access in Parent***

***Note :- the most accessable modifier in java Is public & most restricted modifier in java is private.***

***Protected modifier:-***

* *Protected modifier is applicable for variables,methods.*
* *We are able access protected members with in the package and it is possible to access outside packages also but only indirect child classes & it is not possible to call even in indirect child classes.*
* *But in outside package we can access protected members only by using child reference. If we try to use parent reference we will get compile time error.*

1. ***java:- package app1;*** *public class A*

{ protected int fee=1000;

};

1. ***java:- package app2;*** *import app1.\*;*

public class B extends A

{ public static void main(String[] args)

{ B b = new B( ); System.out.println(b.fee);

}

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| *};* |  | | | |
| ***Summary of variables:-***  ***modifier*** | ***Private*** | ***no-modifier*** | ***protected*** | ***public*** |
| ***Same class*** | *yes* | *yes* | *yes* | *yes* |
| ***Same package sub class*** | *no* | *yes* | *yes* | *yes* |
| ***Same package non sub class*** | *no* | *yes* | *yes* | *yes* |
| ***Different package sub class*** | *no* | *no* | *yes* | *yes* |
| ***Different package non sub class*** | *no* | *no* | *no* | *yes* |

***Example:- method overriding rule-7***

* + *In java while overriding it is possible to maintain same level****(default-default)*** *permission or increasing order****(default-public)*** *but it is not possible to decrease****(public-default)*** *the permission.*
  + *In java if we are trying to decrease the permission compiler will generate error message*

“attempting to assign weaker access privileges”

|  |  |  |
| --- | --- | --- |
| ***Parent-class method***  ***Default*** | ***child-class method***  *default (same level)* | ***-->valid*** |
|  | *protected , public (increasing level )*  *Private (decreasing level)* | ***--> valid***  ***--> invalid*** |
| ***Public*** | *public (same level) Default,private,protected(decreasing)* | ***--> valid***  ***-->invalid*** |
| ***Protected*** | *protected(same level) Public(increasing permission) Default,private (decreasing level)* | ***--> valid***  ***-->valid***  ***-->invalid*** |
| ***Case 1:- same level***  *class Parent* | ***[default-default]*** |  |

{ void m1(){System.out.println("m1 method");}

};

class Child extends Parent

{ void m1(){System.out.println("m1 method");}

};

***Case 2:- increasing permission [protected-public]***

class Parent

{ protected void m1(){System.out.println("m1 method");}

};

class Child extends Parent

{ public void m1(){System.out.println("m1 method");}

};

***Case3 :- decreasing permission*** ***[public-protected]***

class Parent

{ public void m1(){System.out.println("m1 method");}

};

class Child extends Parent

{ protected void m1(){System.out.println("m1 method");}

};

***Example :- Test.java:-*** *package app1; public class Test*

{ public void m1() { System.out.println("app1.Test class m1()"); }

}

1. **java:-**

package app1.corejava; public class X

{ public void m1() { System.out.println("app1.core.X class m1()"); }

}

1. ***java:-***

package app1.corejava.advjava; public class Y

{ public void m1() { System.out.println("app1.corejava.advjava.Y class m1()"); }

}

1. ***java:-***

Package app1.corejava.advjava.structs; public class Z

{ public void m1() { System.out.println("app1.corejava.advjava.structs.Z class m1()"); }

}

***Sai.java:-***

import app1.Test; import app1.corejava.X;

import app1.corejava.advjava.Y; import app1.corejava.advjava.structs.Z; class Sai

{ public static void main(String[] args)

{ Test t = new Test(); t.m1();

X x = new X(); x.m1();

Y y = new Y(); y.m1();

Z z = new Z(); z.m1();

}

};

***Static import:-***

* 1. *This concept is introduced in 1.5 version.*
  2. *if we are using the static import it is possible to call static variables and static methods of a particular class directly to the application without using class name.*
     1. ***import static java.lang.System.\*;***

The above line is used to call all the static members of System class directly into application without using class name.

***Ex:-without static mport***

import java.lang.\*; class Test

{ public static void main(String[] args)

{

System.out.println("Hello World!"); System.out.println("Hello World!"); System.out.println("Hello World!");

}

}

***Ex :- with static import***

import static java.lang.System.\*; class Test

{ public static void main(String[] args)

{

out.println("Sai world"); out.println("Sai world"); out.println("Sai world");

}

};

***Example:-***

package com.dss.java.corejava; public class Saanvi

{ public static int fee=1000; public static void course()

{ System.out.println("core java");

}

public static void duration()

{ System.out.println("1-month");

}

public static void trainer()

{ System.out.println("Sai");

}

};

***without static import***

package com.tcs.course.coursedetails;

***import com.dss.java.corejava.\*;***

class Tcs

{ public static void main(String[] args)

{ System.out.println(Saanvi.fee); Saanvi.course(); Saanvi.duration(); Saanvi.trainer();

}

}

***with static import***

package com.tcs.course.coursedetails;

***import static com.dss.java.corejava.Saanvi.\*;***

class Tcs

{ public static void main(String[] args)

{ System.out.println(fee); course();

duration(); trainer();

}

}

***Example:-***

When you import main package we are able to access only package classes, it is not possible to access sub package classes, if we want sub package classes must import sub packages also.

***com***

*|-->****Saanvi***

|--->A.class

|--->B.class

|--->C.class

*|--->****Sai***

|--->D.class

*In above example when we import* ***com.Saanvi.\**** *it is possible to access only three classes(A,B,C) but it is not possible to access sub package classes* ***(Sai package D class)*** *if we want sub package classes must import sub package(****import com.Saanvi.Sai.\*****).*

***File-1: A.java*** *package jav.corejava; public class A*

{ public void m1()

{System.out.println("core java World!");

}

***Package structure:****-* ***jav***

***|-->corejava***

***|--->A.class***

}

***File-2: B.java:***

package jav.corejava.advjava; public class B

{ public void m1()

{System.out.println("Adv java World!");

}

jav

**|-->corejava**

|--->A.class

**|--->advjava**

|--->B.class

}

***File-3: C.java:-***

package jav.corejava.advjava.structs; public class C

{ public void m1()

{System.out.println("Structs World!");

}

}

***File-4:- MainTest.java Package structure :-*** *import jav.corejava.A;*

import jav.corejava.advjava.B; import jav.corejava.advjava.structs.C; class MainTest

{ public static void main(String[] args)

{ new A().m1();

new B().m1();

new C().m1();

jav

**|-->corejava**

|--->A.class

**|--->advjava**

|--->B.class

**|--->structs**

|--->C.class

}

}

***Example :-***

***in java it is not possible to use predefined package names as a user defined packages. If we are trying to use predefined package names as a user defined packages at runtime JVM will generate securityException.***

package java.lang; class Test

{ public static void main(String[] args)

{ System.out.println("Sai World!");

}

}

class A

{

};

***D:\DP>javac -d . Test.java D:\DP>java java.lang.Test***

***Exception in thread "main" java.lang.SecurityException: Prohibited package name: java.lang***

***Applicable modifiers on constructors:-***

1. *Public*
2. *Private*
3. *Protected*
4. *default*

***Private constructors:-***

class Parent

*{* *private Parent(){ }* ***//private constructor***

}

class Child extends Parent

{ Child()

*{super();}* ***//we are calling parent class private constructor it is not possible***

};

D:\>javac Test.java

Test.java:6: Parent() has private access in Parent

***we are achieving singleton class creation by using private constructors in java:-***

* *when we declare constructor with private modifier we can’t create object outside of the class.*
* *Singleton class allows to create only one object of particular class and we are achieving singleton class creation by using private constructors.*
* *In some scenarios it is appropriate to have exactly one instance of class like,*
  + *Window manager*
  + *File systems*
  + *Project manager*
  + *Admin*

These type of objects are called singleton objects.

***file-1:****-*

package com.dss.st; class Test

{ public static Test t=null; private Test(){}

public static Test getInstance()

{ if (t==null)

{ t = new Test();

}

return t;

}

public void disp()

{ System.out.println("this is Sai singleton class");

}

};

***File-2:-***

Package com.dss; Import com.dss.st.Test; class Test1

{ public static void main(String[] args)

*{* ***//Test t = new Test(); compilation error Test() has private access in Test***

Test t1 = Test.getInstance(); Test t2 = Test.getInstance();

*System.out.println(t1.hashCode());****//31168322*** *System.out.println(t2.hashCode());****//31168322***

}

};

## Interfaces

1. *Interface is also one of the type of class it contains only abstract methods. And Interfaces not alternative for abstract class it is* ***extension*** *for abstract classes.*
2. *The interface allows to declare* ***only abstract methods*** *and these methods are by default public & abstract if we are declaring or not***.**
3. *The interface is highlighting set of functionalities but implementations are hiding.*
4. *For the interfaces also compiler will generates .class files after compilation.*
5. *Inside the source file it is possible to declare any number of interfaces. And we are declaring the interfaces by using* ***interface*** *keyword.*

**Syntax:-** ***Interface interface-name***

interface It1

{ \*\*\*\*\*

}

* if you don’t no the anything about implementation just we have the requirement specification then declare that requirements by using interface.
* **If u know the implementation but not completely then we should go for abstract classes.**
* if you know the implementation completely then we should go for concrete classes.

***Both examples are same***

Interface it1 abstract interface it1

{ {

Void m1(); public abstract void m1();

Void m2(); public abstract void m2();

Void m3(); public abstract void m3();

} }

Note: - If we are declaring or not each and every interface method by default public abstract. And the interfaces are by default abstract hence for the interfaces object creation is not possible.

***Example-1 :-***

* *Interface constrains abstract methods and by default these methods are “public abstract “.*
* *Interface contains abstract method for these methods provide the implementation in the implementation classes.*
* *Implementation class is nothing but the class which implements particular interface.*
* *While providing implementation of interface methods that implementation methods must be public methods otherwise compiler generate error message “****attempting to assign weaker access privileges”.***

interface it1

*{* *Void m1(); /****/abstract method by default [public abstract]*** *Void m2(); /****/abstract method by default [public abstract]*** *Void m3(); /****/abstract method by default [public abstract]***

}

*Class Test implements it1* ***//Test is implementation class of It1 interface***

*{* *Public void m1()* ***//implementation method must be public***

{ System.out.println(“m1-method implementation ”); } Public void m2()

{ System.out.println(“m2-method implementation”); } Public void m3()

{ System.out.println(“m3 –method implementation”); } Public static void main(String[] args)

{ Test t=new Test(); t.m1();

t.m2();

t.m3();

}

}

***Example :-***

*interface It1* ***//abstract***

*{* *void m1();* ***//public abstract***

void m2();

void m3();

}

class Test implements It1

{ public void m1(){System.out.println("m1 method");} public void m2(){System.out.println("m2 method");} public void m3(){System.out.println("m3 method");}

public static void main(String[] args)

{ Test t = new Test(); t.m1();

t.m2();

t.m3();

It1 i = new Test();

*i.m1();* ***//compile : It1 runtime : Test*** *i.m2();* ***//compile : It1 runtime : Test*** *i.m3();* ***//compile : It1 runtime : Test***

}

};

***Example-2:-***

* *Interface contains abstract method for these methods provide the implementation in the implementation class.*
* *If the implementation class is unable to provide the implementation of all abstract methods then declare implementation class with abstract modifier & complete the remaining abstract method implementation in next created child classes.*
* *If the child class also unable to provide implementation then declare the child class with abstract modifier & take one more child class to complete the implementations.*
* *In java it is possible to take any number of child classes but at final complete the implementation of all abstract methods.*

interface It1

*{* *void m1();* ***//public abstract***

void m2();

void m3();

}

abstract class Test implements It1

{ public void m1(){System.out.println("m1 method");}

};

abstract class Test1 extends Test

{ public void m2(){System.out.println("m2 method");}

};

class Test2 extends Test1

{ public void m3(){System.out.println("m3 method");} public static void main(String[] args)

{ Test2 t = new Test2(); t.m1();

t.m2();

t.m3();

}

};

***Example:- The interface reference variables is able to hold child class objects.***

*interface It1* ***// interface declaration***

{ void m1(); //abstract method by default [public abstract] void m2(); //abstract method by default [public abstract] void m3(); //abstract method by default [public abstract]

*}*

***//Test1 is abstract class contains 2 abstract methods m2() m3()hence object creation not possible***

*abstract class Test1 implements It1*

|  |  |  |
| --- | --- | --- |
| *{* | *public void m1()* |  |
| *{* | *System.out.println("m1 method");* | *}* |
| *};* |  |  |

//Test2 is abstract class contains 1 abstract method m3() hence object creation not possible

*abstract class Test2 extends Test1*

*{* *public void m2()*

*{* *System.out.println("m2 method");* *}*

*};*

***//Test3 is normal class because it contains only normal methods hence object creation possible***

*class Test3 extends Test2*

*{* *public void m3()*

*{* *System.out.println("m3 method");* *} public static void main(String[] args)*

*{* *It1 t = new Test3();*

*t.m1();* *t.m2();* *t.m3();*

*Test1 t1 = new Test3();*

*t1.m1();* *t1.m2();* *t1.m3();*

*Test2 t2 = new Test3();*

*t2.m1();* *t2.m2();* *t2.m3();*

*}*

*};*

**interface It1**

**{** **void m1();**

###### }

**interface It2**

###### { void m2();

**}**

###### interface It3 extends It1,It2

**{** **void m3();**

###### }

**class Test implements It1**

###### { 1 method

**};**

###### class Test implements It1,It2

**{** **2 methods**

###### };

**class Test implements It1,It2,It3**

###### { 3 methods

**};**

Difference between abstract classes & interfaces:- Abstract class

1. The purpose of abstract class is to specify default functionality of an

object and lest its sub classes explicitly implement that functionality. It stands it is providing

abstraction layer that must be extended and implemented by the corresponding sub classes.

1. An abstract class is a class that declared with **abstract** modifier.

Ex: abstract class A

***{*** ***abstract void m1();*** ***}***

1. The abstract allows declaring both abstract & concrete methods.
2. Abstract class methods must declare with abstract modifier.
3. If the abstract class contains abstract methods then write the implementations in child classes.
4. In child class the implementation methods need not be public it means while overriding it is possible to declare any valid modifier.
5. The abstract class is able to provide implementations of interface methods.
6. One java class is able to extends only one abstract class at a time.
7. Inside abstract class it is possible to declare main method &constructors.
8. It is not possible to instantiate abstract class.
9. For the abstract classes compiler will generate **.class** files.
10. The variables of abstract class need not be **public static final.**

Interface

1. It is providing complete abstraction layer and it contains only

declarations of the project then write the implementations in implementation classes.

1. Declare the interface by using

**interface** keyword. Ex:- ***interface It1***

{ void m1(); }

1. The interface allows declaring only abstract methods.
2. Interface methods are by default

###### public abstract.

1. The interface contains abstract methods writ the implementations in implementation classes.
2. In implementation class the implementation methods must be public.
3. The interface is unable to provide implementation of abstract class methods.
4. One java class is able to implements multiple interfaces at a time.
5. Inside interface it is not possible to declare methods and constructors.
6. It is not possible to instantiate interfaces.
7. For the interfaces compiler will generate .class files.
8. The variables declared in interface by default **public static final.**

***Example-1:-***

* Inside the interfaces it is possible to declare variables and methods.
* By default interface methods are **public abstract** and by default interface variables are **public static final.**
* The final variables are replaced with their values at compilation time only.

***Application before compilations:- (.java file)***

*interface It1* ***//interface declaration***

*{* *int a=10;* ***//interface variables***

*void m1();* ***//interface method***

}

class Test implements It1

{ public void m1()

{ System.out.println("m1 method"); System.out.println(a);

}

public static void main(String[] args)

{ Test t = new Test(); t.m1();

}

};

***Application after compilation:-(.class file)***

interface It1

*{* *public abstract void m1();* ***// compiler generate public abstract***

*public static final int a = 10;* ***//public static final generated by compiler***

}

class Test implements It1

{ public void m1()

{ System.out.println("m1 method");

*System.out.println(10);* ***//a is final variable hence it replaced at compilation time only***

}

public static void main(String[] args)

{ Test t = new Test(); t.m1();

}

};

***Message.java:-***

package com.Saanvi.declarations; public interface Message

{ void morn(); void even(); void gn();

}

***Helper.java-***

package com.Saanvi.helper;

import com.Saanvi.declarations.Message;

public abstract class Helper implements Message

{ public void gn(){System.out.println("good night from helper class");}

}

***TestClient1.java:-***

package com.Saanvi.client;

import com.Saanvi.declarations.Message; class TestClient1 implements Message

{ public void morn(){System.out.println("good morning");} public void even(){System.out.println("good evening");} public void gn(){System.out.println("good 9t");}

public static void main(String[] args)

{ TestClient1 t = new TestClient1(); t.morn();

t.even();

t.gn();

}

}

***TestClient2.java:-***

package com.Saanvi.client; import com.Saanvi.helper.Helper; class TestClient2 extends Helper

{ public void morn(){System.out.println("good morning");} public void even(){System.out.println("good evening");} public static void main(String[] args)

{ TestClient2 t = new TestClient2(); t.morn();

t.even();

t.gn();

}

}

D:\>javac -d . Message.java D:\>javac -d . Helper.java D:\>javac -d . TestClient1.java D:\>javac -d . TestClient2.java

D:\>java com.Saanvi.client.TestClient1 good morning

good evening good 9t

D:\>java com.Saanvi.client.TestClient2 good morning

good evening

good night from helper class

Real time usage of packages:-

***Message.java:-***

*package com.dss.declarations; public interface Message*

*{* *void msg1(); void msg2();*

*}*

BusinessLogic.java:-

*package com.dss.businesslogics; import com.dss.declarations.Message;*

*public class BusinessLogic implements Message*

*{* *public void msg1(){System.out.println("i like you");} public void msg2(){System.out.println("i miss you");}*

*}*

TestClient.java:-

*package com.dss.client;*

*import com.dss.businesslogics.BusinessLogic; class TestClient*

*{* *public static void main(String[] args)*

*{* *BusinessLogic b = new BusinessLogic(); b.msg1();*

*b.msg2();*

*Message b1 = new BusinessLogic(); b1.msg1();*

*b1.msg2();*

*}*

*}*

Interfaces vs. inheritance :-

***Example :-***

*interface it1* ***//it contains 2 methodsm1() & m2()***

{ public abstract void m1(); public abstract void m2();

}

*interface it2 extends it1* ***// it contains 4 methods m1() & m2() & m3() & m4()***

{ public abstract void m3(); public abstract void m4();

}

*interface it3 extends it2* ***// it contains 6 methods m1() & m2() & m3() & m4() & m5() & m6***

{ public abstract void m5(); public abstract void m6();

}

*interface it4 extends it3* ***// it contains 7 methods m1() & m2() & m3() & m4() & m5() & m6 & m7()***

{ public abstract void m7();

}

***Case 1:***

class Test implements it1

*{* *provide the implementation of 2 methods* ***m1() & m2()***

};

***Case 2:***

class Test implements it2

*{* *provide the implementation of 4 methods* ***m1() & m2() & m3() & m4()***

};

***Case 3:-***

class Test implements it3

*{* *provide the implementation of 6 methods* ***m1() & m2() & m3() & m4() & m5() & m6()***

};

***Case 4:-***

class Test implements it4

*{* *provide the implementation of 7 methods* ***m1() & m2() & m3() & m4() & m5() & m6() & m7()***

};

***Case 6:-***

*class Test implements it1,it2* ***//one class is able to implements multiple interfaces***

*{* *provide the implementation of 4 methods* ***m1() & m2() & m3() & m4()***

};

***Case 7:-***

class Test implements it1,it3

*{* *provide the implementation of 6 methods* ***m1() & m2() & m3() & m4() & m5() & m6***

};

***Case 8:-***

class Test implements it2,it3

*{* *provide the implementation of 6 methods* ***m1() & m2() & m3() & m4() & m5() & m6***

};

***Case 9:-***

class Test implements it2,it4

*{* *provide the implementation of 7 methods* ***m1() & m2() & m3() & m4() & m5() & m6 & m7()***

};

***Case 10:-***

class Test implements it1,it2,it3

*{* *provide the implementation of 6 methods* ***m1() & m2() & m3() & m4() & m5() & m6***

};

***Case 11:-***

class Test implements it1,it2,it3,it4

*{* *provide the implementation of 7 methods* ***m1() & m2() & m3() & m4() & m5() & m6 & m7()***

};

Nested interfaces:-

***Example :- declaring interface inside the class is called nested interface.***

class A

*{* *interface it1* ***//nested interface declared in A class***

{ void add(); }

};

class Test implements A.it1

{ public void add()

{ System.out.println("add method");

}

public static void main(String[] args)

{ Test t=new Test(); t.add();

}

};

***Example :- it is possible to declare interfaces inside abstract class also.***

abstract class A

{ abstract void m1();

*interface it1* ***//nested interface declared in A class***

{ void m2(); }

};

class Test implements A.it1

{ public void m1()

{ System.out.println("m1 method");

}

public void m2()

{ System.out.println("m2 method");

}

public static void main(String[] args)

{ Test t=new Test(); t.m1(); t.m2();

}

};

***Ex:- declaring interface inside the another interface is called nested interface.***

interface it2

{ void m1(); interface it1

{ void m2(); }

};

class Test2 implements it2.it1

{ public void m1()

{ System.out.println("m1 method"); } public void m2()

{ System.out.println("m2 method"); } public static void main(String[] args)

{ Test2 t=new Test2(); t.m1(); t.m2();

}

};

***Marker interface :-***

* An interface that has no members (methods and variables) is known as marker interface or tagged interface or ability interface.
* In java whenever our class is implementing marker interface our class is getting some capabilities that are power of marker interface. We will discuss marker interfaces in detail in later classes.

Ex:- serializable , Cloneable , ‘andomAccess…etc

***Note: - user defined empty interfaces are not a marker interfaces only, predefined empty interfaces are marker interfaces.***

***Possibility of extends & implements keywords:- class*** ***extends class***

***interface extends interface class*** ***implements interface***

*class A extends B* ***--->valid***

*class A extends B,C* ***--->Invalid***

*class A extends A* ***--->Invalid***

*class* *A implements It* ***--->valid*** *class* *A implements It1,It2* ***--->valid*** *class* *A extends It* ***--->Invalid***

*interface It1 extends It2* ***--->valid*** *interface It1 extends It2,It3* ***--->valid*** *interface It1 extends A* ***--->invalid*** *interface It1 implements It2* ***--->invalid*** *interface It1 extends It1* ***--->invalid***

*class* *A extends B implements It1,It2* ***--->valid [extends first]***

*class* *A implements It1,It2 extends B* ***--->Invalid***

**Source file Declaration rules:-**

The source file contains the fallowing elements

* 1. Package declaration---optional at most one package(0 or 1)--1st statement
  2. Import declaration-----optional-----any number of imports 2nd statement
  3. Class declaration--------optional-----any number of classes 3rd statement
  4. Interface declaration---optional----any number of interfaces 3rd statement
  5. Comments declaration-optional----any number of comments 3rd statement

1. The package must be the first statement of the source file and it is possible to declare at most one package within the source file .
2. The import session must be in between the package and class statement. And it is possible to declare any number of import statements within the source file.
3. The class session is must be after package and import statement and it is possible to declare any number of class within the source file.
   1. It is possible to declare at most one public class.
   2. It is possible to declare any number of non-public classes.
4. The package and import statements are applicable for all the classes present in the source file.
5. It is possible to declare comments at beginning and ending of any line of declaration it is possible to declare any number of comments within the source file.

***Adaptor class:-***

It is a intermediate class between the interface and user defined class. And it contains empty implementation of interface methods.

***Example:-***

*interface It* ***// interface***

{ void m1():

void m2();

;;;;;;;;

void m100();

}

*class X implements It* ***//adaptor class***

{ public void m1(){} public void m2(){}

;;;;;;;;

public void m100{}

};

***//user defined class implementing interface***

class Test implements It

{ must provide 100 methods impl

};

***//user defined class extending Adaptor class(X)***

class Test extends X

{ override required methods because already X contins empty implementions

};

***Adaptor class realtime usage:-*** *Message.java:-* ***interface*** *package com.dss.declarations;*

public interface Message

*{* *void morn();* ***// by default public abstarct***

void eve(); void night();

}

***HelperAdaptor.java:-*** ***Adaptor class***

package com.dss.helper;

import com.dss.declarations.Message;

public class HelperAdaptor implements Message

{ public void night(){} public void eve(){} public void morn(){}

}

***GoodStudent.java:-***

package com.dss.bl;

import com.dss.declarations.Message;

public class GoodStudent implements Message

{ public void morn(){System.out.println("good morning Sai");} public void eve(){System.out.println("good evening Sai");} public void night(){System.out.println("good nightSai");}

}

***TestClient.java:-***

package com.dss.client;

import com.dss.bl.GoodStudent; import com.dss.bl.Student;

class TestClient

{ public static void main(String[] args)

{ GoodStudent s = new GoodStudent(); s.eve();s.morn();s.night();

}

}

***com***

***|-->dss***

Student s1 = new Student(); s1.morn();

***|--->declarations***

***|*** ***|-->Message.class***

***|-->helper***

***|*** ***|--->HelperAdaptor.class***

***|-->bl***

***|*** ***|-->GoodStudent.class***

***|*** ***|-->Student.class***

***|-->client***

***|-->TestClient.class***

***Example :- Demo.java*** *package a;*

public interface Demo

{ public void sayHello(String msg);

}

***ImplClass:-***

package a;

class Test implements Demo

*{* *public void sayHello(String msg)* ***//overriding method of Demo interface***

{ System.out.println("hi Sai--->"+msg);

}

};

public class ImplClass

*{* *public Test objectcreation()* ***//it returns Test class Object***

{ Test t = new Test(); return t;

}

}

***Client.java***

import a.ImplClass; import a.Demo; class Client

{ public static void main(String[] args)

{ ImplClass i = new ImplClass();

***Demo d = i.objectcreation();***

***//it returns Object of class Test but we don’t know internally which object is created***

d.sayHello("hello");

}

}

***String manipulations***

1. ***Java.lang.String***
2. ***Java.lang.StringBuffer***
3. ***Java.lang.StringBuilder***
4. ***Java.util.StringTokenizer***

***Java.lang.String:-***

String is used to represent group of characters or character array enclosed with in the double quotes. class Test

{ public static void main(String[] args)

{ String str="Sai"; System.out.println(str);

String str1=new String("Sai"); System.out.println(str1);

char[] ch={'r','a','t','a','n'}; String str3=new String(ch); System.out.println(str3);

char[] ch1={'a','r','a','t','a','n','a'}; String str4=new String(ch1,1,5); System.out.println(str4);

byte[] b={65,66,67,68,69,70};

String str5=new String(b); System.out.println(str5);

byte[] b1={65,66,67,68,69,70};

String str6=new String(b1,2,4); System.out.println(str6);

}

}

***Case 1:- String vs StringBuffe***

String & StringBuffer both classes are final classes present in **java.lang** package.

***Case 2:-String vs StringBuffer***

We are able to create String object in two ways.

* 1. *Without using new operator* ***String str=”Sai”;***
  2. *By using new operator* ***String str = new String(“Sai”);***

We are able to create StringBuffer object only one approach by using new operator.

***StringBuffer sb = new StringBuffer(“Saanviinfotech”);***

***Creating a string object without using new operator :-***

* When we create String object without using new operator the objects are created in SCP (String constant pool) area.
* String str1=”rattaiah” ; String str2=”Saanvi”; String str3=”Saanvi”;
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**SCP area**

* When we create object without using new operator then just before object creation it is always checking previous objects.
  + If the previous object is available with the same content then it won’t create new object that reference variable pointing to existing object.
  + If the previous objects are not available then JVM will create new object.
* SCP area does not allow duplicate objects.

**Creating a string object by using new operator**

* Whenever we are creating String object by using new operator the object created in heap area.
* String str1=new String(“rattaiah”); String str2 = new String(“anu”); String str3 = new String(“rattaiah”);
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Heap area

* When we create object in Heap area instead of checking previous objects it directly creates objects.
* Heap memory allows duplicate objects.

***Example:-***

class Test

{ public static void main(String[] args)

*{* ***//two approaches to create a String object*** *String str1 = "Sai"; System.out.println(str1);*

String str2 = new String("anu"); System.out.println(str2);

***//one approach to create StringBuffer Object (by using new operator)***

StringBuffer sb = new StringBuffer("Saisoft"); System.out.println(sb);

}

}

***==*** *operator :-*

* *It is comparing reference type and it returns Boolean value as a return value.*
* *If two reference variables are pointing to same object then it returns true otherwise false.*

***Example:-***

class Test

{ public static void main(String[] args)

{ Test t1 = new Test(); Test t2 = new Test(); Test t3 = t1;

System.out.println(t1==t2); **//false**

System.out.println(t1==t3); **//true**

String str1="Sai"; String str2="Sai";

System.out.println(str1==str2); **//true**

String s1 = new String("anu"); String s2 = new String("anu");

*System.out.println(s1==s2);* ***//false***

StringBuffer sb1 = new StringBuffer("Saanvi"); StringBuffer sb2 = new StringBuffer("Saanvi"); System.out.println(sb1==sb2); **//flase**

}

}

***Case : toString()***

* *toString( ) method present in object class it returns a string representation of object****(class- name@hashcode)****.*
* *String is child class of Object and it is overriding toString() to return content of the String object.*
* *StringBuffer is child class of Object and it is overriding toString() to return content of the StringBuffer object.*

***Note :- whenever we are printing any type of reference variable in java internally it is calling toString() method .***

class Object

{ public java.lang.String toString()

{ return getClass().getName() + '@' + Integer.toHexString(hashCode()); }

}

class String extends Object

*{* ***//overriding method***

public java.lang.String toString()

{ return "content of String"; }

};

class StringBuffer extends Object

*{* ***//overriding method***

public java.lang.String toString()

{ return "content of String"; }

};

***Example:-***

class Test

{ public static void main(String[] args)

*{* ***//object class toString() executed*** *Test t = new Test(); System.out.println(t); System.out.println(t.toString());*

***//String class toString() executed*** *String str="Sai"; System.out.println(str); System.out.println(str.toString());*

***//StringBuffer class toString() executed*** *StringBuffer sb = new StringBuffer("anu"); System.out.println(sb); System.out.println(sb.toString());*

}

};

In above example when we call toString() method on Test class reference type then first it will check toString() in Test class since not available it will execute Object class toString().

***D:\>java Test***

***Test@530daa*** ***Test@530daa*** ***Sai Sai*** ***anu*** ***anu***

***Case 3:- immutability vs mutability***

String is **immutability** class it means once we are creating String objects it is not possible to perform modifications on existing object. (String object is fixed object)

StringBuffer is a **mutability** class it means once we are creating StringBuffer objects on that existing object it is possible to perform modification.

***Example :-***

class Test

{ public static void main(String[] args)

*{* ***//immutability class (modifications on existing content not allowed)***

String str="Sai"; str.concat("soft"); System.out.println(str); **//Sai**

***//mutability class (modifications on existing content possible)***

StringBuffer sb = new StringBuffer("anu"); sb.append("soft");

*System.out.println(sb);* ***//anusoft***

}

}

***Concat( ) :-***

* *Concat() method is combining two String objects and it is returning new String object.*

***public java.lang.String concat(java.lang.String);***

***Example :-***

class Test

{ public static void main(String[] args)

{ String str="Sai";

*String str1 = str.concat("soft");* ***//concat() method return String object.***

System.out.println(str); System.out.println(str1);

}

}

***Creation of user defined immutability class:-***

* *Once we create the object, it is not allowing modifications that behavior is called immutability.*
* *Java contains number of immutable classes like String,wrapper classes(Integer,Long,Float…etc).*
* *We can achieve immutability nature of the class by using fallowing properties,*

1. ***Declare the fields final & private***

Once we declare the fields private it is not possible to access outside class & if we declare final modifications are not allowed.

1. ***Declare the class with final***

Once we declare class with final it is not possible to create child classes it prevents method overriding in sub-classes.

1. ***Set the data by using parameterized constructor***

Set the data to properties by using constructor but don’t use setter methods because

setter method meant for data change in object.

***File-1:Emp.java***

class Emp

{ private final String ename; Emp(String ename)

{ this.ename=ename;

}

public String getName()

{ return ename;

}

};

***File 2:Test.java***

class Test

{ public static void main(String[] args)

{ Emp e = new Emp("Sai"); System.out.println(e.getName());

}

}

In above example Emp class immutable class because,

* 1. *Emp class properties are final we are unable to change the value after creating object.*
  2. *Emp class if final we are unable create sub-class & it is not possible to override the methods.*
  3. *We are using constructor it assign the values only once.*
  4. *There is no setter method hence we have no option to change the value of variable.*

***Case 4:-***

***Internal implementation equals() method:-***

* equals( ) method present in object used for reference comparison & return Boolean value.
  + If two reference variables are pointing to same object returns true otherwise false.
* String is child class of object and it is overriding equals( ) methods used for content comparison.
  + If two objects content is same then returns true otherwise false.
* StringBuffer class is child class of object and it is not overriding equals() method hence it is using parent class(Object) equals() method used for reference comparison.
  + If two reference variables are pointing to same object returns true otherwise false.

class Object

{ public boolean equals(java.lang.Object)

*{* ***// reference comparison;***

}

};

class String extends Object

*{* ***//String class is overriding equals() method***

public boolean equals(java.lang.Object);

*{* ***//content comparison;***

}

};

class StringBuffer extends Object

*{* ***//not overriding hence it is using parent class equals() method***

//reference comparison;

};

***Example :-***

class Test

{ Test(String str) { }

public static void main(String[] args)

{ Test t1 = new Test("Sai"); Test t2 = new Test("Sai");

***//Object class equals() method executed (reference comparison)***

System.out.println(t1.equals(t2));

String str1 = new String("Saanvi"); String str2 = new String("Saanvi");

***//String class equals() method executed (content comparison)***

System.out.println(str1.equals(str2));

StringBuffer sb1 = new StringBuffer("anu"); StringBuffer sb2 = new StringBuffer("anu");

***//StringBuffer class equals() executed (reference comparison)***

System.out.println(sb1.equals(sb2));

}

}

***== operator vs equals() :-***

* In above example we are completed equals() method.

 == operator used to check reference variables & returns boolean ,if two reference variables are pointing to same object returns true otherwise false.

class Test

{ Test(String str){}

public static void main(String[] args)

{ Test t1 = new Test("Sai"); Test t2 = new Test("Sai");

*System.out.println(t1==t2);* ***//reference comparison*** ***false***

*System.out.println(t1.equals(t2));* ***//reference comparison*** ***false***

String str1="anu"; String str2="anu";

*System.out.println(str1==str2);* ***//reference comparison*** ***true***

*System.out.println(str1.equals(str2));* ***//content comparison*** ***true***

String str3 = new String("Saanvi"); String str4 = new String("Saanvi");

*System.out.println(str3==str4);* ***//reference comparison false***

*System.out.println(str3.equals(str4));* ***//content comparison true***

StringBuffer sb1 = new StringBuffer("students"); StringBuffer sb2 = new StringBuffer("students");

*System.out.println(sb1==sb2);* ***//reference comparison*** ***false***

*System.out.println(sb1.equals(sb2));* ***//reference comparison*** ***false***

}

}

***Example :-***

class Test

{ Test(String str){}

public static void main(String[] args)

{ Test t1 = new Test("Sai"); Test t2 = new Test("anu"); Test t3 = t2;

Test t4 = new Test("Sai"); System.out.println(t1==t2);//false System.out.println(t1==t3);//false System.out.println(t3==t2);//true System.out.println(t1==t4);//false

***//object class equals() executed reference comparison*** *System.out.println(t1.equals(t2));//false System.out.println(t3.equals(t2));//true*

String str1 = "Sai"; String str2="Sai"; String str3=str2;

System.out.println(str1==str2);//true System.out.println(str3==str2);//true System.out.println(str1==str3);//true

***//String class equals() executed content comparison***

System.out.println(str1.equals(str2));//true

String s1= new String("Sai"); String s2= new String("Sai"); String s3=s2; System.out.println(s1==s2);//false System.out.println(s2==s3);//true

***//String class equals() executed content comparison***

System.out.println(s1.equals(s2));//true

StringBuffer sb1 = new StringBuffer("anu"); StringBuffer sb2 = new StringBuffer("anu"); StringBuffer sb3 = sb1; System.out.println(sb1==sb2);//false System.out.println(sb1==sb3);//true

***//StringBuffer class equals() executed reference comparison***

System.out.println(sb1.equals(sb3));//true

}

}
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class Test

{ public static void main(String[] args)

{ String str1 = "hello"; String str2 = "hello";

String str3= new String("hello");

***//identity checking***

System.out.println(str1==str2); **//true**

*System.out.println(str1==str3);* ***//false***

*System.out.println(str1==str3);* ***//false***

***//equality checking*** *System.out.println(str1.equals(str2));* ***//true*** *System.out.println(str1.equals(str3));* ***//true*** *System.out.println(str2.equals(str3));* ***//true***

}

}

***Java.lang.String class methods:-***

1. ***CompareTo() & compareToIgnoreCase():-***
   * *By using compareTo() we are comparing two strings character by character, such type of checking is called lexicographically checking or dictionary checking.*
   * *compareTo() is return type is integer and it returns three values*
     + *if the two strings are equal then it return* ***zero.***
     + *If the first string first character Unicode value is bigger than second string first character Unicode value then it return* ***+ve*** *value.*
     + *If the first string first character Unicode value is smaller than second string first character Unicode value then it return* ***+ve*** *value.*

***compareTo() method comparing two string with case sensitive.***

***compareToIgnoreCase() method comparing two strings character by character by ignoring case.***

class Test

{ public static void main(String... Sai)

|  |  |  |
| --- | --- | --- |
| *{* | *String str1="Sai";* |  |
|  | *String str2="Saanvi";* |
|  | *String str3="Sai";* |
|  | *System.out.println(str1.compareTo(str2));* | ***//14*** |
|  | *System.out.println(str1.compareTo(str3));* | ***//0*** |
|  | *System.out.println(str2.compareTo(str1));* | ***//-13*** |
|  | *System.out.println(“Sai”.compareTo(“‘ATAN”));* | ***//+ve*** |

System.out.println(“Sai”.compareToIgnoreCase(“‘ATAN”));**//0**

}

};

***Difference between length( ) method and length variable:-***

* + ***length*** *variable used to find length of the Array.*
  + ***length()*** *is method used to find length of the String.*

**Example :-** *int [] a={10,20,30};*

System.out.println(a.length); **//3**

String str="rattaiah";

System.out.println(str.length()); **//8**

***cahrAt(int) & split() & trim():-***

**charAt(int):-**By using above method we are able to extract the character from particular index position.

***public char charAt(int);***

**Split(String):-** By using split() method we are dividing string into number of tokens.

***public java.lang.String[] split(java.lang.String);***

**trim():-** trim() is used to remove the trail and leading spaces this method always used for memory saver.

***public java.lang.String trim();***

class Test

{ public static void main(String[] args)

*{* ***//cahrAt() method***

String str="Sai"; System.out.println(str.charAt(1));

*//System.out.println(str.charAt(10));* ***StringIndexOutOfBoundsException***

char ch="Sai".charAt(2); System.out.println(ch);

***//split() method***

String s="hi rattaiah how r u"; String[] str1=s.split(" "); for(String str2 : str1)

{ System.out.println(str2);

}

***//trim()***

String ss=" Sai "; System.out.println(ss.length());//7 System.out.println(ss.trim());//Sai System.out.println(ss.trim().length());//5

}

}

***replace() & toUpperCase() & toLowerCase():-***

***public java.lang.String replace(Stirng str,String str1):- public java.lang.String replace(char, char);***

replace() method used to replace the String or character.

***public java.lang.String toLowerCase(); public java.lang.String toUpperCase();***

The above methods are used to convert lower case to upper case & upper case to lower case.

***Example:-***

class Test

{ public static void main(String[] args)

*{* *String str="rattaiah how r u"; System.out.println(str.replace('a','A'));* ***//rAttAiAh*** *System.out.println(str.replace("how","who"));* ***//rattaiah how r u***

String str1="Saanvi software solutions"; System.out.println(str1);

*System.out.println(str1.replace("software","hardware"));****// Saanvi hardware solutions***

String str="Sai HOW R U"; System.out.println(str.toUpperCase()); System.out.println(str.toLowerCase()); System.out.println("SAI".toLowerCase()); System.out.println("soft".toUpperCase());

}

}

***endsWith() & startsWith() & substring():-***

* + ***endsWith()*** is used to find out if the string is ending with particular character/string or not.
  + ***startsWith()*** used to find out the particular String starting with particular character/string or not.

public boolean startsWith(java.lang.String); public boolean endsWith(java.lang.String);

* + *substring() used to find substring in main String.*

*public java.lang.String substring(int);* ***int = starting index***

*public java.lang.String substring(int, int);* ***int=starting index to int =ending index***

while printing substring() it includes starting index & it excludes ending index.

***Example:-***

class Test

{ public static void main(String[] args)

{ String str="rattaiah how r u"; System.out.println(str.endsWith("u")); **//true** System.out.println(str.endsWith("how")); **//false** System.out.println(str.startsWith("d")); **//false** System.out.println(str.startsWith("r")); **//true** String s="Sai how r u";

*System.out.println(s.substring(2));* ***//tan how r u***

System.out.println(s.substring(1,7)); **//atan h**

System.out.println("Saisoft".substring(2,5)); **//tan**

}

}

***StringBuffer class methods:-***

reverse():-

class Test

{ public static void main(String[] args)

{ StringBuffer sb=new StringBuffer("rattaiah"); System.out.println(sb); System.out.println(sb.delete(1,3));

System.out.println(sb); System.out.println(sb.deleteCharAt(1)); System.out.println(sb.reverse());

}

}

Append():-

By using this method we can append the any values at the end of the string

Ex:-

class Test

{ public static void main(String[] args)

{ StringBuffer sb=new StringBuffer("rattaiah"); String str=" salary ";

int a=60000; sb.append(str); sb.append(a); System.out.println(sb);

}

};

Insert():-

By using above method we are able to insert the string any location of the existing string.

class Test

{ public static void main(String[] args)

{ StringBuffer sb=new StringBuffer("Sai"); sb.insert(0,"hi ");

System.out.println(sb);

}

}

indexOf() and lastIndexOf():- Ex:-

class Test

{ public static void main(String[] args)

{ StringBuffer sb=new StringBuffer("hi Sai hi"); int i;

i=sb.indexOf("hi"); System.out.println(i); i=sb.lastIndexOf("hi"); System.out.println(i);

}

}

replace():-

class Test

{ public static void main(String[] args)

{ StringBuffer sb=new StringBuffer("hi Sai hi"); sb.replace(0,2,"oy");

System.out.println("after replaceing the string:-"+sb);

}

}

Java.lang.StringBuilder:-

1. Introduced in jdk1.5 version.
2. StringBuilder is identical to StringBuffer except for one important difference.
3. Every method present in the StringBuilder is not Synchronized means that is not thread safe.
4. multiple threads are allow to operate on StringBuilder methods hence the performance of the application is increased.

Cloneable:-

* 1. The process of creating exactly duplicate object is called cloning.
  2. We can create a duplicate object only for the cloneable classes .
  3. We can create cloned object by using clone()
  4. The main purpose of the cloning is to maintain backup.

*class Test implements Cloneable*

*{* *int a=10,b=20;*

*public static void main(String[] args) throws CloneNotSupportedException*

*{* *Test t1 = new Test();//creates object of Test class*

*Test t2 = (Test)t1.clone();//duplicate object of Test class System.out.println(t1.a);*

*System.out.println(t1.b); t1.b=555;*

*t1.a=444;*

*System.out.println(t1.a); t1.b=333;*

*System.out.println(t1.a); System.out.println(t1.b);*

*//if we want initial values use duplicate object System.out.println(t2.a);//10 System.out.println(t2.b);//20*

*}*

*}*

*import java.util.\*; class Test*

*{* *public static void main(String[] args)*

*{* *String str="hi Sai w r u wt bout anushka";*

*StringTokenizer st = new StringTokenizer(str);//split the string with by default (space symbol) while (st.hasMoreElements())*

*{*

*System.out.println(st.nextElement());*

*}*

*//used our string to split giver String*

*String str1 = "hi,rata,mf,sdfsdf,ara"; StringTokenizer st1 = new StringTokenizer(str1,",");*

*while (st1.hasMoreElements())*

*{*

*System.out.println(st1.nextElement());*

*}*

*}*

*}*

***Wrapper classes***

* *Java is an Object oriented programming language so represent everything in the form of the object, but java supports 8 primitive data types these all are not part of object.*
* *To represent 8 primitive data types in the form of object form we required 8 java classes these classes are called wrapper classes.*
* *All wrapper classes present in the* ***java.lang*** *package and these all classes are* ***immutable***

*classes.*

***Wrapper classes hierarchy:-***

Object

Number Character Boolean

Byte Short Integer Long Float Double

**Wrapper classes constructors:-**

Integer i = new Integer(10); Integer i1 = new Integer("100"); Float f1= new Float(10.5);

Float f1= new Float(10.5f); Float f1= new Float("10.5");

Character ch = new Character('a');

|  |  |  |
| --- | --- | --- |
| ***datatypes*** | ***wrapper-class*** | **constructors** |
| *byte* | *Byte* | *byte,String* |
| *short* | *Short* | *short,String* |
| *int* | *Integer* | *int,String* |
| *long* | *Long* | *long,String* |
| *float* | *Float* | *double,float,String* |
| *double* | *Double* | *double,String* |
| *char* | *Character* | *char* |
| *boolean* | *Boolean* | *boolean,String* |

***Note :-*** *To create wrapper objects all most all wrapper classes contain two constructors but Float contains three constructors(float,double,String) & char contains one constructor(char).*

***toString():-***

* *toString() method present in Object class it returns class-name@hashcode.*
* *String,StringBuffer classes are overriding toString() method it returns content of the objects.*
* *All wrapper classes overriding toString() method to return content of the wrapper class objects.*

***Example :-***

class Test

{ public static void main(String[] args)

{ Integer i1 = new Integer(100); System.out.println(i1); System.out.println(i1.toString());

Integer i2 = new Integer("1000"); System.out.println(i2); System.out.println(i2.toString());

*Integer i3 = new Integer("ten");****//java.lang.NumberFormatException*** *System.out.println(i3);*

}

}

In above example for the integer constructor we are passing **“1000”** value in the form of String it is automatically converted into Integer format.

In above example for the integer constructor we are passing **“ten”** in the form of String but this String is unable to convert into integer format it generate exception **java.lang.NumberFormatException.**

***Example:- conversion of wrapper to String by using toString() method***

class Test

{ public static void main(String[] args)

{ Integer i1 = new Integer(100); Integer i2 = new Integer("1000"); System.out.println(i1+i2);//1100

***//conversion [wrapper object - String]***

String str1 = i1.toString(); String str2 = i2.toString();

*System.out.println(str1+str2);* ***//1001000***

}

}

***Example:-***

* *In java we are able to call toString() method only on reference type but not primitive type.*
* *If we are calling toString() method on primitive type then compiler generate error message. class Test*

{ public static void main(String[] args)

{ Integer i1 = Integer.valueOf(100); System.out.println(i1); System.out.println(i1.toString());

int a=100; System.out.println(a);

***//System.out.println(a.toString()); error:-int cannot be dereferenced***

}

}

***valueOf():-***

in java we are able to create wrapper object in two ways.

* + 1. *By using constructor approach*
    2. *By using valueOf() method*
* valueOf() method is used to create wrapper object just it is alternate to constructor approach and it a static method present in wrapper classes.

***Example:-***

class Test

{ public static void main(String[] args)

*{* ***//constructor approach to create wrapper object*** *Integer i1 = new Integer(100); System.out.println(i1);*

Integer i2 = new Integer("100"); System.out.println(i2);

***//valueOf() method to create Wrapper object*** *Integer a1 = Integer.valueOf(10); System.out.println(a1);*

Integer a2 = Integer.valueOf("1000"); System.out.println(a2);

}

}

***Example :- conversion of primitive to String.***

class Test

{ public static void main(String[] args)

{ int a=100; int b=200;

System.out.println(a+b);

***//primitive to String object*** *String str1 = String.valueOf(a); String str2 = String.valueOf(b); System.out.println(str1+str2);*

}

}

**XxxValue():-** it is used to convert wrapper object into correspondingprimitive value.

***Example:-***

class Test

{ public static void main(String[] args)

|  |  |  |
| --- | --- | --- |
|  | *{* | ***//valueOf() method to create Wrapper object***  *Integer a1 = Integer.valueOf(10); System.out.println(a1);* |
|  |  | *Integer a2 = Integer.valueOf("1000"); System.out.println(a2);* |
| *}* | *}* | ***//xxxValue() [wrapper object into primitive value]***  *int x1 = a1.intValue(); byte x2 = a1.byteValue();*  *double x3 = a1.doubleValue(); System.out.println("int value="+x1); System.out.println("byte value="+x2); System.out.println("double value="+x3);* |

**parseXXX():-** it is used to convert String into corresponding primitive value & it is a static method present in wrapper classes.

***Example :-***

class Test

{ public static void main(String[] args)

{ String str1="100"; String str2="100";

System.out.println(str1+str2);

***//parseXXX() converion of String to primitive type***

int a1 = Integer.parseInt(str1); float a2 = Float.parseFloat(str2); System.out.println(a1+a2);

}

}

1. ***primitive*** ***>Wrapper Object***

Integer i = Integer.valueOf(100);

1. ***wrapper object*** ***> primitive***

byte b = i.byteValue();

1. ***String value*** ***> primitive***

String str="100";

int a = Integer.parseInt(str);

1. ***primitive valu*** ***> String Object***

int a=100; int b=200;

String s1 = String.valueOf(a); String s2 = String.valueOf(b);

System.out.println(s1+s2);//100200

1. ***String value*** ***>Wrapper object***

Integer i = Integer.valueOf("1000");

1. ***wrapper object*** ***>String object***

Integer i = new Integer(1000); String s = i.toString();

***Autoboxing and Autounboxing:-(introduced in the 1.5 version)***

* *Up to 1.4 version to convert primitive/String into Wrapper object we are having two approaches*
  + ***Constructor approach***
  + ***valueOf() method***
* *Automatic conversion of primitive to wrapper object is called autoboxing.*
* *Automatic conversion of wrapper object to primitive is called autounboxing.*

***Example:-***

class Test

{ public static void main(String[] args)

*{* ***//autoboxing [primitive - wrapper object]***

Integer i = 100; System.out.println(i); System.out.println(i.toString());

***//autounboxing [wrapper object - primitive]*** *int a = new Integer(100); System.out.println(a);*

}

}

***Automatic conversion of the primitive to wrapper and wrapper to the primitive:-***

***AutoBoxing***

***Primitive***

***/String***

***Wrapper object***

***Autounboxing***

***Example :-***

class Test

{ public static void main(String[] args)

{ System.out.println("information about byte data type"); System.out.println("byte size="+Byte.SIZE); System.out.println("byte min value="+Byte.MIN\_VALUE); System.out.println("byte max value="+Byte.MAX\_VALUE);

System.out.println("information about int data type"); System.out.println("int size="+Integer.SIZE); System.out.println("int min value="+Integer.MIN\_VALUE); System.out.println("int max value="+Integer.MAX\_VALUE);

}

};

***Factory method:-***

* One java class method returns same class object or different class object is called factory method.
* There are three types of factory methods in java.
  + ***Instance factory method.***
  + ***Static factory method.***
  + ***Pattern factory method.***
* The factory is called by using class name is called static factory method.
* The factory is called by using reference variable is called instance factory method.
* One java class method is returning different class object is called pattern factory method.

***Example:-***

class Test

{ public static void main(String[] args)

*{* ***//static factory method***

Integer i = Integer.valueOf(100); System.out.println(i);

Runtime r = Runtime.getRuntime(); System.out.println(r);

***//instance factory method***

String str="Sai";

String str1 = str.concat("soft"); System.out.println(str1);

String s1="Saanviinfotech"; String s2 = s1.substring(0,6); System.out.println(s2);

***//pattren factory method***

Integer a1 = Integer.valueOf(100); String ss = a1.toString(); System.out.println(ss);

StringBuffer sb = new StringBuffer("Sai"); String sss = sb.toString(); System.out.println(sss);

}

}

### Java .io package

* This lesson covers java classes used for basic I/O operations. It focuses on I/O streams.
* The classes covered in I/O stream present in **java.io** package.
* Most of the classes covered in file I/O are present **java.nio.file** package.

***I/O Streams:-***

* *Byte Streams handle I/O of raw binary data.*
* *Character Streams handle I/O of character data, automatically handling translation to and from the local character set.*
* *Buffered Streams optimize input and output by reducing the number of calls to the native API.*
* *Scanning and Formatting allows a program to read and write formatted text.*
* *I/O from the Command Line describes the Standard Streams and the Console object.*
* *Data Streams handle binary I/O of primitive data type and String values.*
* *Object Streams handle binary I/O of objects.*

***I/O Streams:-***

An I/O stream represents input source or an output destination. A stream represent many kind of source and destination like disk files & devices & memory arrays.

Streams support different kind of data

* *Simple bytes.*
* *Primitive data types*
* *Localized characters*
* *Objects …..etc*

Stream is a communication channel between source and destination & A stream is a sequence of data.

***Input stream:-***

Program uses Input stream to read the data from a source one item at a time.
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***Output stream:-***

Program uses output stream to write the data to a destination one item at a time.
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***Byte streams:-***

Program uses byte stream to perform input & output of byte data. All byte stream classes developed based on InputStream & OutputStream.

To demonstrate how the byte stream works file I/O provided two main classes

* *FileInputStream*
  + *It is used to read the data from source one item at a time.*
  + *To read the data from source use read() method of FileInputStream class.*

***public int read() throws java.io.IOException;***

read() method returns first character Unicode value in the form of integer value.

* *FileOutputStream*
  + *It is used to write the data to destination one item at a time.*
  + *To write the data to destination use write() method of FileOutputStream class.*

***public void write(int unicode) throws java.io.IOException;***

write() method is taking Unicode value of the character as a parameter.

***Steps to design application:-***

Step1 :- create the channel.

Step 2:- read the data from source file.

Step 3:- store the data in some variable temporarily.

Step 4:- check the stream is ended or data (data flow completed or not). Step 5:- write the data to destination.

Step 6:- close the streams.

***Example :-*** *import java.io.\*; class Test*

{ public static void main(String[] args)throws FileNotFoundException,IOException

*{* ***//Byte oriented channel creation***

FileInputStream fis = new FileInputStream("abc.txt"); FileOutputStream fos = new FileOutputStream("xyz.txt"); int c;

while((c=fis.read())!=-1)

{ System.out.print((char)c); fos.write(c);

}

System.out.println("read() & write operatoins are completed");

***//stream closing operations***

fis.close();

fos.close();

}

}

While working with streams we will get two exceptions mainly FileNotFoundException , IOException & these two exceptions are checked exceptions so must handle these exception by using try- catch blocks or throws keyword.

***Character streams:-***

Program uses character stream to perform input & output of character data. All character stream classes developed based on Reader & Writer classes.

To demonstrate how the character stream works file I/O provided two main classes

* *FileReader*
  + *It is used to read the data from source one item at a time.*
  + *To read the data from source use read() method of FileInputStream class.*

***public int read() throws java.io.IOException;***

read() method returns first character Unicode value in the form of integer value.

* *FileWriter*
  + *It is used to write the data to destination one item at a time.*
  + *To write the data to destination use write() method of FileOutputStream class.*

***public void write(int unicode) throws java.io.IOException;***

write() method is taking Unicode value of the character as a parameter.

***Example :-***

import java.io.FileReader; import java.io.FileWriter; import java.io.IOException; public class Test

{ public static void main(String[] args) throws IOException

{ FileReader inputStream = null; FileWriter outputStream = null;

try {

inputStream = new FileReader("abc.txt"); outputStream = new FileWriter("characteroutput.txt");

int c;

while ((c = inputStream.read()) != -1)

{ outputStream.write(c);

}

}

finally

{ if (inputStream != null)

{ inputStream.close();

}

if (outputStream != null)

{ outputStream.close();

}

}

}

}

Note : In CopyCharacters, the int variable holds a character value in its last 16 bits; in CopyBytes, the int variable holds a byte value in its last 8 bits.

***Line oriented I/O:-***

*In above two streams(byte & character) it is possible to read only one item at time it increases number of read & write operations hence the performance is decreased.*

*To overcome above limitation to improve performance of the application instead of reading the data item by item, read the data line-by-line format to improve the performance.*

*To perform line oriented operations use two classes.*

* **BufferedReader**
  + *It is used to read the data from source file in line by line format.*
  + *To read the data use readLine() method of BufferedReader class .*

public java.lang.String readLine() throws java.io.IOException;

*The readLine() method returns first line of the text file in the form of String.*

* PrintWriter
  + *It is used to write the data to destination file in line by line format.*
  + *To write the data to file use println() method of PrintWriter class.*

public void println(java.lang.String);

*The above method used to write the data to destination file.*

***Example :-***

import java.io.FileReader; import java.io.FileWriter; import java.io.BufferedReader; import java.io.PrintWriter; import java.io.IOException;

public class CopyLines {

public static void main(String[] args) throws IOException { BufferedReader inputStream = null;

PrintWriter outputStream = null; try {

inputStream = new BufferedReader(new FileReader("Sai.txt")); outputStream = new PrintWriter(new FileWriter("characteroutput.txt")); String l;

while ((l = inputStream.readLine()) != null) { outputStream.println(l);

}

}

finally {

if (inputStream != null) { inputStream.close();

}

if (outputStream != null) { outputStream.close();

}

}

}

}

***Buffered Streams:-***

* *In previous examples we are using un-buffered I/O .This means each read and write request is handled directly by the underlying OS.*
* *In normal streams each request directly triggers disk access it is relatively expensive & performance is degraded.*

To overcome above limitations use buffered streams.

* *Bufferd input stream read the data from buffered memory and it interacting with hard disk only when buffered memory is empty.*
* *Buffered output stream write the data to buffer memory.*

There are four buffered stream classes.

***Buffered byte streams,***

* 1. *BufferedInputStream*
  2. *BufferedOutputStream*

A program can convert an un buffered stream into buffered streams. new BufferedInputStream(new FileInputStream("xanadu.txt"));

new BufferedOutputStream(new FileOutputSream("byteoutput.txt"));

***Buffered Character streams,***

* 1. *BufferedReader*
  2. *BufferedWriter*

A program can convert an un buffered stream into buffered streams. new BufferedReader(new FileReader("Sai.txt"));

new BufferedWriter(new FileWriter("characteroutput.txt"));

***Example:-*** *import java.io.\*; class Test*

{ public static void main(String[] args)

{ BufferedReader br; BufferedWriter bw; try{

br=new BufferedReader(new FileReader("Test1.java")); bw=new BufferedWriter(new FileWriter("States.java")); String str;

while ((str=br.readLine())!=null)

{ bw.write(str);

}

br.close();

bw.close();

}

catch(Exception e)

{ System.out.println("getting Exception");

}

}

}

***Example:-*** *import java.io.\*; class Test*

{ public static void main(String[] args)

{ BufferedInputStream bis; BufferedOutputStream bos; try{

bis=new BufferedInputStream(new FileInputStream("abc.txt")); bos=new BufferedOutputStream(new FileOutputStream("xyz.txt")); int str;

while ((str=bis.read())!=-1)

{ bos.write(str);

}

bis.close();

bos.close();

}

catch(Exception e)

{ System.out.println(e); System.out.println("getting Exception");

}

}

}

**Serialization:-**

The process of saving an object to a file (or) the process of sending an object across the network is called serialization.

But strictly speaking the process of converting the object from java supported form to the network supported form of file supported form.

To do the serialization we required fallowing classes

1. FileOutputStream
2. ObjectOutputStream

Deserialization:-

The process of reading the object from file supported form or network supported form to the java supported form is called deserialization.

We can achieve the deserialization by using fallowing classes.

1. FileInputStream
2. ObjectInputStream

import java.io.\*;

class Emp implements Serializable

{ int eid;

String ename;

Emp(int eid,String ename)

{this.eid=eid; this.ename=ename;

}

public static void main(String[] args)throws Exception

{

Emp e = new Emp(111,"Sai");

***//serialization [write the object to file]*** *FileOutputStream fos = new FileOutputStream("xxxx.txt"); ObjectOutputStream oos = new ObjectOutputStream(fos); oos.writeObject(e);*

System.out.println("serialization completed");

**//deserialization [read object form text file]** FileInputStream fis = new FileInputStream("xxxx.txt"); ObjectInputStream ois = new ObjectInputStream(fis); Emp e1 = (Emp)ois.readObject();//returns Object System.out.println(e1.eid+" "+e1.ename);

System.out.println("de serialization completed");

}

}

Transient Modifiers

* + Transient modifier is the modifier applicable for only variables and we can’t apply for methods

and classes.

* + At the time of serialization, if we don’t want to save the values of a particular variable to meet

security constraints then we should go for transient modifier.

* + At the time of serialization JVM ignores the original value of transient variable and default value will be serialized

***import java.io.\*;***

***class Emp implements Serializable***

***{*** ***transient int eid; transient String ename;***

***}***

***0*** ***null***

***introduction:-***

### Exception Handling

* *Dictionary meaning of the exception is abnormal termination.*
* ***An exception is an event that occurs during execution of the program, that disturb normal flow of the program instructions.***
* *If the application contains exception then the program terminated abnormally then the rest of the application is not executed.*

To overcome above limitation in order to execute the rest of the application & to get normal termination of the application must handle the exception.

In java we are having two approaches to handle the exceptions.

1. ***By using try-catch block.***
2. ***By using throws keyword.***

***Exception Handling:-***

* *The main objective of exception handling is to get normal termination of the application in order to execute rest of the application code.*
* *Exception handling means just we are providing alternate code to continue the execution of remaining code & to get normal termination of the application.*

Every Exception is a predefined class present in different packages.

***java.lang.ArithmeticException java.io.IOException java.sql.SQLException javax.servlet.ServletException ……etc***

The exception are occurred due to several reasons

* 1. *Developer mistakes*
  2. *End-user mistakes.*
     1. *While providing inputs to the application.*
     2. *Whenever user is entered invalid data then Exception is occur.*
     3. *A file that needs to be opened can’t found then Exception is occurred.*
     4. *Exception is occurred when the network has disconnected at the middle of the communication* *etc*

***Types of Exceptions:-***

As per the sun micro systems standards The Exceptions are divided into three types

1. ***Checked Exception***
2. ***Unchecked Exception***
3. ***Error***

***Checked Exception:-***

* *The Exceptions which are checked by the compiler at the time of compilation is called Checked Exceptions.*

Examples:- IOException,SQLException,InterruptedException,ClassNotFoundException etc

* *If the application contains checked Exception the compiler is able to check it and it will give intimation to developer regarding Exception in the form of compilation error.*
* *Handle the checked Exception in two ways*
  + *By using try-catch block.*
  + *By using throws keyword.*

***There are two types of predefined methods***

* Exceptional methods

*public static native void sleep(long)* ***throws java.lang.InterruptedException***

*public boolean createNewFile()* ***throws java.io.IOException***

*public static Class forName(String str) throws* ***ClassNotFoundException***

* Normal methods

public long length();

public java.lang.String toString();

In our application whenever we are using exceptional methods the code is not compiled because these methods throws checked exception hence must handle the exception by using try-catch or throws keywords. And no need to remember the methods just use the method compile it then compiler is saying exception information handle it.

Note: - If application contains checked Exception then compile time just compiler is displays exception information for handling **but the exception raised at runtime** if the required resources are not available.

***Checked Exception scenario:-***

1. ***java.lang.InterruptedException***

When we used **Thread.sleep(2000);** your thread is entered into sleeping mode then other threads are able to interrupt the program is terminated abnormally & rest of the application is not executed.

To overcome above problem compile time compiler is checking that exception & displaying exception information in the form of compilation error.

Based on compiler generated error message write the try-catch blocks or throws , if runtime any exception raised the try-catch or throws keyword executed program is terminated normally.

1. ***Java.io.FileNotFoundException***

If we are trying to read the file from local disk but at runtime if the file is not available program is terminated abnormally rest of the application is not executed.

To overcome above problem compile time compiler is checking that exception & displaying exception information in the form of compilation error.

Based on compiler generated error message write the try-catch blocks or throws , if runtime any exception raised the try-catch or throws keyword executed program is terminated normally.

1. ***Java.sql.SQLException***

If we are trying to connect to data base but at runtime data base is not available program is terminated abnormally rest of the application is not executed.

***Note: In above scenarios compile time compiler is display just exception information but exception raised at runtime.***

***Unchecked Exception:-***

* *The exceptions which are not checked by the compiler at the time of compilation are called unchecked Exception.*

ArithmeticException,ArrayIndexOutOfBoundsException,NumberFormatException….etc

* *If the application contains un-checked Exception code is compiled but at runtime JVM (Default Exception handler) display exception message then program terminated abnormally.*
* *To overcome runtime problem must handle the exception in two ways.*
* *By using try-catch blocks.*
* *By using throws keyword.*

Note-1:-

*Whether it is a checked Exception or unchecked exception exceptions are raised at runtime but not compile time.*

Note 2:-

*In java whether it is a checked Exception or unchecked Exception must handle the Exception by using try-catch blocks or throws keyword to get normal termination of application & to execute rest of the application.*

Note 3:-

*For the checked exception when we write try-catch blocks or throws keyword then only code is compiled but for un-checked exceptions try-catch or throws keyword optional.*

Error:-

* *Exceptions are caused to several reasons like developer mistakes, end user input mistakes , network problems.*

But error is caused due to lack of system resources.

Heap memory full, Stack memory problem, AWT component problems…..etc

Example: - StackOverFlowError, OutOfMemoryError, AssertionError… etc

* *We are handle the exceptions by using try-catch blocks or throws keyword but it is not possible to handle the errors.*
* *Error is a un-checked type exception.*

***Example:-***

class Test

{ public static void main(String[] args)

{ Test[] t = new Test[100000000];

}

};

Exception in thread "main" java.lang.OutOfMemoryError: Java heap space

***Exception Handling Tree Structure:-***
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* *In above tree Structure RuntimeException its child classes & Error its child classes are Unchecked remaining all exceptions are checked Exceptions.*
* *The root class of exception handling is* ***Throwable*** *class.*
* *The root class & all its child class are checked then that root class is called* ***fully checked exception.***

Example :- IOException,SQLException….etc

* *The root class contains some class are checked exceptions & some classes are un-checked exception then that root class is called partially checked exception.*

Example :- Exception , Throwable..etc

***Exception handling key words:-***

1. *try*
2. *catch*
3. *finally*
4. *throw*
5. *throws*

***Exception handling by using Try –catch blocks:-***

***Syntax:-*** *try*

*{* ***exceptional code;***

}

catch (ExceptionName reference\_variable)

*{* ***Code to run if an exception is raised (alternate code);***

}

***Example-1 :-***

***Application without try-catch blocks***

class Test

{ public static void main(String[] args)

{ System.out.println("Sai"); System.out.println(10/0); System.out.println("rest of the application");

}

}

E:\>java Test Sai

Exception in Thread “main” java.lang.ArithmeticException: / by zero

Handled by JVM type of the Exception description

***In above example exception raised program is terminated abnormally & rest of the application is not executed***

***Application with try-catch blocks:-***

Whenever the exception is raised in the try block JVM won’t terminate the program immediately it will search corresponding catch block.

* 1. *If the catch block is matched then that block will be executed & rest of the application executed & program is terminated normally.*
  2. *If the catch block is not matched program is terminated abnormally.*

class Test

{ public static void main(String[] args)

{ System.out.println("Sai"); try

{ System.out.println(10/0);

}

catch (ArithmeticException ae)

{ System.out.println(10/2);

}

System.out.println("rest of the application");

}

}

E:\>java Test Sai

5

rest of the application

***In above example we are handling exception by using try-catch block hence the program is terminated normally & rest of the application is executed.***

***Example-2 :-***

Whenever the exception is raised in the try block JVM won’t terminate the program immediately

it will search corresponding catch block.

1. *If the catch block is matched then that block will be executed & rest of the application executed & program is terminated normally.*
2. *If the catch block is not matched program is terminated abnormally.*

In below example catch block is not matched hence program is terminated abnormally. class Test

{ public static void main(String[] args)

{ try

{ System.out.println("Saanvi"); System.out.println(10/0);

}

catch(NullPointerException e)

{ System.out.println(10/2);

}

System.out.println("rest of the app");

}

}

E:\Saanvi>java Test Saanvi

Exception in thread "main" java.lang.ArithmeticException: / by zero

**Example 3:-** If there is no exception in try block the corresponding catch blocks are not checked. class Test

{ public static void main(String[] args)

{ try

{ System.out.println("Saanvi"); System.out.println("anu");

}

catch(NullPointerException e)

{ System.out.println(10/2);

}

System.out.println("rest of the app");

}

}

***E:\Saanvi>java Test Saanvi***

***anu***

***rest of the app***

***Example 4:-***

In Exception handling independent try blocks declaration are not allowed must declare **try-catch**

*or* ***try- finally*** *or* ***try-catch-finally.***

class Test

{ public static void main(String[] args)

{ try

{ System.out.println("Saanvi"); System.out.println("anu");

}

System.out.println("rest of the app");

}

}

***E:\Saanvi>javac Test.java***

***Test.java:4: 'try' without 'catch' or 'finally'***

***Example 5:-***

* *In between try-catch blocks it is not possible to declare any statements , if we are declaring statements compiler will generate error message.*
* *In exception handling must declare try with immediate catch block. class Test*

{ public static void main(String[] args)

{ try

{ System.out.println("Saanvi"); System.out.println(10/0);

}

System.out.println("anu"); catch(ArithmeticException e)

{ System.out.println(10/2);

}

System.out.println("rest of the app");

}

}

***Example 6:-***

If the exception raised in try block jvm will search corresponding catch block but if the exception raised other than try-catch blocks it is always abnormal termination.

In below example exception raised in catch block hence program is terminated abnormally. class Test

{ public static void main(String[] args)

{ try

{ System.out.println("Saanvi"); System.out.println(10/0);

}

catch(ArithmeticException e)

{ System.out.println(10/0);

}

System.out.println("rest of the app");

}

}

***Example 7:-***

* *If the exception raised in try block the remaining code of try block is not executed.*
* *Once the control is out of the try block the control never entered into try block once again.*
* *Don’t take normal code inside try block because no guarantee all statements in try-block executed or not.*

class Test

{ public static void main(String[] args)

{ try

{ System.out.println(10/0); System.out.println("Saanvi"); System.out.println("Sai");

}

catch(ArithmeticException e)

{ System.out.println(10/2);

}

System.out.println("rest of the app");

}

}

***E:\Saanvi>java Test 5***

***rest of the app***

***Example 8:-***

The way of handling the exception is varied from exception to the exception hence it is recommended to provide try with multiple number of catch blocks.

import java.util.\*; class Test

{ public static void main(String[] args)

*{* *Scanner s=new Scanner(System.in);* ***//Scanner object used to take dynamic input***

System.out.println("provide the division value"); int n=s.nextInt();

try

{ System.out.println(10/n); System.out.println("Sai".charAt(10));

}

catch (ArithmeticException ae)

{ System.out.println("good boys");

}

catch (StringIndexOutOfBoundsException se)

{ System.out.println("good girls");

}

System.out.println("rest of the code");

}

}

***Output:- provide the division value: 5***

***Write the output***

***Output:- provide the division value: 0***

***Write the output***

**Example 9:-** By using **Exception** class catch block it is possible to hold any type of exceptions. import java.util.\*;

class Test

{ public static void main(String[] args)

{ Scanner s=new Scanner(System.in); //Scanner object used to take dynamic input System.out.println("provide the division value");

int n=s.nextInt(); try

{ System.out.println(10/n); System.out.println("Sai".charAt(10));

}

catch (Exception ae)

{ System.out.println("good boys");

}

System.out.println("rest of the code");

}

}

***Output:- provide the division value: 5***

***Write the output***

***Output:- provide the division value: 0***

***Write the output***

***Example 10:-***

When we declare multiple catch blocks then the catch block order must be **child-parent** but if we are declaring parent to child compiler will generate error message.

***No compilation error*** *import java.util.\*; class Test*

{ public static void main(String[] args)

{ Scanner s=new Scanner(System.in); System.out.println("provide the division val"); int n=s.nextInt();

try

{ System.out.println(10/n); String str=null; System.out.println(str.length());

}

***//catch block order is child to parent***

catch (ArithmeticException ae)

{ System.out.println("Exception"+ae);

}

catch (Exception ne)

{ System.out.println("Exception"+ne);

}

System.out.println("rest of the code");

}

}

***Compilation error***

***//catch block order is parent to child***

catch (Exception ae)

{ System.out.println("Exception"+ae);

}

catch (ArithmeticException ne)

{ System.out.println("Exception"+ne);

}

***Example 11:-*** *There are three methods to print Exception information*

* + *toString()*
  + *getMessage()*
  + *printStackTrace()*

class Test

{ void m1()

{ m2();

}

void m2()

{ m3();

}

void m3()

{ try{

System.out.println(10/0);

}

catch(ArithmeticException ae)

{ System.out.println(ae.toString()); System.out.println(ae.getMessage()); ae.printStackTrace();

}

}

public static void main(String[] args)

{ Test1 t = new Test1(); t.m1();

}

};

D:\DP>java Test

*java.lang.ArithmeticException: / by zero* ***//toString() method output***

*/ by zero* ***//getMessage() method output***

*java.lang.ArithmeticException: / by zero* ***//printStackTrace() method***

at Test1.m3(Test1.java:8) at Test1.m2(Test1.java:5) at Test1.m1(Test1.java:3)

at Test1.main(Test1.java:17)

**Example 12:-** Internally JVM uses printStackTrace() method to print exception information. class Test

{ void m3()

{ System.out.println(10/0);

}

void m2()

{ m3();

}

void m1()

{ m2();

}

public static void main(String[] args)

{ new Test().m1();

}

};

E:\>java Test

Exception in thread "main" java.lang.ArithmeticException: / by zero at Test.m3(Test.java:3)

at Test.m2(Test.java:6) at Test.m1(Test.java:9)

at Test.main(Test.java:12)

**Example 13:-** It is possible to combine more than one exceptions in single catch block. **Syntax:-** this is introduced In 1.7 version the code is compiled & executed in above 1.7 version. catch(ArithmeticException | StringIndexOutOfBoundsException a) . catch(NumberFormatException | NullPointerException | StringIndexOutOfBoundsException a)

import java.util.Scanner; import java.io.\*;

public class Test

{ public static void main(String[] args)

{ Scanner s = new Scanner(System.in); System.out.println("enter a number"); int n = s.nextInt();

try {

System.out.println(10/n); System.out.println("Sai".charAt(13));

}

catch(ArithmeticException | ClassCastException a)

{ System.out.println("exception info="+a);

}

catch(NumberFormatException | NullPointerException | StringIndexOutOfBoundsException a)

{ System.out.println("exception info="+a);

}

System.out.println("Rest of the application");

}

}

***Output:- provide the division value: 5***

***Write the output***

***Output:- provide the division value: 0***

***Write the output***

**Example14:-** multiple exception in single catch for checked Exception. import java.util.Scanner;

import java.io.\*; public class Test

{ public static void main(String[] args)

{ try {

FileInputStream f = new FileInputStream("abc.txt"); Thread.sleep(2000);

}

catch(FileNotFoundException | InterruptedException a)

{ System.out.println("exception info="+a);

}

System.out.println("Rest of the application");

}

}

***Observation :-***

try { FileInputStream f = new FileInputStream("abc.txt"); Thread.sleep(2000);

}

catch(FileNotFoundException | ClassCastException a)

{ System.out.println("exception info="+a);

}

catch(InterruptedException | ClassNotFoundException a)

{ System.out.println("exception info="+a);

}

E:\>javac Test.java

error: exception ClassNotFoundException is never thrown in body of corresponding try statement catch(InterruptedException | ClassNotFoundException a)

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| ***Possibilities of try-catch:-*** |  |  | ***Case-5***  *try* |  |
| ***Case-1***  *try*  *{*  *}* | ***Case-3***  *try*  *{*  *}* |  | *{*  *}*  *catch ()*  *{* | *try* |
| *catch ()*  *{*  *}* | *catch ()*  *{*  *}*  *catch ()*  *{*  *}* |  | *}* | *{*  *}*  *catch ()*  *{*  *}* |
| ***Case-2***  *try*  *{* |  |  | ***Case-6***  *try*  *{* | *try* |
| *}*  *catch ()* | ***Case-4*** |  |  | *{*  *}* |
| *{*  *}* | *try*  *{* | *try* |  | *catch ()*  *{* |
| *try*  *{* |  | *{*  *}* | *}* | *}* |
| *}*  *catch ()* |  | *catch ()*  *{* | *catch ()*  *{* | *try* |
| *{*  *}* | *}* | *}* |  | *{*  *}* |
|  | *catch ()*  *{*  *}* |  | *}* | *catch ()*  *{*  *}* |
| ***Finally block:-*** |  |  |  |  |

1. *Finally block code is always executed irrespective of try and catch*.
2. *It is used to provide clean-up code*
   1. *Database connection closing.* ***Connection.close();***
   2. *streams closing.* ***Scanner.close();***
   3. *Object destruction .* ***Test t = new Test(); t=null;***
3. *It is not possible to write finally alone.*
   1. *try-catch-finally* *--->* *valid*
   2. *try-catch* *--->* *valid*
   3. *catch-finally* *--->* *invalid*
   4. *try-catch-catch-finally* *--->* *valid*
   5. *try-finally* *--->* *valid*
   6. *catch-catch-finally* *--->* *invalid*
   7. *Try* *--->* *invalid*
   8. *Catch* *--->* *invalid*
   9. *Finally* *--->* *invalid*

***Syntax:-***

try

*{* ***risky code;***

}

catch (Exception obj)

*{* *code to be run if the exception raised (****handling code);***

}

finally

*{* ***Clean-up code****;(database connection closing , streams closing……etc)*

}

***All possibilities of finally block execution :-***

***Case 1:-***

try

{ System.out.println("try");

}

catch (ArithmeticException ae)

{ System.out.println("catch");

}

finally

{ System.out.println("finally");

}

***case 2:-***

try

{ System.out.println(10/0);

}

catch (ArithmeticException ae)

{ System.out.println("catch");

}

finally

{ System.out.println("finally");

}

***Output:- Try finally***

***Output:- catch finally***

***case 3:-***

try

{ System.out.println(10/0);

}

catch (NullPointerException ae)

{ System.out.println("catch");

}

finally

{ System.out.println("finally");

}

***case 4:-***

try

{ System.out.println(10/0);

}

catch (ArithmeticException ae)

{ System.out.println(10/0);

}

finally

{ System.out.println("finally");

}

***Output:***

***finally***

***Exception in thread "main" java.lang.ArithmeticException: / by zero***

***at Test.main(Test.java:4)***

**D:\morn11>java Test finally**

**Exception in thread "main" java.lang.ArithmeticException: / by zero**

at Test.main(Test.java:7)

***case 5:-***

try

{ System.out.println("try");

}

catch(ArithmeticException ae)

{ System.out.println("catch");

}

finally

{ System.out.println(10/0);

}

System.out.println("rest of the code");

***case 6:-it is possible to provide try-finally.***

try

{ System.out.println("try");

}

finally

{ System.out.println("finally");

}

***D:\>java Test try***

***Exception in thread "main" java.lang.ArithmeticException: / by zero***

***at Test.main(Test.java:15)***

System.out.println("rest of the code");

***D:\>java Test try***

***finally***

***rest of the code***

***Example:-in two cases finally block won’t be executed***

**Case 1:-** whenever the control is entered into try block then only finally block will be executed otherwise it is not executed.

class Test

{ public static void main(String[] args)

{ System.out.println(10/0);

try{ System.out.println("Sai");

}

finally

{ System.out.println("finally block"); } System.out.println("rest of the code");

}

};

***D:\>java Test***

***Exception in thread "main" java.lang.ArithmeticException: / by zero at Test.main(Test.java:5)***

**Case 2:-** In your program when we used System.exit(0) the JVM will be shutdown hence the rest of

the code won’t be executed .

*class Test*

*{* *public static void main(String[] args)*

*{* *try{* *System.out.println("Sai"); System.exit(0);*

*}*

*finally*

*{* *System.out.println("finally block");* *} System.out.println("rest of the code");*

*}*

*};*

***D:\>java Test Sai***

***Example :-***

statement 1

statement 2 try

|  |  |  |
| --- | --- | --- |
| *{* | *statement 3* |  |
|  | *statement 4* |
|  | *try* |
|  | *{* *statement 5* |
|  | *statement 6* |
|  | *}* |
|  | *catch ()*  *{* *statement 7* | *Case1: there is no Exception in the above* |
|  | *statement 8* | *example.* |
|  | *}* | ***1, 2, 3, 4, 5, 14, 15 Normal Termination*** |
| *}* |  | *Case 2:-if the exception is raised in statement 2.* |
| *catch ()* |  | ***1 , Abnormal Termination*** |
| *{* | *statement 9* | *Case 3:- if the exception is raised in the* |
|  | *statement 10* | *statement 3 the corresponding* |
|  | *try* | *catch block Is not matched.* |
|  | *{* *statement 11* | ***1,2,15,16 Abnormal termination*** |
|  | *statement 12* | *Case 4:- if the exception is raise in the* |
|  | *}* | *statement-4 the corresponding* |
|  | *catch ()* | *catch block is matched.* |
|  | *{* *statement 13* | ***1,2,15,16 Abnormal termination*** |
|  | *statement 14* | *Case 5:- If the exception is raised in the* |
|  | *}* | *statement 5 and corresponding* |
| *}* |  | *catch block is matched.* |
| *Finally{* |  | ***1,2,3,4,8,9,10,11,14,15 normal termination*** |

statement 15

statement 16

}

Statement -17

Statement -18

Case 6:- If the exception is raised in the

statement 6 and corresponding catch block is not matched but outer catch block is matched.

***1,2,3,4,8,9,10,11,14,15 normal termination***

Case 7:- If the exception is raised in the statement 5 and the corresponding catch block is matched but while executing catch block exception raised in statement-7, the outer catch block is matched while executing outer catch exception raised in statement-11, the inner catch block is matched but while executing inner catch the exception raised in statement-13.

***1,2,3,4,8,9,12,13,14,15 normal termination.***

Case 8:- If the exception is raised in the statement 6 and the corresponding catch block is matched but while executing catch block exception raised in statement-8, the outer catch block is matched while executing outer catch exception raised in statement-12, the inner catch block is matched but while executing inner catch the exception raised in statement-14.

***1,2,3,4,8,9,12,13,14,15 normal termination.***

Case 9:- If the exception raised in statement 15.

***1,2,3,4,5 abnormal termination.***

Case 10:- if the Exception raised in statement 18.

Throws keyword:-

*There are two approaches two handle the exceptions in java*

1. *By using try-catch blocks.*
2. *By using throws keyword.*

***Handling exception by using Try-catch***

1. *Try-catch blocks are used to write the exception handling code.*
2. *By using try-catch blocks it is possible to handle multiple exceptions by using multiple catch blocks.*
3. *We can write the try-catch blocks at method implementation level.*
4. *We can provide the try-catch blocks at method & constructor & blocks level.*

***Handling Exception by using throws keyword*** *Throws keyword is used to delegate the responsibilities of exception handling to caller method*.

By using throws it is possible to handle multiple exceptions because one method is able to throws multiple exceptions at time.

We can write the throws keyword at method declaration level.

We can provide the throws keyword only at method & constructor level but not block level.

***Example 1:-***

* + *in below example exception raised in studentDetails() method but it delegating responsibilities of exception handling to hod() method by using throws keyword.*
  + *But hod() method delegating responsibilities of exception handling to principal() method by using throws now principal handing this exception by using try-catch blocks.*

class Test

*{* *void studentDetails()* ***throws InterruptedException***

{ System.out.println("suneel babu is sleeping"); Thread.sleep(3000);

System.out.println("do not disturb sir ");

}

*void hod()****throws InterruptedException***

{ studentDetails();

}

void principal()

{ try{

hod();} catch(InterruptedException ie)

{ ie.printStackTrace(); }

}

void officeBoy()

{ principal();

}

public static void main(String[] args)

{ Test t = new Test(); t.officeBoy();

}

}

***Example 2:-***

* + *In below example method-by-method using throws keyword to delegate responsibilities of exception handling to caller method.*
  + *At final main() method uses throws keyword to delegate the responsibilities of exception handling to JVM.*

class Test

*{* *void studentDetails()* ***throws InterruptedException***

{ System.out.println("suneel babu is sleeping"); Thread.sleep(3000);

System.out.println("do not disturb sir ");

}

*void hod()****throws InterruptedException***

{ studentDetails();

}

*void principal()****throws InterruptedException***

{ hod();

}

*void officeBoy()****throws InterruptedException***

{ principal();

}

*public static void main(String[] args)* ***throws InterruptedException***

{ Test t = new Test(); t.officeBoy();

}

}

Example 3:- import java.io.\*; class Test

{

void m2()throws FileNotFoundException,InterruptedException

{ FileInputStream fis = new FileInputStream("abc.txt"); Thread.sleep(2000);

System.out.println("Exceptions are handled");

}

void m1()

{ try{

}

m2();}

catch(FileNotFoundException f) { f.printStackTrace(); } catch(InterruptedException ie) { ie.printStackTrace(); }

public static void main(String[] args) throws InterruptedException

{ Test t = new Test(); t.m1();

}

}

***Example 4:-*** *import java.io.\*; class Test*

{

*void m2()****throws Exception*** *//FileNotFoundException,InterruptedException*

{ FileInputStream fis = new FileInputStream("abc.txt"); Thread.sleep(2000);

System.out.println("Exceptions are handled");

}

*void m1()****throws Exception***

{ m2();

}

*public static void main(String[] args)* ***throws Exception***

{ Test t = new Test(); t.m1();

}

}

***Throw keyword:-***

* + *All methods use the throw statement to throw an exception. The throw statement requires a single argument a throwable object. Throwable objects are instances of any subclass of the Throwable class.*
  + *It is possible to throw user defined exceptions or predefined exceptions by using throw keyword.*
  + *Here's an example of a throw statement throw* ***someThrowableObject****;*

Note: - throw keyword is used to handover user created exception object to JVM whether it is predefined exception class or user defined exception class.

***Example:- throw statement throw an predefined exception.***

Step 1:- create the Exception object explicitly by the developer by using new keyword.

***new ArithmeticException("Sai not eligible");***

Step 2:- handover (throw) user created Exception object to jvm by using throw keyword.

***throw new ArithmeticException("Sai not eligible");***

import java.util.\*; class Test

{ static void validate(int age)

{ if (age<18)

{ throw new ArithmeticException("not eligible for vote");

}

else

{ System.out.println("welcome to the voting");

}

}

public static void main(String[] args)

{ Scanner s=new Scanner(System.in); System.out.println("please enter your age "); validate(s.nextInt()); System.out.println("rest of the code");

}

}

E:\>java Test

please enter your age 45

Check the output

E:\>java Test

please enter your age 10

Check the output

***Example: - throw statement throw a user defined exception.***

To achieve this mechanism first we must know how to create user defined exception then we are able to use this throw keyword.

There are two types of exceptions present in the java language

1. *Predefined Exceptions.*

ArithmeticException,IOException,NullPointerException etc

1. *User defined Exceptions.(created by user)*

InvalidAgeException,MyException…etc

***Customization of exception handling :-( creation of predefined exceptions)***

There are two types of user defined exceptions

* 1. *User defined checked exception.*
     1. *Default constructor approach.*
     2. *Parameterized constructor approach.*
  2. *User defined un-checked Exception.*
     1. *Default constructor approach.*
     2. *Parameterized constructor approach.*

Note: - while declaring user defined exceptions: the naming conventions are every exception suffix must be the word Exception.

***Creation of user defined checked Exception by using default constructor approach:- Step-1:- create the user defined checked Exception***

Normal java class will become Exception class whenever we are extends Exception class.

***InvaliedAgeException.java:-***

package com.tcs.userexceptions;

public class InvalidAgeExcepiton extends Exception

{ //default constructor

};

***Step-2:- use the user created Exception in our project.***

***Test.java***

package com.tcs.project;

import com.tcs.userexceptions.InvalidAgeExcepiton; import java.util.Scanner;

class Test

{ static void status(int age)throws InvalidAgeExcepiton

{ if (age>25)

{System.out.println("eligible for mrg");

}

else

*{* *throw new InvalidAgeExcepiton();* ***//default constructor executed***

}

}

public static void main(String[] args)throws InvalidAgeExcepiton

{ Scanner s = new Scanner(System.in); System.out.println("enter u r age");//23 int age = s.nextInt();

Test.status(age);

}

}

D:\morn11>java com.tcs.project.Test Enter u r age & check the output

*Example :-****Creation of user defined checked exception by using parameterized constructor approach.***

***step-1:- create the user defined checked exception class.***

Normal java class will become checked exception class when we extends Exception class.

**InvalidAgeException.java**

package com.tcs.userexceptions;

public class InvalidAgeExcepiton extends Exception

{ public InvalidAgeExcepiton(String str)

*{* *super(str);* ***//super constructor calling in order to print your information***

}

};

***Step-2:- use user created Exception in our project.***

***Test.java***

package com.tcs.project;

import com.tcs.userexceptions.InvalidAgeExcepiton; import java.util.Scanner;

class Test

{ static void status(int age)throws InvalidAgeExcepiton

{ if (age>25)

{ System.out.println("eligible for mrg");

}

else

*{* ***//using user created Exception***

throw new InvalidAgeExcepiton("not eligible try after some time");

}

}

public static void main(String[] args)throws InvalidAgeExcepiton

{ Scanner s = new Scanner(System.in); System.out.println("enter u r age"); int age = s.nextInt(); Test.status(age);

}

}

***D:\morn11>javac -d . InvalidAgeExcepiton.java D:\morn11>javac -d . Test.java D:\morn11>java com.tcs.project.Test***

***enter u r age 28***

***eligible for mrg***

***D:\morn11>java com.tcs.project.Test enter u r age***

***20***

***Exception in thread "main" com.tcs.userexceptions.InvalidAgeExcepiton: not eligible try after some time***

***at com.tcs.project.Test.status(Test.java:11) at com.tcs.project.Test.main(Test.java:18)***

*Example:-****creation of user defined un-checked exception by using default constructor approach***

***Step-1:- create user defined un-checked exception.***

Normal java class will become un-checked exception class when we exetends RuntimeException class.

***//InvalidAgeException.java***

package com.tcs.userexceptions;

public class InvalidAgeExcepiton extends RuntimeException

{ //default constructor

}

***Step-2:- use user created Exception in your project.***

***Test.java***

package com.tcs.project;

import com.tcs.userexceptions.InvalidAgeExcepiton; import java.util.Scanner;

class Test

{ static void status(int age)

{ if (age>25)

{System.out.println("eligible for mrg");

}

else

{ //using user created Exception throw new InvalidAgeExcepiton();

}

}

public static void main(String[] args)

{ Scanner s = new Scanner(System.in); System.out.println("enter u r age");//23 int age = s.nextInt();

Test.status(age);

}

}

***Example: - creation of user defined un-checked exception by using parameterized constructor approach***

***Step 1:- create user defined un-checked exception classs.***

Normal java class will become un-checked exception class when we exetends RuntimeException class.

***//InvalidAgeException.java***

package com.tcs.userexceptions;

public class InvalidAgeExcepiton extends RuntimeException

{ public InvalidAgeExcepiton(String str)

{ super(str);

}

};

***Step2:- use user created exception object in your project.***

***Test*.java**

package com.tcs.project;

import com.tcs.userexceptions.InvalidAgeExcepiton; import java.util.Scanner;

class Test

{ static void status(int age)

{ if (age>25)

{ System.out.println("eligible for mrg");

}

else

{ //using user created Exception

throw new InvalidAgeExcepiton("not eligible for mrg");

}

}

public static void main(String[] args)

{ Scanner s = new Scanner(System.in); System.out.println("enter u r age"); int age = s.nextInt(); Test.status(age);

}

}

Different types of exceptions:-

***ArrayIndexOutOfBoundsException:-***

int[] a={10,20,30};

System.out.println(a[0]);//10 System.out.println(a[3]);//ArrayIndexOutOfBoundsException

***NumberFormatException:-***

String str="123";

int a=Integer.parseInt(str); System.out.println(a);//conversion(string - int) is good

String str1="abc";

int b=Integer.parseInt(str1); System.out.println(b);//NumberFormatException

***NullPointerException:-***

String str="rattaiah"; System.out.println(str.length());//8

String str1=null; System.out.println(str1.length());//NullPointerException

Test t = new Test(); t.m1(); //output printed

t=null;

t.m1(); //NullPointerException

***ArithmeticException:-***

int b=10/0; System.out.println(b);//ArithmeticExceptiom

***IllegalArgumentException:-***

Thread priority range is 1-10

1 --->low priority 10 --->high priority

Thread t=new Thread(); t.setPriority(11);//IllegalArgumentException

***IllegalThreadStateException:-*** *Thread t=new Thread(); t.start();*

t.start();//IllegalThreadStateException

***StringIndexOutOfBoundsException:-***

String str="rattaiah"; System.out.println(str.charAt(3));//t

System.out.println(str.charAt(13));//StringIndexOutOfBoundsException

***NegativeArraySizeException*:-**

int[] a1=new int[100]; System.out.println(a1.length);//100

int[] a=new int[-9]; System.out.println(a.length);//NegativeArraySizeException

***InputMismatchException:-***

Scanner s=new Scanner(System.in); System.out.println("enter first number"); int a=s.nextInt();

***D:\>java Test enter first number Sai***

***Exception in thread "main" java.util.InputMismatchException***

Different types of Errors:-

***StackOverflowError:-***

class Test

{ void m1()

{ m2();

System.out.println("this is Rattaiah");

}

void m2()

{ m1();

System.out.println("from Saanvisoft");

}

public static void main(String[] args)

{ Test t=new Test(); t.m1();

}

}

***OutOfMemoryError:-***

class Test

{ public static void main(String[] args)

*{* *int[] a=new int[100000000];* ***//OutOfMemoryError***

}

}

Different types of Exceptions in java:-

|  |  |
| --- | --- |
| ***Checked Exception*** | ***Description*** |
| ClassNotFoundException | If the loaded class is not available |
| CloneNotSupportedException | Attempt to clone an object that does not implement the Cloneable interface. |
| IllegalAccessException | Access to a class is denied. |
| InstantiationException | Attempt to create an object of an abstract class or interface. |
| InterruptedException | One thread has been interrupted by another thread. |
| NoSuchFieldException | A requested field does not exist. |
| NoSuchMethodException | If the requested method is not available. |
| ***UncheckedException*** | ***Description*** |
| ArithmeticException | Arithmetic error, such as divide-by-zero. |
| ArrayIndexOutOfBoundsException | Array index is out-of-bounds.(out of range) |
| InputMismatchException | If we are giving input is not matched for storing input. |
| ClassCastException | If the conversion is Invalid. |
| IllegalArgumentException | Illegal argument used to invoke a method. |
| IllegalThreadStateException | Requested operation not compatible with current thread state. |
| IndexOutOfBoundsException | Some type of index is out-of-bounds. |
| NegativeArraySizeException | Array created with a negative size. |
| NullPointerException | Invalid use of a null reference. |
| NumberFormatException | Invalid conversion of a string to a numeric format. |
| StringIndexOutOfBoundsException | Attempt to index outside the bounds of a string. |

***java.lang.NoClassDefFoundError vs java.lang.ClassNotFoundException:-***

class Test1

{ void m1()

{ System.out.println("Test1 class m1()");

}

}

class Test

{ public static void main(String[] args) throws ClassNotFoundException

{ Test1 t = new Test1(); t.m1();

Class.forName("Emp");

}

}

***Observation-1:-***

*In Test class we are hard coding Test1 object but in target location Test1.class file is not available it will generate* ***java.lang.NoClassDefFoundError.***

***Observation-2:-***

In java to load .class file dynamically at runtime we are using forName() method but if runtime the class is not available it generate **java.lang.ClassNotFoundException.**

**Multi Threading**

***Information about multithreading:-***

1. The earlier days the computer’s memory is occupied only one program after completion of one

program it is possible to execute another program is called uni programming.

1. Whenever one program execution is completed then only second program execution will be started such type of execution is called co operative execution, this execution we are having lot of disadvantages.
   1. Most of the times memory will be wasted.
   2. CPU utilization will be reduced because only program allow executing at a time.
   3. The program queue is developed on the basis co operative execution

**To overcome above problem a new programming style will be introduced is called multiprogramming.**

1. Multiprogramming means executing the more than one program at a time.
2. All these programs are controlled by the CPU scheduler.
3. CPU scheduler will allocate a particular time period for each and every program.
4. Executing several programs simultaneously is called multiprogramming.
5. In multiprogramming a program can be entered in different states.
   1. Ready state.
   2. Running state.
   3. Waiting state.
6. Multiprogramming mainly focuses on the number of programs.

**Advantages of multiprogramming:-**

1. The main advantage of multithreading is to provide simultaneous execution of two or more parts of a application to improve the CPU utilization.
2. CPU utilization will be increased.
3. Execution speed will be increased and response time will be decreased.
4. CPU resources are not wasted.

###### Thread:-

* 1. Thread is nothing but separate path of sequential execution.
  2. The independent execution technical name is called thread.
  3. Whenever different parts of the program executed simultaneously that each and every part is called thread.
  4. The thread is light weight process because whenever we are creating thread it is not occupying the separate memory it uses the same memory. Whenever the memory is shared means it is not consuming more memory.
  5. Executing more than one thread a time is called multithreading.

***Information about main Thread;-***

When a java program started one Thread is running immediately that thread is called main thread of your program.

1. It is used to create a new Thread(child Thread).
2. It must be the last thread to finish the execution because it perform various actions.

It is possible to get the current thread reference by using currentThread() method it is a static public method present in Thread class.

*class CurrentThreadDemo*

*{* *public static void main(String[] arhgs)*

*{* *Thread t=Thread.currentThread(); System.out.println("current Thread--->"+t);*

//change the name of the thread

*t.setName("Sai");*

*System.out.println("after name changed---> "+t);*

*}*

*};*

Single threaded model:-

class Test

{ begins

public static void main(String[] args)

{

System.out.println("Hello World!"); System.out.println("hi rattaiah"); body System.out.println("hello Saanvisoft");

}

} end

In the above program only one thread is available is called main thread to know the name of the thread we have to execute the fallowing code.

***The main important application areas of the multithreading are***

1. Developing video games
2. Implementing multimedia graphics.
3. Developing animations

A thread can be created in two ways:-

* 1. By extending Thread class.
  2. By implementing **java.lang.Runnable** interface

***First approach to create thread extending Thread class:-***

Step 1:- Our normal java class will become Thread class whenever we are extending predefined Thread class.

class MyThread extends Thread

{

};

***Step 2:- override the run() method to write the business logic of the Thread( run() method present in Thread class).***

class MyThread extends Thread

{ public void run()

{ System.out.println("business logic of the thread"); System.out.println("body of the thread");

}

}

***Step 2:- Create userdefined Thread class object.***

MyThread t=new MyThread();

**Step 3:- *Start the Thread by using start() method of Thread class.***

t.start();

***Example :-***

*class MyThread extends Thread* ***//defining a Thread***

*{* ***//business logic of user defined Thread***

public void run()

{ for (int i=0;i<10;i++)

{ System.out.println("userdefined Thread");

}

}

};

class ThreadDemo

*{* *public static void main(String[] args)* ***//main thread started***

*{* *MyThread t=new MyThread();* ***//MyThread is created***

*t.start();* ***//MyThread execution started***

***//business logic of main Thread***

for (int i=0;i<10;i++)

{ System.out.println("Main Thread");

}

}

};

***Flow of execution:-***

1. Whenever we are calling t.start() method then JVM will search start() method in the MyThread class since not available so JVM will execute parent class**(*Thread)*** start() method.

Thread class start() method responsibilities

* 1. User defined thread is registered into Thread Scheduler then only decide new Thread is created.
  2. The Thread class start() automatically calls run() to execute logics of userdefined Thread.

**Thread Scheduler:-**

* Thread scheduler is a part of the JVM. It decides thread execution.
* Thread scheduler is a mental patient we are unable to predict exact behavior of Thread Scheduler it is JVM vendor dependent.
* Thread Scheduler mainly uses two algorithms to decide Thread execution.
  + 1. Preemptive algorithm.
    2. Time slicing algorithm.
* We can’t expect exact behavior of the thread scheduler it is JVM vendor dependent. So we can’t

say expect output of the multithreaded examples we can say the possible outputs.

Preemptive scheduling:-

In this highest priority task is executed first after this task enters into waiting state or dead state then only another higher priority task come to existence.

Time Slicing Scheduling:-

A task is executed predefined slice of time and then return pool of ready tasks. The scheduler determines which task is executed based on the priority and other factors.

***Example :-is it possible to start a thread twice : no***

class MyThread extends Thread

{ public static void main(String[] args)//main thread started

{ MyThread t=new MyThread(); //MyThread is created t.start();

t.start();

}

};

D:\DP>java MyThread

Exception in thread "main" java.lang.IllegalThreadStateException

***Life cycle stages are:-***

1. New
2. **Ready**
3. Running state
4. **Blocked / waiting / non-running mode**
5. Dead state

**New :-** MyThread t=new MyThread();

**Ready :-** t.start()

**Running state:-** If thread scheduler allocates CPU for particular thread. Thread goes to running state The Thread is running state means the run() is executed.

Blocked State:-

If the running thread got interrupted of goes to sleeping state at that moment it goes to the blocked state.

**Dead State:-**If the business logic of the project is completed means run() over thread goes dead state.

***Second approach to create thread implementing Runnable interface:-***

Step 1:-our normal java class will become Thread class whenever we are implementing Runnable interface.

class MyClass extends Runnable

{

};

Step2: override run method to write logic of Thread.

class MyClass extends Runnable

{ public void run()

{ System.out.println("Rattaiah from SaanviInfotech"); System.out.println("body of the thread");

}

}

**Step 3:-** **Creating a object.**

MyClass obj=new MyClass();

Step 4:- Creates a Thread class object.

After new Thread is created it is not started running until we are calling start() method.

So whenever we are calling start method that start() method call run() method then the new Thread execution started.

Thread t=new Thread(obj); t.start();

***creation of Thread implementing Runnable interface :-***

class MyThread implements Runnable

{ public void run()

*{* ***//business logic of user defined Thread***

for (int i=0;i<10;i++)

{ System.out.println("userdefined Thread");

}

}

};

class ThreadDemo

*{* *public static void main(String[] args)* ***//main thread started***

*{* *MyThread r=new MyThread();* ***//MyThread is created***

Thread t=new Thread(r);

*t.start();* ***//MyThread execution started***

***//business logic of main Thread***

for (int i=0;i<10;i++)

{ System.out.println("Main Thread");

}

}

};

First approach:-

important point is that when extending the Thread class, the sub class cannot extend any other base classes because Java allows only single inheritance.

Second approach:-

* 1. Implementing the Runnable interface does not give developers any control over the thread itself, as it simply defines the unit of work that will be executed in a thread.
  2. By implementing the Runnable interface, the class can still extend other base classes if necessary.

***Creating two threads by extending Thread class using anonymous inner classes:-***

class ThreadDemo

{ public static void main(String[] args)

*{* *Thread t1 = new Thread()* ***//anonymous inner class***

{ public void run()

{System.out.println("user Thread-1");

}

};

*Thread t2 = new Thread()* ***//anonymous inner class***

{ public void run()

{System.out.println("user thread-2");

}

};

t1.start();

t2.start();

}

};

***Creating two threads by implementing Runnable interface using anonymous inner classes:-***

class ThreadDemo

{ public static void main(String[] args)

{

Runnable r1 = new Runnable()

{ public void run()

{System.out.println("user Thread-1");

}

};

Runnable r2 = new Runnable()

{ public void run()

{System.out.println("user thread-2");

}

};

Thread t1 = new Thread(r1); Thread t2 = new Thread(r2); t1.start();

t2.start();

}

};

***Different ways to start the Thread:-***

*class MyThread extends Thread*

*{* *public void run()*

*{System.out.println("user thread is running extends Thread");*

*}*

*};*

*class MyRunnable implements Runnable*

*{* *public void run()*

*{System.out.println("user thread is Running implements Runnable");*

*}*

*};*

*class ThreadDemo*

*{* *public static void main(String[] args)*

{ //creating Thread class object by passing anonymous classes

*new Thread(new MyThread()).start(); new Thread(new MyRunnable()).start();*

*}*

*};*

***Internal Implementation of multiThreading:-***

interface Runnable

{ public abstract void run();

}

class Thread implements Runnable

{ public void run()

*{* ***//empty implementation***

}

};

class MyThread extends Thread

*{* *public void run()* ***//overriding run() to write business logic***

{ for (int i=0;i<5 ;i++ )

{ System.out.println("user implementation");

}

}

};

***Difference between t.start() and t.run():-***

* In the case of t.start(), Thread class start() is executed a new thread will be created that is responsible for the execution of run() method.
* But in the case of t.run() method, no new thread will be created and the run() is executed like a normal method call by the main thread.

Note :- Here we are not overriding the run() method so thread class run method is executed which is having empty implementation so we are not getting any output.

class MyThread extends Thread

*{* *}*

class ThreadDemo

{ public static void main(String[] args)

{ MyThread t=new MyThread(); t.start();

for (int i=0;i<5;i++ )

{ System.out.println("main thread");

}

}

}

Note :- If we are overriding start() method then JVM is executes override start() method at this situation we are not giving chance to the thread class start() hence n new thread will be created only one thread is available the name of that thread is main thread.

class MyThread extends Thread

{ Public void start()

{ System.out.println(“override start method”);

}

}

class ThreadDemo

{ public static void main(String[] args)

{ MyThread t=new MyThread(); t.start();

for (int i=0;i<5 ;i++ )

{ System.out.println("main thread");

}

}

}

***Different Threads are performing different tasks:--***

1. Particular task is performed by the number of threads here number of threads(t1,t2,t3) are executing same method (functionality).
2. In the above scenario for each and every thread one stack is created. Each and every method called by particular Thread the every entry stored in the particular thread stack.

class MyThread1 extends Thread

{ public void run()

{ System.out.println("Sai task");

}

};

class MyThread2 extends Thread

{ public void run()

{ System.out.println("Saanvi task");

}

};

class MyThread3 extends Thread

{ public void run()

{ System.out.println("anu task");

}

};

class ThreadDemo

{ public static void main(String[] args) //1- main Thread

{ MyThread1 t1 = new MyThread1(); MyThread2 t2 = new MyThread2(); MyThread3 t3 = new MyThread3(); t1.start(); //2

t2.start(); //3 t3.start(); //4

}

};

***Here Four Stacks are created Main*** ***stack1***

***t1*** ***stack2***

***t2*** ***stack3***

***t3*** ***stack4***

***Multiple threads are performing single task:-***

class MyThread extends Thread

{ public void run()

{ System.out.println("Saanvisoft task");

}

}

class ThreadDemo

{ public static void main(String[] args)//main Thread is started

*{* *MyThread t1=new MyThread();* ***//new Thread created*** *MyThread t2=new MyThread();* ***//new Thread created*** *MyThread t3=new MyThread();* ***//new Thread created*** *t1.start();* ***//Thread started***

*t2.start();* ***//Thread started***

*t3.start();* ***//Thread started***

}

}

***Getting and setting names of Thread:-***

1. Every Thread in java having name
   1. default name of the main thread is main
   2. default name of user created threads starts from ***Thread-0***. t1 --Thread-0

t2 --Thread-1 t3 --Thread-2

1. To set the name use setName() & to get the name use getName(),

***Public final String getName()***

***Public final void setName(String name)***

***Example:-***

class MyThread extends Thread

{ public void run()

{ System.out.println("thread is running");

}

}

class ThreadDemo

{ public static void main(String args[])

{ MyThread t1=new MyThread(); MyThread t2=new MyThread();

System.out.println("t1 Thread name="+t1.getName()); System.out.println("t2 Thread name="+t2.getName()); System.out.println(Thread.currentThread().getName()); t1.setName("Sai");

System.out.println("after changeing t1 Thread name="+t1.getName());

}

}

**Thread Priorities:-**

1. Every Thread in java has some property. It may be default priority provided be the JVM or customized priority provided by the programmer.
2. The valid range of thread priorities is 1 – 10. Where one is lowest priority and 10 is highest priority.
3. The default priority of main thread is 5. The priority of child thread is inherited from the parent.
4. Thread defines the following constants to represent some standard priorities.
5. Thread Scheduler will use priorities while allocating processor the thread which is having highest priority will get chance first and the thread which is having low priority.
6. If two threads having the same priority then we can’t expect exact execution

order it depends upon Thread Scheduler.

1. The thread which is having low priority has to wait until completion of high priority threads.
2. Three constant values for the thread priority.
   1. **MIN\_PRIORITY = 1**
   2. **NORM\_PRIORITY = 5**
   3. **MAX\_PRIORITY = 10**

Thread class defines the following methods to get and set priority of a Thread.

**Public final int getPriority()**

**Public final void setPriority(int priority)**

Here ‘priority’ indicates a number which is in the allowed range of 1 – 10. Otherwise we will get

‘untime exception saying “IllegalArgumentException”.

***Thread priority decide when to switch from one running thread to another this process is called context switching.***

class MyThread extends Thread

{ public void run()

{ System.out.println("current Thread name = "+Thread.currentThread().getName()); System.out.println("current Thread priority = "+Thread.currentThread().getPriority());

}

};

class ThreadDemo

{ public static void main(String[] args)//main thread started

{ MyThread t1 = new MyThread(); MyThread t2 = new MyThread(); t1.setPriority(Thread.MIN\_PRIORITY); t2.setPriority(Thread.MAX\_PRIORITY); t1.start();

t2.start();

}

};

***Java.lang.Thread.yield():-***

* Yield() method causes to pause current executing Thread for giving the chance for waiting threads of same priority.
* If there are no waiting threads or all threads are having low priority then the same thread will continue its execution once again.

###### Syntax:-

***Public static native void yield();***

Ex:

class MyThread extends Thread

{ public void run()

{

for(int i=0;i<10;i++)

{ Thread.yield(); System.out.println("child thread");

}

}

}

class ThreadYieldDemo

{ public static void main(String[] args)

{ MyThread t1=new MyThread(); t1.start();

for(int i=0;i<10;i++)

{ System.out.println("main thread");

}

}

}

***Java.lang.Thread.join(-,-) method:-***

* Join method allows one thread to wait for the completion of another thread.
  + t.join(); ---> here t is a Thread Object whose thread is currently running.
* Join() is used to stop the execution of the thread until completion of some other Thread.



***if a t1 thread is executed t2.join() at that situation t1 must wait until completion of the t2 thread.***

public final void join()throws InterruptedExcetion

Public final void join(long ms)throws InterruptedException

Public final void join(long ms, int ns)throws InterruptedException

Methods of Thread class:-

*class MyThread extends Thread*

*{* *public void run()*

*{* *for (int i=0;i<5;i++)*

*{* *try{* *Thread.sleep(2000);* *} catch(InterruptedException e)*

*{e.printStackTrace();*

*}*

*System.out.println(i);*

*}*

*}*

*};*

*class ThreadDemo*

*{* *public static void main(String[] args)*

*{* *MyThread t1=new MyThread(); MyThread t2=new MyThread(); MyThread t3=new MyThread(); t1.start();*

*try*

*{t1.join();* *}*

*catch (InterruptedException ie)*

*{ie.printStackTrace();*

*}*

*t2.start();*

*t3.start();*

*}*

*};*

***Java.lang.Thread.Interrupted( ):-***

* A thread can interrupt another sleeping or waiting thread. But one thread is able to interrupted only another sleeping or waiting thread.
* To interrupt a thread use Thread class interrupt() method.

**Public void interrupt()**

***Effect of interrupt() method call:-***

class MyThread extends Thread

{ public void run()

{ try

{ for (int i=0;i<10;i++ )

{ System.out.println("i am sleeping "); Thread.sleep(5000);

}

}

catch (InterruptedException ie)

{ System.out.println("i got interupted by interrupt() call");

}

}

};

class ThreadDemo

{ public static void main(String[] args)

{ MyThread t=new MyThread(); t.start();

t.interrupt();

}

};

***No effect of interrupt() call:-***

*class MyThread extends Thread*

*{* *public void run()*

*{* *for (int i=0;i<10;i++ )*

*{* *System.out.println("i am sleeping ");*

*}*

*}*

*};*

*class ThreadDemo*

*{* *public static void main(String[] args)*

*{* *MyThread t=new MyThread(); t.start();*

*t.interrupt();*

*}*

*};*

NOTE:- The interrupt() is effected whenever our thread enters into waiting state or sleeping state and if the our thread doesn’t enters into the waiting/sleeping state interrupted call will be wasted.

***Shutdown Hook:-***

* Shutdown hook used to perform cleanup activities when JVM shutdown normally or abnormally.
* Clean-up activities like
  + Resource release
  + Database closing
  + Sending alert message
* So if you want to execute some code before JVM shutdown use shutdown hook

The JVM will be shutdown in fallowing cases.

1. When you typed ctrl+C
2. When we used System.exit(int)
3. When the system is shutdown ……etc

To add the shutdown hook to JVM use addShutdownHook(obj) method of Runtime Class.

public void addShutdownHook(java.lang.Thread);

To remove the shutdown hook from JVM use removeShutdownHook(obj) method of Runtime Class.

public boolean removeShutdownHook(java.lang.Thread);

To get the Runtime class object use static factory method getRuntime() & this method present in Runtime class

*Runtime r = Runtime.****getRuntime();***

Factory method:- one java class method is able to return same class object or different class object is called factory method.

***Example :-***

*class MyThread extends Thread*

*{* *public void run()*

*{System.out.println("shoutdown hook");*

*}*

*};*

*class ThreadDemo*

*{* *public static void main(String[] args)throws InterruptedException*

*{* *MyThread t = new MyThread();*

***//creating Runtime class Object by using factory method*** *Runtime r = Runtime.getRuntime(); r.addShutdownHook(t);* ***//adding Thread to JVM hook*** *for (int i=0;i<10 ;i++)*

*{System.out.println("main thread is running"); Thread.sleep(3000);*

*}*

*}*

*};*

D:\DP>java ThreadDemo main thread is running main thread is running main thread is running shoutdown hook

*while running Main thread press Ctrl+C then hook thread will be executed.*

Synchronized :-

* Synchronized modifier is the modifier applicable for methods but not for classes and variables.
* If a method or a block declared as synchronized then at a time only one Thread is allowed to operate on the given object.
* The main advantage of synchronized modifier is we can resolve data inconsistency problems.
* But the main disadvantage of synchronized modifier is it increases the waiting time of the Thread and effects performance of the system .Hence if there is no specific requirement it is never recommended to use.
* The main purpose of this modifier is to reduce the data inconsistence problems.

Non-synchronized methods

void m1()

{ non-synchronized method any number of threads can access

}
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Every thread accessing simultaneously

Thread 1 Thread 2 Thread 3 Thread N

1. In the above case multiple threads are accessing the same methods hence we are getting data inconsistency problems. These methods are not thread safe methods.
2. But in this case multiple threads are executing so the performance of the application will be increased.

Synchronized methods

synchronized void m2()

{

}

Synchronized method only one thread is allow to access.

Only one thread allowed to access

Thread 1 Thread 2 Thread 3 Thread N

* 1. In the above case only one thread is allow to operate on particular method so the data inconsistency problems will be reduced.
  2. Only one thread is allowed to access so the performance of the application will be reduced.
  3. If we are using above approach there is no multithreading concept.

Hence it is not recommended to use the synchronized modifier in the multithreading programming.

***Example :-***

class Test

*{* *public static synchronized void x(String msg)* ***//only one thread is able to access***

{ try{

System.out.println(msg); Thread.sleep(4000); System.out.println(msg); Thread.sleep(4000);

}

catch(Exception e)

{e.printStackTrace();}

}

}

class MyThread1 extends Thread

{ public void run( ) { Test.x("Sai"); } }; class MyThread2 extends Thread

{ public void run( ){Test.x("anu");} }; class MyThread3 extends Thread

{ public void run( ){Test.x("banu");} }; class TestDemo

*{* *public static void main(String[] args)* ***//main thread -1***

{ MyThread1 t1 = new MyThread1(); MyThread2 t2 = new MyThread2(); MyThread3 t3 = new MyThread3();

*t1.start();* ***//2-Threads***

*t2.start();* ***//3-Threads***

*t3.start();* ***//4-Threads***

}

}

***If method is synchronized: D:\DP>java ThreadDemo anu***

***anu banu banu Sai Sai***

***if method is non-synchronized:-***

***D:\DP>java ThreadDemo banu***

***Sai anu banu anu Sai***

***synchronized blocks:-***

if the application method contains 100 lines but if we want to synchronized only 10 lines of code use synchronized blocks.

The synchronized block contains less scope compare to method.

If we are writing all the method code inside the synchronized blocks it will work same as the synchronized method.

***Syntax:-***

synchronized(object)

{ //code

}

class Heroin

{ public void message(String msg)

{ synchronized(this){

System.out.println("hi "+msg+" "+Thread.currentThread().getName()); try{Thread.sleep(5000);}

catch(InterruptedException e){e.printStackTrace();}

}

System.out.println("hi Saanvisoft");

}

};

class MyThread1 extends Thread

{ Heroin h; MyThread1(Heroin h)

{this.h=h;

}

public void run()

{ h.message("Anushka");

}

};

class MyThread2 extends Thread

{ Heroin h; MyThread2(Heroin h)

{this.h=h;

}

public void run()

{ h.message("Sai");

}

};

class ThreadDemo

{

public static void main(String[] args)

{ Heroin h = new Heroin(); MyThread1 t1 = new MyThread1(h); MyThread2 t2 = new MyThread2(h); t1.start();

t2.start();

}

***};***

***Daemon threads:-***

The threads wchich are executed at background is called daemon threads.

Ex:- garbage collector,ThreadSchedular.default exceptional handler. Non-daemon threads:-

The threads which are executed fore ground is called non-daemon threads.

Ex:- normal java application.

* When we create a thread in java that is user defined thread and f it is running JVM will not terminate that process.
* If a thread is marked as a daemon thread JVM does not wait to finish and as soon as all the user defined threads are finished then it terminates the program and all associated daemon threads.
* Set the daemon nature to thread by using setDaemon() method

o MyThread t = new Mythread(); t.setDaemon(true);

* + To know whether a thread is daemon or not use isDaemon() method

o Thread.currentThread().isDaemon();

class MyThread extends Thread

{ void message(String str)

{ try { System.out.println("message="+str); Thread.sleep(1000); }

catch (InterruptedException e)

{e.printStackTrace(); }

}

public void run()

{ if (Thread.currentThread().isDaemon())

{ while (true)

{ message("print hi Sai");

}

}

}

};

class ThreadDemo

{ public static void main(String[] args)

*{* *MyThread t = new MyThread(); t.setDaemon(true);****//setting daemon nature to Thread*** *t.start();*

try{Thread.sleep(5000);} catch(InterruptedException e)

{e.printStackTrace();} System.out.println("main thread completed");

}

};

Note :- in above example make the setdaemon() is comment mode then the program never terminates

even main thread finished it’s execution.

class MyThread extends Thread

{ int total;

public void run()

{ synchronized(this){ for (int i=0;i<10 ;i++)

{ total=total+i;

}

notify();

}

}

}

class ThreadDemo

{ public static void main(String[] args)

{ MyThread t = new MyThread(); t.start();

synchronized(t)

{ System.out.println("MyThrad total is waiting for MyThread completion..."); try{

t.wait();}

catch(InterruptedException ie){System.out.println(ie);}

}

System.out.println("MyThrad total is ="+t.total);

}

};

Volatile:-

* Volatile modifier is also applicable only for variables but not for methods and classes.
* If the values of a variable keep on changing such type of variables we have to declare with volatile modifier.
* If a variable declared as a volatile then for every Thread a separate local copy will be created.
* Every intermediate modification performed by that Thread will take place in local copy instead of master copy.
* Once the value got finalized just before terminating the Thread the master copy value will be updated with the local stable value. The main advantage of volatile modifier is we can resolve the data inconsistency problem.
* But the main disadvantage is creating and maintaining a separate copy for every Thread
* Increases the complexity of the programming and effects performance of the system.

# Nested classes

* + Declaring the class inside another class is called nested classes. This concept is introduced in the 1.1 version.
  + Declaring the methods inside another method is called inner methods java not supporting inner methods concept.

The nested classes are divided into two categories

1. **Static nested classes(nested class declared with static modifier)**
2. **Non static nested classes( these are called inner classes**)
   1. Normal inner classes
   2. **Method local inner classes**
   3. Anonymous inner classes

**Static nested classes**:- The nested classes declare as a static modifier is called static nested classes.

Nested classes

Static nested classes.

Non-static nested classes

Normal inner classes *Method local inner class anonymous Inner classes*

***syntax of nested classes :-***

class Outerclasses

{ //static nested class

static class staticnestedclass

{ };

//non-static nested class

class Innerclass

{ };

};

***Uses of nested classes:-***

1. It is the way logically grouping classes that are only used in the one place.

If a class is useful to other class only one time then it is logically embedded it into that classes make the two classes together.

***A is only one time usage in the B class*** ***by using inner classes (without using inner classes)***

class A

{ };

class B

{ A a=new A();

};

1. It increase the encapsulation

class B

{ class A

{ };

};

If we are taking two top level classes A and B the B class need the members of A that members even we are declaring private modifier the B class can access the private numbers moreover the B is not visible for outside the world.

1. It lead the more readability and maintainability of the code

Nesting the classes within the top level classes at that situation placing the code is very closer to the top level class.

For the outer classes the compiler will provide the .class and for the inner classes also the compiler will provide the .class file.

The .class file name for the inner classes is **OuterclassName$innerclasssname.class**

|  |  |  |
| --- | --- | --- |
| **Outer class object creation** | **:-** | **Outer o=new Outer();** |
| **Inner class object creation** | **:-** | **Outer.Inner i=o.new Inner();** |
| **Outer class name** | **:-** | **Outer.class** |
| **Inner class** **name** | **:-** | **Outer$Inner.class** |

Member inner classes:-

1. If we are declaring any data in outer class then it is automatically available to inner classes.
2. If we are declaring any data in inner class then that data is should not have the scope of the outer class.

Syntax:-

class Outer

{ class Inner

{

};

};

Object creation syntax:- Syntax 1:-

OuterClassName o=new OuterClassName();

OuterClassName.InnerClassName oi=OuterObjectreference.new InnterClassName();

Syntax 2:-

OuterclassName.InnerClassName oi=new OuterClass().new InnerClass();

Note:- by using outer class name it is possible to call only outer class peroperties and methods and by using inner class object we are able to call only inner classes properties and methods.

Example :-

class Outer

{ private int a=100;

***class Inner***

***{*** ***void data()***

***{*** ***System.out.println("the value is :"+a);*** ***}***

***}***

}

class Test

{ public static void main(String[] args)

{ Outer o=new Outer(); Outer.Inner i=o.new Inner(); i.data();

}

};

***Example :-***

class Outer

{ int i=100; void m1()

{ //j=j+10;// compilation error

//System.out.println(j);//compilation error System.out.println("m1 method");

}

***class Inner***

***{*** ***int j=200; void m2()***

***{*** ***i=i+10;***

***System.out.println(i);***

***}***

***};***

};

class Test

{ public static void main(String[] args)

{ A a=new A(); System.out.println(a.i); a.m1();

A.B b=a.new B(); System.out.println(b.j); b.m2();

//b.m1(); compilation error

}

};

***Example :-***

class Outer

{ private int a=10; private int b=20; void m1()

{ //m2(); not possible System.out.println("outer class m1()");

}

class Inner

{ int i=100; int j=200; void m2()

{ System.out.println("inner class m1()"); System.out.println(a+b); System.out.println(i+j);

m1();

}

};

};

class Test

{ public static void main(String... Sai)

{ Outer o = new Outer(); o.m1(); Outer.Inner i = o.new Inner(); i.m2();

}

};

Application required this & super keywords:- class Outer

{ private int a=10; private int b=20; class Inner

{ int a=100; int b=200; void m1(int a,int b)

{ System.out.println(a+b);//local variables System.out.println(this.a+this.b);//Inner class variables System.out.println(Outer.this.a+Outer.this.b);//outer class variables

}

};

};

class Test

{ public static void main(String... Sai)

{ Outer.Inner i = new Outer().new Inner(); i.m1(1000,2000);

}

};

class Outer

{ void m1(){ System.out.println("outer class m1()"); } class Inner

{ void m1()

{ Outer.this.m1();

System.out.println("inner class m1()");

}

};

};

class Test

{ public static void main(String... Sai)

{ Outer.Inner i = new Outer().new Inner(); i.m1();

}

};

Method local inner classes:-

1. Declaring the class inside the method is called method local inner classes.
2. In the case of the method local inner classes the class has the scope up to the respective method.
3. Method local inner classes do not have the scope of the outside of the respective method.
4. whenever the method is completed
5. we are able to perform any operations of method local inner class only inside the respective method.

Syntax:-

class Outer

{ void m1()

*{* ***class inner***

***{*** ***};***

}

};

***Example:-***

class Outer

{ private int a=100; void m1()

*{* ***class Inner***

***{***

***void innerMethod()***

***{*** ***System.out.println("inner class method"); System.out.println(a);***

***}***

***};***

Inner i=new Inner(); i.innerMethod();

}

};

class Test

{ public static void main(String[] args)

{ Outer o=new Outer(); o.m1();

}

};

class Outer

{ void m1()

{ class Inner

{ void m1(){System.out.println("inner class m1()");}

};

Inner i = new Inner(); i.m1();

}

public static void main(String[] args)

{ Outer o = new Outer(); o.m1();

}

};

class Outer

{ private int a=100; void m1()

{ final int b=200;//local variables must be final variables class Inner

{ void m1()

{ System.out.println("inner class m1()"); System.out.println(a); System.out.println(b);

}

};

Inner i = new Inner(); i.m1();

}

public static void main(String[] args)

{ Outer o = new Outer(); o.m1();

}

};

class Outer

{ int a=10;//instance varaible static int b=20; //static variable

class Inner //inner class able to access both instance and static variables

{ void m1()

{ System.out.println(a); System.out.println(b);

}

};

};

class Outer

{ static int a=10;//static variable

int b=20; //instance variable

static class Inner //this inner class able to access only static memebers of outer class

{ void m1(){

System.out.println(a); System.out.println(b);//compilation error

}

};

};

Ex 2:-in method local inner classes it is not possible to call the non-final variables inside the inner classes hence we must declare that local variables must be final then only it is possible to access that members. *class Outer*

{ private int a=100; void m1()

{final int b=1000;

***class Inner***

***{*** ***void innerMethod()***

***{*** ***System.out.println("inner class method");***

***System.out.println(a); System.out.println(b);***

***}***

***};***

Inner i=new Inner(); i.innerMethod();

}

};

class Test

{ public static void main(String[] args)

{ Outer o=new Outer(); o.m1();

}

};

Static inner classes:-

In general in java classes it is not possible to declare any class as a abstract class but is possible to declare inner class as a static modifier.

Declaring the static class inside the another class is called static inner class.

Static inner classes can access only static variables and static methods it does not access the instace variables and instance methods.

Syntax:- class Outer

**{** **static class Inner**

{

**};**

};

class Outer

{ static int a=10; static int b=20; static class Inner

{ int c=30; void m1()

{ System.out.println(a); System.out.println(b); System.out.println(c);

}

};

public static void main(String[] args)

{ Outer o=new Outer(); Outer.Inner i=new Outer.Inner(); i.m1();

}

};

class Outer

{ static int a=10;//static variable static int b=20;//static variable

static class Inner //this inner class able to access only static memebers of outer class

{ void m1(){

System.out.println(a);

System.out.println(b);

}

};

public static void main(String[] args)

{ Outer.Inner i = new Outer.Inner();//it creates object of static inner class i.m1();

}

};

class Outer

{ static int a=10;//static variable static int b=20;//static variable

static class Inner //this inner class able to access only static memebers of outer class

{ void m1(){

System.out.println(a); System.out.println(b);

}

};

public static void main(String[] args)

{ Outer.Inner i = new Outer.Inner();//it creates object of static inner class i.m1();

}

};

Anonymous inner class:-

* 1. The name less inner class is called anonymous inner class.
  2. it can be used to provide the implementation of normal class or abstract class or interface

Anonymous inner classes for abstract classes:-

**it is possible to provide abstract method implementations by taking inner classes.**

Ex:- we are able to declare anonymousinner class inside the class.

abstract class Animal

{ abstract void eat();

};

class Test

{ //anonymous inner class

Animal a=new Animal()

**{** **void eat()** **{** **System.out.println("animals eating gross");** **}**

};

public static void main(String[] args)

{ Test t=new Test(); t.a.eat();

}

}

Functional interface:-

* *It is introduced in jdk1.8 version & it has exactly one abstract method.*
* *This interface is also known as single abstract method interface (SAM interface).*
* *Note that instances of functional interfaces can be created with lambda expressions, method references, or constructor references.*
* *Java 8 introduced @FunctionalInterface annotation which can be used for compilation errors when the interface you annotated violates the contracts of functional interface.*

Example : @FunctionalInterface

interface Greetings

{ void morning();

}

Example : if we declare @functionalInterface annotation but if we are declaring more than one abstract method then compiler will generate error message.

@FunctionalInterface interface Greetings

{ void morning(); void m1();

}

***E:\>javac Durga.java***

***Test.java:1: error: Unexpected @FunctionalInterface annotation @FunctionalInterface Greetings is not a functional interface***

***multiple non-overriding abstract methods found in interface Greetings***

* *Functional interface allows only one abstract method it is not allowed second abstract method in functional interface. If we remove @functionalInterface annotation then we are allowed to add second abstract method but it is not a functional interface.*

xample :-

interface Executable

{ void execute();

}

class Runner

{ public void run(Executable e)

{ System.out.println("run method code. ");

e.execute();

}

};

public class Test

{ public static void main(String[] args)

{ Runner r = new Runner();

***//anonymous inner class***

r.run(new Executable(){

public void execute()

{ System.out.println("execute method block of java code. ");

}

});

***//lambda expression***

System.out.println("=============");

r.run(() -> System.out.println("execute method block of code. "));

}

};

E:\>java Test

run method code....

execute method block of java code.....

=============

run method code....

execute method block of code.....

***Observation-1:- to write multiple statements(more lines of code).***

r.run(() -> {System.out.println("execute method block of code-1 ");

System.out.println("execute method block of code-2 ");

});

E:\>java Test

run method code....

execute method block of java code.....

=============

run method code....

execute method block of code-1.....

execute method block of code-2.....

***Example :-***

interface Executable

{ int execute();

}

class Runner

{ public void run(Executable e)

{ System.out.println("run method code. ");

int x = e.execute(); System.out.println("return value="+x);

}

};

public class Test

{ public static void main(String[] args)

{ Runner r = new Runner();

***//anonymous inner class***

r.run(new Executable(){

public int execute()

{ System.out.println("execute method anonymous block of java code. ");

return 10;

}

});

***//lambda expression code***

System.out.println("=============");

r.run(() -> {System.out.println("execute method lambda expression code. ");

return 20;

});

}

}

E:\>java Test

run method code....

execute method anonymous block of java code.....

return value=10

=============

run method code....

execute method lambda expression code.....

return value=20

***Observation:-***

If you don’t write any code just you want return value use below code

***r.run(() -> 20);***

E:\>java Test

run method code....

execute method anonymous block of java code.....

return value=10

=============

run method code....

return value=20

***Example :-***

interface Executable

{ int execute(int a,int b);

}

class Runner

{ public void run(Executable e)

{ System.out.println("run method code. ");

int x = e.execute(100,200); System.out.println("return value="+x);

}

};

public class Test

{ public static void main(String[] args)

{ Runner r = new Runner();

***//anonymous inner class code***

r.run(new Executable(){

public int execute(int a,int b)

{ System.out.println("execute method anonymous block of java code. ");

return 10+a;

}

});

***//lambda expression code*** *System.out.println("============="); r.run((int a,int b) -> 20+a+b);*

}

};

E:\>java Test

run method code....

execute method anonymous block of java code.....

return value=110

=============

run method code....

return value=320

***Observation :-***

E:\>java Test

r.run((a,b) -> 20+a);

run method code....

execute method anonymous block of java code.....

return value=110

=============

run method code....

return value=120

***Example:- lambda expression ambiguity problems***

interface Executable

{ int execute(int a);

}

interface StringExecutable

{ int execute(String a);

}

class Runner

{ public void run(Executable e)

{ System.out.println("run method code. ");

int x = e.execute(10); System.out.println("return value="+x);

}

public void run(StringExecutable e)

{ System.out.println("run method code. ");

int x = e.execute("Sai"); System.out.println("return value="+x);

}

};

public class Test

{ public static void main(String[] args)

{ Runner r = new Runner();

//lambda expression System.out.println("============="); r.run((int a) -> 10);

r.run((String a) -> 20);

***// r.run(a ->100); compilation error: ambiguity problem***

}

};

***Example :-***

interface Executable

{ int execute(int a,int b);

}

class Runner

{ public void run(Executable e)

{ System.out.println("run method code. ");

int x = e.execute(100,200); System.out.println("return value="+x);

}

};

public class Test

{ public static void main(String[] args)

{ int c=10;

***//c=c+10; must be comments***

Runner r = new Runner();

//anonymous inner class r.run(new Executable(){

public int execute(int a,int b)

{ System.out.println("execute method anonymous block of java code. ");

return a+b+c;

}

});

//lambda expression System.out.println("============="); r.run((int a,int b) -> a+b+c);

}

};

E:\>java Test

run method code....

execute method anonymous block of java code.....

return value=310

=============

run method code....

return value=310

***Observation:-***

If we remove comments on c=c+10 then we will get fallowing two errors, E:\>javac Test.java

Test.java:20: error: local variables referenced from an inner class must be final or effectively final return a+b+c;

Test.java:25: error: local variables referenced from a lambda expression must be final or effectively final r.run((int a,int b) -> a+b+c);

2 errors

***Annotations :-(meta data)***

* *Annotations are introduced in 1.5 version it represent metadata of the program.*
* *Annotations can be used within the packages,classes,methods,constructors…etc*
* *Annotations are executed by using predefined tool APT(Annotation Processing Tool ).*
* *Annotations are compiled at class file and executed at runtime to perform some logical operations.*
* *It possible to create the annotations that are not available at runtime.*
* *And even it is possible to create annotations available in source code and not at compilation time.*

***Syntax:-***

Annotation can be declared using ‘@’ character as prefix of annotation name.

@Annotation

public void annotatedMethod()

{ //logics here

}

Annotations has elements in the form of key=value ,the elements are properties of annotation. @Annotataion(name="Sai",age="28")

public void annotatedMethod()

{ //logics here

}

If the annotation contains single we can use like this. @Annotataion(“I am hero”)

public void annotatedMethod()

{ //logics here

}

It possible to declare multiple annotations at class-level @Annotataion1(name="Sai") @Annotataion2

public void annotatedMethod()

{ //logics here

}

***Uses of annotations:-***

* ***Information for the compiler***

Annotations are used by the compiler to detect suppress warnings or errors based on rules.

Example :- **@Override** this one makes the compiler to check the method correctly override or not

**@FunctionalInterface** this one makes the compiler to validate annotated interface is functional interface or not.

* ***Documentation***

Annotations can be used in software applications to ensure the quality of the code like bug

finding, report generation…etc

* ***Code generation***

Annotations used to generate the code or xml files using meta data information present in the code.

* ***Runtime processing***

Annotations that are used in runtime objectives like unit testing, dependency injection…etc

There are three types of annotations

1. *Java built in annotations*
2. *Marker annotations*
3. *Custom annotation*
4. *Meta annotations*

***@Override - Checks that the method is an override. Causes a compile error if the method is not found in one of the parent classes or implemented interfaces.***

@Target(ElementType.METHOD) @Retention(RetentionPolicy.SOURCE) public @interface Override {

}

***@override :-***

* *It instructs the compiler to check parent class method is overriding in child class or not if it is not overriding compiler will generate error message.*
* *In below example if are not declaring @override annotation a new method of marry(int a) created in child class.*

class Parent

{ void marry(String name)

{ //logics-here }

};

class Child extends Parent

{ @Override

void marry(int n)

{ //logics here }

};

E:\>javac Test.java

error: method does not override or implement a method from a supertype @Override

***@Deprecated - Marks the method as obsolete. Causes a compile warning if the method is used.***

This annotation represent the marked element is no longer be used. The compiler generates warning message when we used that marked element.

***Example :-***

@Deprecated class Test

{ @Deprecated void m1()

{//logics here

}

}

class Demo

{ public static void main(String[] args)

{ Test t = new Test(); t.m1();

};

E:\>javac Test.java

Note: Test.java uses or overrides a deprecated API. Note: Recompile with -Xlint:deprecation for details.

E:\>javac -Xlint Test.java

Test.java:10: warning: [deprecation] Test in unnamed package has been deprecated Test t = new Test();

Test.java:10: warning: [deprecation] Test in unnamed package has been deprecated Test t = new Test();

Test.java:11: warning: [deprecation] m1() in Test has been deprecated t.m1();

3 warnings

***Example -2:-*** *import java.awt.\*; class Student*

{ public static void main(String[] args)

{

Frame f = new Frame(); f.show();

}

};

E:\>javac Test.java

Note: Test.java uses or overrides a deprecated API. Note: Recompile with -Xlint:deprecation for details.

***@SuppressWarnings - Instructs the compiler to suppress the compile time warnings specified in the annotation parameters.***

@Target({TYPE, FIELD, METHOD, PARAMETER, CONSTRUCTOR, LOCAL\_VARIABLE})

@Retention(RetentionPolicy.SOURCE) public @interface SuppressWarnings {

String[] value();

}

Whenever we are using deprecated annotate method then compiler will generate warning messages but to ignore that warning messages use @suppressWarings annotation.

When you compiled below application it won’t generate any warnings even it uses @Deprecated

annotation.

***Example-1 :-***

class Test

{ @Deprecated void m1()

{//logics here

}

}

class Demo

{ @SuppressWarnings("deprecation") public static void main(String[] args)

{ new Test().m1();

};

***Example-2:-***

import java.util.\*; class Student

{ @SuppressWarnings("unchecked") public static void main(String[] args)

{ ArrayList al = new ArrayList(); al.add("Sai");

al.add("anu");

al.add("Saanvi"); System.out.println(al);

}

};

***@SafeVarargs - Suppress warnings for all callers of a method or constructor with a generics varargs parameter, since Java 7.***

@Documented @Retention(RetentionPolicy.RUNTIME)

@Target({ElementType.CONSTRUCTOR, ElementType.METHOD}) public @interface SafeVarargs { }

***@FunctionalInterface - Specifies that the type declaration is intended to be a functional interface, since Java 8. Annotations applied to other annotations (also known as "Meta Annotations"):*** *@Documented*

@Retention(RetentionPolicy.RUNTIME) @Target(ElementType.TYPE)

public @interface FunctionalInterface { }

***Meta annotations:-***

* *it specify information about annotation.*
* *These annotations are present in* ***java.lang.annotation*** *package.*
* *The meta annotations are*
  + ***@Retention***
  + ***@Target***
  + ***@Documented***
  + ***@Inherited***
  + ***@Repeatable***

**@Retention** annotation specifies how the marked annotation is stored: RetentionPolicy.SOURCE

The marked annotation is retained only in the source level and is ignored by the compiler.

RetentionPolicy.CLASS

The marked annotation is retained by the compiler at compile time, but is ignored by the Java Virtual Machine (JVM).

RetentionPolicy.RUNTIME

The marked annotation is retained by the JVM so it can be used by the runtime environment.

***@Documented - Marks another annotation for inclusion in the documentation.***

Whenever we are using this annotation those elements should be documented by using javadoc tool.

***@Target***

* *Marks another annotation to restrict what kind of Java elements the annotation may be applied to.*
* *The target annotation specify one of the fallowing element, ElementType.ANNOTATION\_TYPE* *can be applied to an annotation type. ElementType.CONSTRUCTOR* *can be applied to a constructor. ElementType.FIELD* *can be applied to a field or property. ElementType.LOCAL\_VARIABLE* *can be applied to a local variable. ElementType.METHOD* *can be applied to a method-level annotation.*

ElementType.PACKAGE can be applied to a package declaration. ElementType.PARAMETER can be applied to the parameters of a method. ElementType.TYPE can be applied to any element of a class.

***@Inherited –***

Marks another annotation to be inherited to subclasses of annotated class (by default annotations are not inherited to subclasses).

***Example :-***

@Target({ElementType.METHOD, ElementType.CONSTRUCTOR}) @Retention(RetentionPolicy.RUNTIME)

@Inherited @Documented

public @interface MyAnnotation

*{* *}*

* *In above example your annotation can be applied only on methods & constructors because you specified this information by using* ***@Target*** *annotation.*
* *This annotation is used by JVM at runtime because we specified this information by using @Retention.*
* *Basically parent class annotation is not visible in child classes but it is possible to inherit parent call annotation in child class by using @Inherited annotation.*
* *we can create documentation by using javadoc tool because we declared annotation by using @Documented annotation.*

***@Repeatable - Specifies that the annotation can be applied more than once to the same declaration, since Java 8.***

***Customized Annotations:-***

* *Annotations can be created by using @interface fallowed by annotation name. public @interface MyAnnotation*

*{* *}*

* *Every annotation is extending java.lang.annotation.Annotation interface hence annotation can’t*

include extend clause.

public interface MyAnnotation extends Annotation

{

}



***Example :-***

***File-1: ProjectInfo.java*** *import java.lang.annotation.\*; @Target({ElementType.TYPE})*

@Retention(RetentionPolicy.RUNTIME) @Inherited

@Documented

public @interface ProjectInfo

{ int pid();

String pname() default "bank"; int pteamsize();

String pstatus();

}

***File-2:- Emp.java***

import java.lang.annotation.\*; @ProjectInfo(pid=111,pstatus="not released",pteamsize=5) class Emp

{ int eid;

String ename;

Emp(int eid,String ename)

{ this.eid=eid; this.ename=ename;

}

void disp()

{ System.out.println("\*\*\*Employee details\*\*\*"); System.out.println("emp id="+eid); System.out.println("emp name="+ename);

}

public static void main(String[] args)

{ Emp e = new Emp(111,"Sai"); e.disp();

Class c = e.getClass();

Annotation a = c.getAnnotation(ProjectInfo.class); ProjectInfo p = (ProjectInfo)a; System.out.println("\*\*\*project details details\*\*\*"); System.out.println("project id="+p.pid()); System.out.println("project name="+p.pname()); System.out.println("project status="+p.pstatus());

System.out.println("project teamsize="+p.pteamsize());

}

}

***Observation :-***

E:\>javadoc Emp.java

Loading source file Emp.java... Constructing Javadoc information... Standard Doclet version 1.8.0\_65

Building tree for all the packages and classes...

***Observation :-***

@Target({ElementType.METHOD}) //method level we can use

@ProjectInfo(pid=111,pstatus="not released",pteamsize=5) //but we are using at class level public class Emp

{ //logics here }

E:\>javac Emp.java

Emp.java:2: error: annotation type not applicable to this kind of declaration @ProjectInfo(pid=111,pstatus="not released",pteamsize=5)

***Observation :-***

@Retention(RetentionPolicy.SOURCE) // ignored at source file level or @Retention(RetentionPolicy.CLASS) //ignored at class level

E:\>java Emp

\*\*\*Employee details\*\*\* emp id=111

emp name=Sai

\*\*\*project details details\*\*\*

Exception in thread "main" java.lang.NullPointerException

***Observation :-***

@Documented //if we removed this annotation the documentation is not performed

**ENUMARATION**

1. This concept is introduced in 1.5 version
2. enumeration is used to declare group of named constant s.
3. we are declaring the enum by using enum keyword. For the enums the compiler will generate

.classess

1. enum is a keyword and **Enum** is a class and every enum is directl child class of **java.lang.Enum** so it is not possible to inherit the some other class. Hence for the enum inheritance concept is not applicable
2. by default enum constants are **public static final**

enum Heroin enum Week

{ {

Samantha,tara,ubanu ; public static final smantha;

} public static final tara;

Public static final ubanu;

}

EX:-calling of enum constants individually

enum Heroin

{

samantha,tara,anu;

}

class Test

{

public static void main(String... Sai)

{

Heroin s=Heroin.samantha; System.out.println(s); Heroin t=Heroin.tara; System.out.println(t); Heroin a=Heroin.anu; System.out.println(a);

}

};

EX:-

1. **printing the enumeration constants by using for-each loop.**
2. values() methods are used to print all the enum constants.
3. **ordinal() is used to print the index values of the enum constants.**

enum Heroin

{

samantha,tara,anu;

}

class Test

{

public static void main(String... Sai)

{

Heroin[] s=**Heroin.values();** for (Heroin s1:s)

{

System.out.println(s1+" "+**s1.ordinal()**);

}

}

};

1. inside the enum it is possible to declare constructors. That constructors will be ececuted for each and every constant. If we are declaring 5 constants then 5 times constructor will be executed.
2. **Inside the enum if we are declaring only constants the semicolon is optional.**
3. Inside the enum if we are declaring group of constants and constructors at that situation the group of constants must be first line of the enum must ends with semicolon.

**Ex :-Semicolan optinal**

enum Heroin

{ samantha,tara,anu,ubanu

}

class Test

{ public static void main(String... Sai)

{ Heroin s=Heroin.samantha;

}

};

Ex:- semicolon mandatory

enum Heroin

{ samantha,tara,anu,ubanu;

Heroin()

{ System.out.println("Sai sir");

}

}

class Test

{ public static void main(String... Sai)

{ Heroin s=Heroin.samantha;

}

};

Ex:- constructors with arguments

enum Heroin

{ ANUSHKA,UBANU(10),DEEPIKA(10,20);

|  |  |  |  |
| --- | --- | --- | --- |
| *Heroin()* | *{* | *System.out.println("Sai");* *}* |  |
| *Heroin(int a)* | *{* | *System.out.println("raghava"); }* |  |
| *Heroin(int a,int* | *b)* | *{* *System.out.println("sanki");* | *}* |

}

class Test

{ public static void main(String[] arhss)

{ Heroin[] h = Heroin.values(); for (Heroin h1 : h)

{ System.out.println(h1+" "+h1.ordinal());

}

}

};

Ex:-inside the enum it is possible to provide main method.

enum Heroin

{ samantha,tara,anu;

public static void main(String[] args)

{ System.out.println("enum main method");

}

}

class Test

{ public static void main(String... Sai)

{ Heroin[] s=Heroin.values(); for (Heroin s1:s)

{ System.out.println(s1+" "+s1.ordinal());

}

}

};

Ex:- inside the enums it is possible to declare group of constants and constructors and main method

enum Heroin

{

//group of constants

ANUSHKA,UBANU,DEEPIKA;

//contructor

Heroin()

{ System.out.println("Sai");

}

//enum main method

public static void main(String[] args)

{

System.out.println("enum m ain method");

}//end main

}//end enum class Test

{ public static void main(String[] arhss)

{ **//accessing enum constants** Heroin[] h = Heroin.values(); for (Heroin h1 : h)

{

System.out.println(h1+" "+h1.ordinal());

}

}//end main

};//end class

***Collections framework (java.util)***

***Pre-requisite topics for Collections framework:-***

* 1. ***Arrays***
  2. ***toString() method.***
  3. type-casting.
  4. ***interfaces.***
  5. for-each loop.
  6. ***implementation classes.***
  7. compareTo() method.
  8. ***Wrapper classes.***
  9. Marker interfaces advantages.
  10. ***Anonymous inner classes.***
  11. For-each loop
  12. ***Auto-boxing***

***Importance of collections:-***

* The main objective of collections framework is to represent group of object as a single entity.
* In java Collection framework provide very good architecture to store and manipulate the group of objects.
* Collection API contains group of classes and interfaces that makes it easier to handle group of objects.
* Collections are providing flexibility to store, retrieve, and manipulate data.

***The key interfaces of collection framework:-***

1. ***Java.util.Collection***
2. ***Java.util.List***
3. ***Java.util.*Set**
4. ***Java.util.*SortedSet**
5. ***Java.util.*NavigablaSet**
6. ***Java.util.*Queue**
7. ***Java.util.*Map**
8. ***Java.util.*SotedMap**
9. ***Java.util.*NavigableMap**
10. ***Map.Entry***
11. ***Java.util.Enumeration***
12. ***Java.util.Iterator***
13. ***Java.util.ListIterator***
14. ***Java.lang.Comparable***
15. ***Java.util.Comparator***

* All collection framework classes and interfaces are present in ***java.util*** package.
* The root interface of Collection framework is **Collection.**
* Collection interface contains 15 methods so all collection implementation classes are able to use these methods because collections is a root interface.

Collection interface methods:-

*To check the predefined support use javap command.*

**>javap java.util.Collection**

public abstract int size();

**public abstract boolean isEmpty();**

public abstract boolean contains(java.lang.Object); public abstract java/util/Iterator<E> iterator(); public abstract java.lang.Object[] toArray();

**public abstract <T extends java/lang/Object> T[] toArray(T[]); public abstract boolean add(E);**

public abstract boolean remove(java.lang.Object);

**public abstract boolean containsAll(java/util/Collection<?>); public abstract boolean addAll(java/util/Collection<? extends E>); public abstract boolean removeAll(java/util/Collection<?>); public abstract boolean retainAll(java/util/Collection<?>);**

public abstract void clear();

**public abstract boolean equals(java.lang.Object); public abstract int hashCode();**

*Iinterface contains abstract method and for that interfaces object creation is not possible hence think about implementation classes of that interfaces.*

***Collection vs Collections:-***

*Collection is interface it is used to represent group of objects as a single entity.*

*Collections is utility class it contains methods to perform operations.*

Arrays vs Collections:-

Both Arrays and Collections are used to represent group of objects as a single entity but the differences are as shown below.

***Limitations of Arrays*** ***Advantages of Collections***

1. *Arrays are used to represent group of objects as a single entity.*
2. *Arrays are used to store homogeneous data(similar data).*
3. *Arrays are capable to store primitive & Object type data*
4. *Arrays are fixed in size, it means once we created array it is not possible to increase & decrease the size based on our requirement.*
5. *With respect to memory arrays are not recommended to use.*
6. *If you know size in advance arrays are recommended to use because it provide good performance.*
7. *Arrays does not contains underlying Data structure hence it is not supporting predefined methods.*
8. *While working with arrays operations(add,remove,update…) are become difficult because it is not supporting methods.*
9. *Collections are used to represent group of objects as a single entity.*
10. *Collections are used to store both heterogeneous data(different type)& homogeneous data.*
11. *Collections are capable to store only object data.*
12. *Collections are growable in nature, it means based on our requirement it is possible to increase & decrease the size.*
13. *With respect to memory collections are recommended to use.*
14. *In performance point of view collections will give low performance compare to arrays.*
15. *Collection classes contains underlying data structure hence it supports predefined methods.*
16. *Here operations are become easy because collections supports predefined methods.*

***Characteristics of Collection frame work classes:-***

The collections framework contains group of classes but every class is used to represent group of objects as a single entity but characteristics are different.

* 1. ***The collect ion framework classes introduced Versions***

Different classes are introduced in different versions.

* 1. ***Heterogeneous data allowed or not allowed.***

All most all collection framework classes allowed heterogeneous data except two classes

* + 1. *TreeSet* *ii. TreeMap*
  1. ***Null insertion is possible or not possible.***

Some classes are allowed null insertion but some classes are not allowed.

* 1. ***Duplicate objects are allowed or not allowed.***

Inserting same object more than one time is called duplication. Some classes are allowed duplicates but some classes are not allowed duplicates.

add(e1) add(e1)

* 1. ***Insertion order is preserved or not preserved.***

In which order we are inserting element same order output is printed then say insertion order is preserved otherwise not.

***Input --->e1 e2 e3 output --->e1 e2 e3*** ***insertion order is preserved Input --->e1 e2 e3 output --->e2 e1 e3*** ***insertion order is not-preserved***

* 1. ***Collection classes’ methods are synchronized or non-synchronized.***

If the methods are synchronized only one thread is allow to access, these methods are thread safe but performance is reduced.

If the methods are non-synchronized multiple threads are able to access, these methods are not thread safe but performance is increased.

* 1. ***Collection classes underlying data structures.***

Arrays are does not contains underlying data structure hence it is not supporting predefined methods.

Every collection class contains underlying data structure hence it supports predefined methods.

Based on underlying data structure the element will be stored.

* 1. ***Collection classes supported cursors.***

The collection classes are used to represent group of objects as a single entity & To retrieve the objects from collation class we are using cursors**.**

***List interface:-***

Collection(i)

**1.2 version**

**extends**

List(i) **1.2 version**

implements implements implements

ArrayList(c) LinkedList(c) Vector(c)

1.2 version 1.2 version extends

* 1. **version**

Stack(c)

1.0 version

**Legacy classes(introduced in 1.0 version)**

I = Interface c=class

***Implementation classes of List interface :-***

* + 1. *ArrayList*
    2. *LinkedList*
    3. *Vector*
    4. *Stack*

***Legacy classes:-***

The java classes which are introduced in 1.0 version are called legacy classes and **java.util**

package contains 5 legacy classes.

* + - 1. *Dictionary*
      2. *HashTable*
      3. *Properties*

***Legacy interfaces:-***

* + - 1. *Stack*
      2. *Vector*

The java interfaces which are introduced in 1.0 version are called legacy interfaces and **java.util**

*package contains only one interface is* ***Enumeration****.*

***List interface common properties:-***

* + - * 1. *All list class allows heterogeneous data.*
        2. *All List interface implementation classes allows null insertion.*
        3. *All classes allows duplicate objects.*
        4. *All classes preserved insertion order.*

***Java.util.ArrayList:-***

*To check parent class and interface use below command.*

D:\Sai>javap java.util.ArrayList

*public class java.util.ArrayList<E>*

***extends*** *java.util.AbstractList<E>*

***implements*** *java.util.List<E>,*

*java.util.RandomAccess, java.lang.Cloneable, java.io.Serializable*

ArrayList Characteristics:-

1. ArrayList Introduced in 1.2 version.
2. ArrayList stores Heterogeneous objects(different types).
3. In ArrayList it is possible to insert **Null** objects.
4. Duplicate objects are allowed.
5. ArrayList preserved Insertion order it means whatever the order we inserted the data in the same way output will be printed.
6. ArrayList methods are non-synchronized methods.
7. The under laying data structure is growable array.
8. By using cursor we are able to retrieve the data from ArrayList : ***Iterator , ListIterator***

***Constructors to create ArrayList:- Constructor-1:-***

***ArrayList al = new ArrayList();***

*The default capacity of the ArrayList is 10 once it reaches its maximum capacity then size is automatically increased by* ***New capacity = (old capacity\*3)/2+1***

***Constructor-2:-***

***ArrayList al = new ArrayList ( int initial-capacity);***

It is possible to create ArrayList with initial capacity

***Constructor-3:-***

***ArrayList al = new ArrayList(Collection c);***

Adding one collection data into another collection(Vector data intoArrayList) use fallowing constructor.

***Example :-***

***Collections vs Autoboxing***

Up to 1.4 version we must create wrapper class object then add that object into ArrayList. import java.util.ArrayList;

class Test

{ public static void main(String[] args)

{ ArrayList al = new ArrayList();

*Integer i = new Integer(10);* ***//creation of Integer Object*** *Character ch = new Character('c');* ***//creation of Character Object*** *Double d = new Double(10.5);* ***//creation of Double Object***

***//adding wrapper objects into ArrayList***

al.add(i);

al.add(ch);

al.add(d); System.out.println(al);

}

}

From 1.5 version onwards add the primitive data into ArrayList that data is automatically

converted into wrapper object format is called Autoboxing.

***Code before compilation:-*** *import java.util.ArrayList; class Test*

{ public static void main(String[] args)

*{* *ArrayList al = new ArrayList(); al.add(10);* ***//AutoBoxing*** *al.add('a');* ***//AutoBoxing*** *al.add(10.5);****//AutoBoxing*** *System.out.println(al);*

}

}

***Code after compilation:-*** *import java.io.PrintStream; import java.util.ArrayList; class Test*

{ Test()

{

}

public static void main(String args[])

{ ArrayList arraylist = new ArrayList(); arraylist.add(Integer.valueOf(10)); arraylist.add(Character.valueOf('a')); arraylist.add(Double.valueOf(10.5)); System.out.println(arraylist);

}

}

*Example-2:-****ArrayList vs toString()***

***Emp.java:-***

class Emp

{ int eid;

String ename;

Emp(int eid,String ename)

{ this.eid=eid; this.ename=ename;

}

}

***Student.java***

class Student

{ int sid;

String sname;

Student(int sid,String sname)

{ this.sid=sid; this.sname = sname;

}

}

***Case 1:-***

In java when we print reference variable internally it calls toString() method on that object.

import java.util.ArrayList; class Test

{ public static void main(String[] args)

{ Emp e1 = new Emp(111,"Sai"); Student s1 = new Student(222,"xxx"); ArrayList al = new ArrayList(); al.add(10); **//toString()**

*al.add('a');* ***//toString()***

*al.add(e1);* ***//toString()***

*al.add(s1);* ***//toString()***

*System.out.println(al);* ***//[10, a, Emp@d70d7a, Student@b5f53a]***

*System.out.println(al.toString());* ***//[10, a, Emp@d70d7a, Student@b5f53a]***

}

}

***Case2:-***

import java.util.ArrayList; class Test

{ public static void main(String[] args)

{ Emp e1 = new Emp(111,"Sai"); Student s1 = new Student(222,"xxx"); ArrayList al = new ArrayList(); al.add(10);

al.add('a'); al.add(e1);

al.add(s1);

*System.out.println(al.toString());* ***//[10, a, Emp@d70d7a, Student@b5f53a]***

for (Object o : al)

{ if (o instanceof Integer) System.out.println(o.toString()); if (o instanceof Character) System.out.println(o.toString()); if (o instanceof Emp){

Emp e = (Emp)o; System.out.println(e.eid+"---"+e.ename);

}

if (o instanceof Student){

Student s = (Student)o; System.out.println(s.sid+"---"+s.sname);

}

}

}

}

***Example:- Basic operations of ArrayList***

**add()** to add the objects into ArrayList & bydefault it add the data at last but it is possible to insert the data at specified index.

**remove()** it removes Objects from ArrayList based on Object & index.

(for the remove(10) method if we are passing integer value that is always treted as index )

**size()** to find the size of ArrayList.

**isEmpty()** to check the objects are available or not.

**Clear()** to remove all objects from ArrayList.

import java.util.\*; class Test

{ public static void main(String[] args)

{ ArrayList al =new ArrayList(); al.add(10);

al.add("Sai");

al.add("anu");

al.add('a'); al.add(10);

al.add(null); System.out.println("ArrayList data="+al);

*System.out.println("ArrayList size-->"+al.size()); al.add(1,"A1");* ***//add the object at first index***

System.out.println("after adding objects ArrayList size-->"+al.size()); System.out.println("ArrayList Data="+al);

*al.remove(1);* ***//remove the object index base*** *al.remove("A");* ***//remove the object on object base*** *System.out.println("after removeing elemetns arrayList size "+al.size()); System.out.println("ArrayList data="+al); System.out.println(al.isEmpty());*

al.clear(); System.out.println(al.isEmpty());

}

}

***E:\>java Test***

***ArrayList data=[10, Sai, anu, a, 10, null]***

***ArrayList size-->6***

***after adding objects ArrayList size-->7 ArrayList Data=[10, A1, Sai, anu, a, 10, null] after removeing elemetns arrayList size 6 ArrayList data=[10, Sai, anu, a, 10, null] false***

***true***

***observation:-***

*in above example when we remove the data by passing numeric value that is by default treated as a index value.*

ArrayList al = new ArrayList(); al.add(10);

al.add("Sai");

al.add('a'); System.out.println(al);

***al.remove(10); // 10 is taken as index value***

*whenever we are executing above code then JVM treats that 10 is index value but 10th position value is not available hence it is generating exception* ***java.lang.IndexOutOfBoundsException: Index: 10, Size: 3***

in above case to remove **10** Integer object then use below code.

ArrayList al = new ArrayList(); Integer i = new Integer(10); al.add(i);

al.remove(i); System.out.println(al);

***All collection classes are having 2-formats:-***

* 1. *Normal version (no type safety).*
  2. *Generic version. (provide type safety )*

The main purpose of the generics is to provide the type safety to avoid type casting problems.

***Arrays [Type safety]:-***

Arrays are always type safe it means we can give guarantee for the type of element present in arrays.

For example if we want to store String objects create String[]. By mistake if we are trying to add any other data compiler will generate compilation error.

***Example:-***

String[] str= new String[50]; str[0]="Sai";

str[1]="anu"; str[2]=new Integer(10);

***E:\>javac Test.java***

***incompatible types str[2]=new Integer(10);***

***required: String found: Integer***

Based on above error we can give guarantee String[] is able to store only String type of objects. Hence with respect to the type arrays are recommended to use because it is type safe.

***[Collection]Not type safe:-***

Collections are not type safe it means we can’t give guarantee for the type of

elements present in collection.

If programming requirement is to hold the String type of the objects we are choosing ArrayList , by mistake if we are adding any type of data then compiler is unable to generate compilation error but runtime program is failed.

***Example :-***

ArrayList al = new ArrayList(); al.add("Sai");

al.add("anu");

*al.add(new Integer(10));* ***//allowed***

String s1 = (String)al.get(0); String s2 = (String)al.get(1);

*String s3 = (String)al.get(2);****//java.lang.ClassCastException***

Based on above exception we can decide collection is not type safe.

***Example :-***

ArrayList al = new ArrayList(); al.add("Sai");

*String str = l.get(0); //* ***java.lang.ClassCastException***

*String str =(String l.get(0);* ***//type casting is mandatory***

In above example type-casting is mandatory it is bigger problem in collection.

To overcome above problems use generics,

1. ***To provide type safety.***
2. ***To overcome type casting problems.***

in java it is recommended to use generic version of collections to provide the type safety.

***Syntax:-***

*ArrayList****<type-name> al =*** *new ArrayList****<type-name>****( )****;***

The ArrayList is able to store only String data if we are trying to add any other data compiler will generate error message.

**Example :-** ArrayList<String> al = new ArrayList<String>(); al.add("Sai");

al.add("anu");

*al.add(new Integer(10));* ***//compilation error***

if we are using generics we will get type safety. At the time retrieval not required to perform type casting.

ArrayList<String> al = new ArrayList<String>(); al.add("Sai");

String s1 = al.get(0);

***Normal version of ArrayList(no type safety)***

1. *Normal version is able to hold any type of data(heterogeneous data) hence it is not a type safe.*

ArrayList al = new ArrayList(); al.add(10);

al.add(‘a’);

System.out.println(al);

1. *At the time of retrieval Always check the type of the object by using* ***instanceof*** *operator.*
2. *In normal it is holding different types of data hence while retrieving data must perform* ***type casting.***
3. *If we are using normal version while compilation compiler generate worning message like* ***unchecked or unsafe operations.***

***Example:- normal version of ArrayList***

import java.util.\*; class Test

{ public static void main(String[] args)

*{* ***ArrayList al = new ArrayList();***

al.add(10); al.add('a');

al.add(10.4); System.out.println(al);

}

}

***Generic version of ArrayList(type safety)***

1. Generic version is able to hold specified type of data hence it is a type safe.

**ArrayList<tye-name> al = new ArrayList<type-name>( );**

***ArrayList<Integer> al = new ArrayList<Integer>();***

***al.add(10);***

***al.add(20); al.add(“Sai”);//compilation error System.out.println(al);***

1. Type checking is not required because it contains only one type of data.
2. It is holding specific data hence at the time of retrieval type casting is not required.
3. If we are using generic version compiler

won’t generate worning messages.

***Example :- generic version of ArrayList.***

import java.util.\*; class Test

{ public static void main(String[] args)

*{****ArrayList<Integer> al = new ArrayList<Integer>();***

al.add(10);

al.add(20);

al.add(30);

al.add(40);

***Example :- retrieving data from generic version of ArrayList.***

import java.util.\*; class Test

{ public static void main(String[] args)

*{* ***ArrayList<Emp> al = new ArrayList<Emp>();***

al.add(new Emp(111,"Sai"));

al.add(new Emp(222,"anu"));

al.add(new Emp(333,"Saanvi")); for (Emp e : al)

{ System.out.println(e.eid+"---"+e.ename);

}

System.out.println(al);

}

}

}

}

***Example :-***

***add(E);*** ***>to add the Object.***

***remove(java.lang.Object);*** ***>to remove the object.***

***addAll();*** ***>to add one collection object into another collection.***

***contains()*** ***to check object is available or not.***

***containsAll()*** ***to check entire collection data is available or not.***

***Example:-***

import java.util.\*; class Test

{ public static void main(String[] args)

{ Emp e1 = new Emp(111,"Sai"); Emp e2 = new Emp(222,"Saanvi"); Emp e3 = new Emp(333,"aruna"); Emp e4 = new Emp(444,"anu");

ArrayList<Emp> a1 = new ArrayList<Emp>(); a1.add(e1);

a1.add(e2);

ArrayList<Emp> a2 = new ArrayList<Emp>(); a2.addAll(a1);

a2.add(e3);

a2.add(e4);

System.out.println(a2.contains(e1)); System.out.println(a2.containsAll(a1)); a2.remove(e1); System.out.println(a2.contains(e1)); System.out.println(a2.containsAll(a1));

***//printing the data***

for (Emp e:a2)

{ System.out.println(e.eid+"---"+e.ename);

}

}

}

E:\>java Test true

true false false

222---Saanvi 333---aruna 444---anu

***Example :- removeAll(Obj):-***

a2.removeAll(a1); // it removes all **a1** data.

***retainAll(Obj):-***

a2.retainAll(a1); // it removes all **a2** data except **a1**

import java.util.\*; class Test

{ public static void main(String[] args)

{ ArrayList<Emp> a1 = new ArrayList<Emp>(); a1.add(new Emp(111,"Sai"));

a1.add(new Emp(222,"Saanvi"));

ArrayList<Emp> a2 = new ArrayList<Emp>(); a2.addAll(a1);

a2.add(new Emp(333,"aruna"));

a2.add(new Emp(444,"anu"));

a2.removeAll(a1); a2.retainAll(a1); for (Emp e:a2)

{ System.out.println(e.eid+"---"+e.ename);

}

}

}

Creation of sub ArrayList & swapping data :-

*Create sub ArrayList by using* ***subList(int,int)*** *method of ArrayList.*

public java.util.List<E> subList(int, int);

*to swap the data from one index position to another index position then use* ***swap()***

*method of Collections class.*

public static void swap(java.util.List<?>, int, int);

*import java.util.\*;*

*class Test*

*{* *public static void main(String[] args)*

*{* *ArrayList<String> a1 = new ArrayList<String>(); a1.add("Sai");*

*a1.add("anu");*

*a1.add("Saanvi");*

*a1.add("yadhu");*

*ArrayList<String> a2 = new ArrayList<String>(a1.subList(1,3)); System.out.println(a2);* ***//[anu,Saanvi]***

*ArrayList<String> a3 = new ArrayList<String>(a1.subList(1,a1.size())); System.out.println(a3);* ***//[anu,Saanvi,yadhu]***

//java.lang.IndexOutOfBoundsException: toIndex = 7

***//ArrayList<String> a4 = new ArrayList<String>(a1.subList(1,7));*** *System.out.println("before swapping="+a1);****//[Sai, anu, Saanvi, yadhu]*** *Collections.swap(a1,1,3);*

*System.out.println("after swapping="+a1);//* ***[Sai, yadhu, Saanvi, anu]***

*}*

*}*

***ArrayList Capacity:-***

import java.util.\*;

import java.lang.reflect.Field; class Test

{ public static void main(String[] args)throws Exception

{ ArrayList<Integer> al = new ArrayList<Integer>(5); for (int i=0;i<10 ;i++)

{ al.add(i);

System.out.println("size="+al.size()+" capacity="+getcapacity(al));

}

}

static int getcapacity(ArrayList l)throws Exception

{ Field f = ArrayList.class.getDeclaredField("elementData"); f.setAccessible(true);

return ((Object[])f.get(l)).length;

}

}

D:\>java Test size=1 capacity=5 size=2 capacity=5 size=3 capacity=5 size=4 capacity=5 size=5 capacity=5 size=6 capacity=8 size=7 capacity=8 size=8 capacity=8 size=9 capacity=13

size=10 capacity=13

### Different ways to initialize values to ArrayList:-

Case 1:initializing ArrayList by using asList()

*import java.util.\*; class ArrayListDemo*

*{* *public static void main(String[] args)*

*{* ***ArrayList<String> al = new ArrayList<String>(*** *Arrays.asList("Sai","Saanvi","anu")); System.out.println(al);*

*}*

*}*

Case 2:- adding objects into ArrayList by using anonymous inner classes.

*import java.util.ArrayList; class ArrayListDemo*

*{* *public static void main(String[] args)*

{ ArrayList<String> al = new ArrayList<String>()

*{* *{add("anu");*

*add("Sai");*

*}*

*};//semicolan is mandatory System.out.println(al);*

*}*

*}*

Case 3:- normal approach to initialize the data

*import java.util.ArrayList; class ArrayListDemo*

*{* *public static void main(String[] args)*

{ ArrayList<String> al = new ArrayList<String>();

*al.add("anu");*

*al.add("Saanvi"); System.out.println(al);*

*}*

*}*

Case 4:-

***ArrayList<Type> obj = new ArrayList<Type>(Collections.nCopies(count, object));***

*import java.util.\*; class ArrayListDemo*

*{* *public static void main(String[] args)*

*{* *Emp e1 = new Emp(111,"Sai");*

ArrayList<Emp> al = new ArrayList<Emp>(Collections.nCopies(5,e1));

*for (Emp e:al)*

*{* *System.out.println(e.ename+"---"+e.eid);*

*}*

*}*

*}*

Case 5:-adding Objects into ArrayList by using addAll() method of Collections class.

*import java.util.\*; class Test*

*{* *public static void main(String[] args)*

*{* *ArrayList<String> al = new ArrayList<String>(); String[] strArray={"Sai","anu","Saanvi"}; Collections.addAll(al,strArray); System.out.println(al);*

*}*

*}*

1. ***How to get synchronized version of ArrayList?***

Ans:- by default ArrayList methods are synchronized but it is possible to get synchronized version of ArrayList by using fallowing method.

To get synchronized version of List interface use fallowing Collections class static method

***public static List synchronizedList(List l)***

To get synchronized version of Set interface use fallowing Collections class static method

***public static Set synchronizedSet(Set s)***

To get synchronized version of Map interface use fallowing Collections class static method

***public static Map synchronized Map(Map m)***

to get synchronized version of TreeSet use fallowing Collections class static method

***Collections.synchronizedSortedSet(SortedSet<T> s)***

to get synchronized version of TreeMap use fallowing Collections class static method

***Collections.synchronizedSortedMap(SortedMap<K,V> m)***

***Example:-***

*ArrayList al = new ArrayList();* ***//non- synchronized version of ArrayList***

*List l = Collections.synchronizedList(al);* ***// synchronized version of ArrayList***

*HasSet h = new HashSet();* ***//non- synchronized version of HashSet***

*Set h1 = Collections.synchronizedSet(h);* ***// synchronized version of HashSet***

*HashMap h = new HashMap();* ***//non- synchronized version of HashMap***

*Map m = Collections.synchronizedMap(h);* ***// synchronized version of HashMap***

*TreeSet t = new TreeSet();* ***//non- synchronized version of TreeSet***

*SortedSet s = Collections.synchronizedSortedSet(t);* ***// synchronized version of TreeSet***

*TreeMap t = new TreeMap();* ***//non- synchronized version of TreeMap***

*SortedMap s = Collections.synchronizedSortedMap(t);* ***// synchronized version of TreeMap***

Conversion of Arrays to ArrayList & ArrayList to Arrays:

***Example-1:***

Conversion of String array to ArrayList (by using asList() method):-

*import java.util.\*; class ArrayListDemo*

*{* *public static void main(String[] args)*

*{* *String[] str={"Sai","Saanvi","aruna"};*

*ArrayList<String> al = new ArrayList<String>(Arrays.asList(str)); al.add("newperson-1");*

*al.add("newperson-2");*

//printing data by using enhanced for loop

*for (String s: al)*

*{* *System.out.println(s);*

*}*

*}*

*}*

Example-2:-

***Conversion of ArrayList to String array by using toArray( T )***

public abstract <T extends java/lang/Object> T[] toArray(T[]);

*import java.util.\*; class ArrayListDemo*

*{* *public static void main(String[] args)*

|  |  |  |
| --- | --- | --- |
|  | *{* | ***//interface ref-var & implementaiton class Object***  *List<String> al = new ArrayList<String>(); al.add("anu");*  *al.add("Saanvi");*  *al.add("Sai");*  *al.add("natraj");*  *String[] a = new String[al.size()]; al.toArray(a);*  ***//for-each loop to print the data***  *for (String s:a)* |
| *}* | *}* | *{System.out.println(s);*  *}* |

Example-3:-

***Case-1 :- conversion of ArrayList to Array***

public abstract java.lang.Object[] toArray();

*import java.util.\*; class Test*

*{* *public static void main(String[] args)*

*{* *ArrayList al = new ArrayList(); al.add(10);*

*al.add('c');*

*al.add("Sai");*

//converison of ArrayList to array

*Object[] o = al.toArray(); for (Object oo :o)*

*{* *System.out.println(oo);*

*}*

*}*

*}*

Case-2 :-

*import java.util.\*; class Test*

*{* *public static void main(String[] args)*

*{* *ArrayList al = new ArrayList(); al.add(new Emp(111,"Sai"));*

*al.add(new Student(1,"xxx")); al.add("Sai");*

//converison of ArrayList to array

*Object[] o = al.toArray(); for (Object oo :o)*

*{* *if (oo instanceof Emp)*

*{* *Emp e = (Emp)oo; System.out.println(e.eid+"---"+e.ename);*

*}*

*if (oo instanceof Student)*

*{* *Student s = (Student)oo; System.out.println(s.sid+"---"+s.sname);*

*}*

*if (oo instanceof String)*

*{* *System.out.println(oo.toString());*

*}*

*}*

*}*

*}*

Cursors in Collections:

***Property***

* 1. ***Purpose***
  2. ***Legacy or not***
  3. ***Applicable for which type of classes***
  4. ***Universal cursor or not***
  5. ***How to get the object***
  6. ***How many methods***
  7. ***Operations***
  8. ***Cursor moment***
  9. ***Class or interface***
  10. ***Versions supports***

Enumeration

1. *Used to retrieve the data from collection classes.*
2. *Introduced in 1.0 version it is legacy*
3. It is used to retrieve the data from only legacy classes like vector, Stack…etc
4. Not a universal cursor because it is applicable for only legacy classes.
5. Get the Enumeration Object by using elements() method.

***Vector v =new Vector(); v.add(10);***

* + 1. ***add(20);***

***Enumeration e = v.elements();***

1. It contains two methods hasMoreElements(): to check objects. nextElement() : to retrieve the objects.
2. Only read operations.
3. Only forward direction.
4. Interface
5. It supports both normal and generic version.

Iterator

1. *Used to retrieve the objects from collection classes.*
2. *Introduced in 1.2 version it is not a legacy*
3. It is used to retrieve the data from all collection classes.
4. It is a universal cursor because it is applicable for all collection classes.
5. Get the iterator Object by using iterator() method.

***Vector v =new Vector(); v.add(10);***

***v.add(20);***

***Enumeration e = v.iterator();***

1. It contains two methods

hasNext(): to check the objects available or not. Next() : to retrieve the objects.

1. read & remove operations are possible.
2. Only forward direction.
3. Interface
4. It supports both normal and generic version.

ListIterator

1. *Used to retrieve the data from collection classes.*
2. *Introduced in 1.2 version it is not a legacy*
3. It is used to retrieve the data from only List type of classes like ArrayList,LinkedList,Vector,Stack.
4. Not a universal cursor because it is applicable for only List interface classes.
5. Get the ListIterator Object by using listIterator() method.

***Vector v =new Vector(); v.add(10);***

***v.add(20);***

***Enumeration e = v.listIterator();***

1. It contains 9 methods
2. Read, remove, add, and replace operations.
3. Bidirectional cursor direction.
4. Interface
5. It supports both normal and generic version.

ListIterator methods:-

*public abstract boolean hasNext(); public abstract E next();*

*public abstract boolean hasPrevious(); public abstract E previous();*

*public abstract int nextIndex(); public abstract int previousIndex(); public abstract void remove();*

*public abstract void set(E);* ***//replacement***

*public abstract void add(E);*

***Retrieving objects of collections classes:-***

We are able to retrieve the objects from collection classes in 3-ways

* 1. **By using for-each loop.**
  2. **By using get() method.**
  3. By using cursors.

***Example application:-*** *import java.util.\*; class Test*

{ public static void main(String[] args)

{ ArrayList<String> al =new ArrayList<String>(); al.add("Sai");

al.add("anu");

al.add("Saanvi");

***//1st appraoch to print Collection data***

for (String a : al )

{ System.out.println(a);

}

***//2nd approach to print Collection data***

int size = al.size();

for (int i=0;i<size;i++)

{ System.out.println(al.get(i));

}

***//3rd approach to print Collection data***

***//normal version of Iterator(type casting required at the time of retrieving)***

Iterator itr1 = al.iterator(); while (itr1.hasNext())

{ String str =(String)itr1.next(); System.out.println(str);

}

***//generic version of Iterator(type casting not required at the time of retrieving)***

Iterator<String> itr2 = al.iterator(); while (itr2.hasNext())

{ String str =itr2.next(); System.out.println(str);

}

}

}

***Example:-***

import java.util.\*; class Test

{ public static void main(String[] args)

{ ArrayList<String> al =new ArrayList<String>(); al.add("Sai");

al.add("anu");

al.add("Saanvi");

ListIterator<String> lstr = al.listIterator(); lstr.add("suneel");

while(lstr.hasNext())

{ if ((lstr.next()).equals("anu"))

{ lstr.set("Anushka");

}

}

lstr.add("aaa"); for (String str:al)

{ System.out.println(str); }

}

}

***E:\>java Test suneel***

***Sai Anushka Saanvi aaa***

***if we want remove the data:-***

import java.util.\*; class Test

{ public static void main(String[] args)

{ ArrayList<String> al =new ArrayList<String>(); al.add("Sai");

al.add("anu");

al.add("Saanvi");

ListIterator<String> lstr = al.listIterator(); while(lstr.hasNext())

{ if ((lstr.next()).equals("Sai"))

{ lstr.remove();

}

}

for (String str:al)

{ System.out.println(str);

}

}

}

***E:\>java Test anu***

***Saanvi***

***Example:-printing data in forward and backward directions.***

import java.util.\*; class Test

{ public static void main(String[] args)

{ ArrayList<String> al =new ArrayList<String>(); al.add("Sai");

al.add("anu");

al.add("Saanvi");

*ListIterator<String> lstr = al.listIterator();* ***System.out.println("printing data forward direction");*** *while(lstr.hasNext())*

{ System.out.println(lstr.next());

}

***System.out.println("printing data backward direction");***

while(lstr.hasPrevious())

{ System.out.println(lstr.previous());

}

}

}

***E:\>java Test***

***printing data forward direction Sai***

***anu Saanvi***

***printing data backword direction Saanvi***

***anu Sai***

Sorting data by using sort() method of Collections class:-

*we are able to sort ArrayList data by using sort() method of Collections class and by default it perform ascending order .*

***public static <T extends java/lang/Comparable<? super T>> void sort(java.util.List<T>);*** *if we want to person ascending order your class must implements Comparable interface of java.lang package.*

*If we want to perform descending order use* ***Collections.reverseOrder()*** *method along with*

***Collection.sort()*** *method.*

Collections.sort(list , Collections.reverseOrder());

*import java.util.\*; class Test*

*{* *public static void main(String[] args)*

*{* *ArrayList<String> al = new ArrayList<String>(); al.add("Sai");*

*al.add("anu");*

*al.add("Saanvi");*

***//printing ArrayList data*** *System.out.println("ArrayList data before sorting"); for (String str :al)*

*{* *System.out.println(str);*

*}*

//sorting ArrayList in ascending order

*Collections.sort(al);*

*System.out.println("ArrayList data after sorting ascending order"); for (String str1 :al)*

*{* *System.out.println(str1);*

*}*

***//sorting ArrayList in decending order*** *Collections.sort(al,Collections.reverseOrder()); System.out.println("ArrayList data after sorting descending order"); for (String str2 :al)*

*{* *System.out.println(str2);*

*}*

*}*

*}*

Example:-

*import java.util.\*; class Test*

*{* *public static void main(String[] args)*

*{* *ArrayList<String> al = new ArrayList<String>(); al.add("Sai");*

*al.add("anu");*

*al.add("Saanvi"); Collections.sort(al);*

*System.out.println("ArrayList data after sorting"); for (String str1 :al)*

*{* *System.out.println(str1);*

*}*

*}*

*}*

* *in above example to perform the sorting of data by using natural sorting order then your objects must be homogeneous and must implements comparable interface.*
* *The default natural sorting order internally uses compareTo() method to perform sorting and it compare to objects and it return int value as a return value.*

|  |  |  |  |
| --- | --- | --- | --- |
| *“Sai”.compareTo(“anu”)* | *==>* | *+ve* | *==>change the order* |
| *“Sai”.compareTo(“Sai”)* | *==>* | *0* | *==>no change* |
| *“anu”.compareTo(“Sai”)* | *==>* | *-ve* | *==>no change* |

***Example:-***

***The sorting object(Emp) Not implementing Comparable interface hence it does not perform sorting.***

import java.util.\*; class Test

{ public static void main(String[] args)

{ ArrayList al = new ArrayList(); al.add(new Emp(111,"Sai")); Collections.sort(al);

}

}

When we execute the above example JVM will generate Exception,

*”****java.lang.ClassCastException: Emp cannot be cast to java.lang.Comparable” Example :-***

***If the Class contains Heterogeneous data sorting is not possible****. import java.util.\*;*

class Test

{ public static void main(String[] args)

{ ArrayList al = new ArrayList(); al.add("Sai");

al.add(10); Collections.sort(al);//java.lang.ClassCastException System.out.println(al);

}

}

To overcome above two cases exception use Comparable or Comparator interfaces to perform sorting.

### Comparable vs Comparator :-

* *If we want to perform default natural sorting order then your objects must be homogeneous & comparable.*
* *Comparable objects are nothing but the objects which are implements comparable interface.*
* *All wrapper classes & String objects are implementing Comparable interface hence it is possible to perform sorting.*
* *If we want to sort user defined class like Emp based on eid or ename with default natural sorting order then your class must implements Comparable interface.*
* *Comparable interface present in java.lang package it contains only one method compareTo(obj) then must override that method to write the sorting logics.*

***public abstract int compareTo(T);***

* + If your class is implementing Comparable interface then that objects are sorted automatically by using **Collections.sort().** And the objects are sorted by using compareTo() method of that class.

Normal version of comparable:- Emp.java:-

*class Emp implements* ***Comparable***

*{* *int eid;*

*String ename;*

*Emp(int eid,String ename)*

*{* *this.eid=eid; this.ename=ename;*

*}*

*public int compareTo(Object o)*

*{* *Emp e = (Emp)o; if (eid == e.eid )*

*{* *return 0;* *} else if (eid > e.eid)*

*{* *return 1;* *} else*

*{* *return -1;* *}*

*}*

*}*

***Test.java:-*** *import java.util.\*; class Test*

*{* *public static void main(String[] args)*

*{* *ArrayList<Emp> al = new ArrayList<Emp>(); al.add(new Emp(333,"Sai"));*

*al.add(new Emp(222,"anu"));*

*al.add(new Emp(111,"Saanvi")); Collections.sort(al);*

*Iterator itr = al.iterator(); while (itr.hasNext())*

*{* *Emp e = (Emp)itr.next(); System.out.println(e.eid+"---"+e.ename);*

*}*

*}*

*}*

Generic version of Comparable:-

*class Emp implements* ***Comparable<Emp>***

*{* *int eid;*

*String ename;*

*Emp(int eid,String ename)*

*{* *this.eid=eid; this.ename=ename;*

*}*

*public int compareTo(Emp e)*

*{* *return ename.compareTo(e.ename);*

*}*

*}*

Java.utilComparator :-

* *For the default sorting order use comparable but for customized sorting order we can use Comparator.*
* *The class whose objects are stored do not implements this interface some third party class can also implements this interface.*
* *Comparable present in* ***java.lang*** *package but Comparator present in* ***java.util*** *package.*
* *Comparator interface contains two methods,* ***public interface java.util.Comparator<T> { public abstract int compare(T, T);***

***public abstract boolean equals(java.lang.Object);***

***}***

Normal version of Comparator:- Emp.java:-

*class Emp*

*{* *int eid;*

*String ename;*

*Emp(int eid,String ename)*

*{* *this.eid=eid; this.ename=ename;*

*}*

*}*

EidComp.java:-

*import java.util.Comparator;*

*class EidComp implements Comparator*

*{* *public int compare(Object o1,Object o2)*

*{* *Emp e1 = (Emp)o1; Emp e2 = (Emp)o2; if (e1.eid==e2.eid)*

*{* *return 0;* *} else if (e1.eid>e2.eid)*

*{* *return 1;* *} else*

*{* *return -1;* *}*

*}*

*}*

EnameComp.java:-

*import java.util.Comparator;*

*class EnameComp implements Comparator*

*{* *public int compare(Object o1,Object o2)*

*{* *Emp e1 = (Emp)o1; Emp e2 = (Emp)o2;*

*return (e1.ename).compareTo(e2.ename);*

*}*

*}*

***Test.java:-*** *import java.util.\*; class Test*

*{* *public static void main(String[] args)*

*{* *ArrayList<Emp> al = new ArrayList<Emp>(); al.add(new Emp(333,"Sai"));*

*al.add(new Emp(222,"anu"));*

*al.add(new Emp(111,"Saanvi"));*

*al.add(new Emp(444,"xxx"));*

***System.out.println("sorting by eid");*** *Collections.sort(al,new EidComp()); Iterator<Emp> itr = al.iterator(); while (itr.hasNext())*

*{* *Emp e = itr.next(); System.out.println(e.eid+"---"+e.ename);*

*}*

***System.out.println("sorting by ename");*** *Collections.sort(al,new EnameComp()); Iterator<Emp> itr1 = al.iterator();*

*while (itr1.hasNext())*

*{* *Emp e = itr1.next(); System.out.println(e.eid+"---"+e.ename);*

*}*

*}*

*}*

*D:\vikram>java Test sorting by eid*

*111---Saanvi 222---anu 333---Sai 444---xxx*

*sorting by ename 222---anu*

*111---Saanvi 333---Sai 444---xxx*

The above example code:-(with generic version) EnameComp.java:-

*import java.util.Comparator;*

*class EnameComp implements Comparator<Emp>*

*{* *public int compare(Emp e1,Emp e2)*

*{* *return (e1.ename).compareTo(e2.ename);*

*}*

*}*

EidComp.java:-

*import java.util.Comparator;*

*class EidComp implements Comparator<Emp>*

*{* *public int compare(Emp e1,Emp e2)*

*{* *\*\*\*\*\*\*\*\*\*\*\*\*\*\*\**

*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\**

*}*

*}*

Java.lang.Comparable vs java.util.Comparator:-

***Property***

1. Sorting logics
2. ***Sorting method***
3. Method calling to perform sorting
4. ***package***
5. which type of sorting

***Comparable***

1. *Sorting logics must be in the class whose class objects are sorting.*
2. ***Int compareTo(Object o1)*** *This method compares this object with o1 object and returns*

*a integer.Its value has following meaning* ***positive –*** *this object is greater than o1* ***zero*** *– this object equals to o1* ***negative –*** *this object is less than o1*

1. ***Collections.sort(List)*** *Here objects will be sorted on the basis of CompareTo method.*
2. *Java.lang*
3. *Default natual sorting order*

Comparator

1. *Sorting logics in separate class hence we are able to sort the data by using dif attributes.*
2. *int compare(Object o1,Object o2)*

*This method compares o1 and o2 objects. and returns a integer.Its value has following meaning.* ***positive*** *– o1 is greater than o2*

***zero –*** *o1 equals to o2* ***negative*** *– o1 is less than o1*

1. ***Collections.sort(List, Comparator)***

Here objects will be sorted on the basis of Compare method in Comparator

1. ***Java.util***
2. ***For customized sorting order.***

***java.util.LinkedList:-***

public class java.util.LinkedList **extends** java.util.AbstractSequentialList

***implements*** *java.util.List<E>,*

java.util.Deque<E>, java.lang.Cloneable, java.io.Serializable

* 1. Introduced in 1.2 version.
  2. Heterogeneous objects are allowed.
  3. Null insertion is possible.
  4. Insertion order is preserved.
  5. LinkedList methods are non-synchronized.
  6. Duplicate objects are allowed.
  7. The under laying data structure is double linkedlist.
  8. cursors :- Iterator,ListIterator

***constructors:-***

**LinkedList();** *it builds a empty LinkedList.*

**LinkedList(java/util/Collection<? extends E>);**

it builds a LinkedList that initialized with the collection data.

***Example:- LinkedList basic operations.***

import java.util.\*; class Test

{ public static void main(String[] args)

{ LinkedList<String> l=new LinkedList<String>(); l.add("B");

l.add("C");

l.add("D");

l.add("E");

*l.addLast("Z");* ***//it add object in last position*** *l.addFirst("A");* ***//it add object in first position*** *l.add(1,"A1");* ***//add the Object spcified index*** *System.out.println("original content:-"+l); l.removeFirst();* ***//remove first Object*** *l.removeLast();* ***//remove last t Object*** *System.out.println("after deletion first & last:-"+l); l.remove("E");* ***//remove specified Object***

*l.remove(2);* ***//remove the object of specified index***

System.out.println("after deletion :-"+l);//A1 B D

*String val = l.get(0);* ***//get method used to get the element*** *l.set(2,val+"cahged");* ***//set method used to replacement*** *System.out.println("after seting:-"+l);*

}

};

D:\>java Test

**original content:-[A, A1, B, C, D, E, Z] after deletion first & last:-[A1, B, C, D, E] after deletion :-[A1, B, D]**

after seting:-[A1, B, A1cahged]

***Example:-Adding one collection data into another Collection.***

import java.util.\*; class Test

{ public static void main(String[] args)

{ ArrayList<String> al = new ArrayList<String>(); al.add("Sai");

al.add("balu");

LinkedList<String> linked = new LinkedList<String>(al); linked.add("anu");

linked.add("simran");

System.out.println(linked);

}

}

***E:\>java Test***

***[Sai, balu, anu, simran]***

***Example :- LinkedList cloneing process:-***

import java.util.\*; class Test

{ public static void main(String[] args)

{

LinkedList<String> arrl = new LinkedList<String>(); arrl.add("First");

arrl.add("Second");

arrl.add("Third");

arrl.add("Random"); System.out.println("Actual LinkedList:"+arrl); LinkedLis copy = (LinkedLis) arrl.clone(); System.out.println("Cloned LinkedList:"+copy);

}

}

***E:\>java Test***

***Actual LinkedList:[First, Second, Third, Random] Cloned LinkedList:[First, Second, Third, Random]***

Vector:- (legacy class introduced in 1.0 version)

*public class java.util.Vector* ***extends*** *java.util.AbstractList*

***implements*** *java.util.List<E>,*

*java.util.RandomAccess, java.lang.Cloneable, java.io.Serializable*

1. Introduced in 1.0 version it is a legacy class.
2. Heterogeneous objects are allowed.
3. Duplicate objects are allowed.
4. Null insertion is possible.
5. Insertion order is preserved.
6. The under laying data structure is growable array.
7. Vector methods are synchronized.
8. Applicable cursors are Iterator,Enumeration,ListIterator.

Vector constructors:-

***Vector();***

Vector(int initialCapacity);

***Vector(int intialCapacity, int increment); Vector(java/util/Collection<? extends E>);***

Constructor 1:-

*The default initial capacity of the Vector is 10 once it reaches its maximum capacity it means when we trying to insert 11 element that capacity will become double[20].*

***Vector v = new Vector();*** *System.out.println(v.capacity());* ***//10*** *v.add("Sai"); System.out.println(v.capacity());* ***//10*** *System.out.println(v.size());* ***//1***

Constructor 2:-

*It is possible to create vector with specified capacity by using fallowing constructor. in this case once vector reaches its maximum capacity then size is double based on provided initial capacity.*

Vector v = new Vector(int initial-capacity);

*Vector<String> vv = new Vector<String>(3); System.out.println(vv.capacity())****;*** ***//3*** *vv.add("aaa");*

*vv.add("bbb");*

*vv.add("ccc");*

*vv.add("ddd"); System.out.println(vv.capacity());* ***//6*** *System.out.println(vv.size());* ***//4***

Constructor 3:-

*It is possible to create vector with initial capacity and providing increment capacity by using fallowing constructor.*

Vector v = new Vector(int initial-capacity, int increment-capacity);

*Vector<String> v = new Vector<String>(2,5); System.out.println(v.capacity());* ***//2*** *v.add("Sai");*

*v.add("aruna");*

*v.add("Saanvi"); System.out.println(v.capacity());* ***//7*** *System.out.println(v.size());* ***//3***

Constructor 4:-

***Vector(java/util/Collection<? extends E>);***

*It creates the Vector that contains another Collection data.*

Example:-

*import java.util.\*; class Test*

*{* *public static void main(String[] args)*

*{* *ArrayList<String> al = new ArrayList<String>(); al.add("no1");*

*al.add("no2");*

*Vector<String> v = new Vector<String>(al);*

*v.add("Sai");*

*v.add("aruna"); System.out.println(v);*

*ArrayList<String> a2 = new ArrayList<String>(v); a2.add("xxx");*

*a2.add("yyy"); System.out.println(a2);*

*}*

*}*

*E:\>java Test*

*[no1, no2, Sai, aruna]*

*[no1, no2, Sai, aruna, xxx, yyy]*

***Example:-***

In below example Vector class removeElement() method removes the data always based on object but not index.

Vector v=new Vector(); v.addElement("Sai"); v.removeElement("Sai"); System.out.println(v); **//[ ] empty output**

Vector v=new Vector(); v.addElement("Sai"); v.removeElement(0); System.out.println(v); **//[Sai]**

The List interface remove() method removes the data based on index and object.

Vector v=new Vector(); v.addElement("Sai"); v.remove(0);

*System.out.println(v);* ***//[ ] empty output***

import java.util.\*; class Test

{ public static void main(String[] args)

{

*Vector<Integer> v=new Vector<Integer>();* ***//generic version of vector***

for (int i=0;i<5 ;i++ )

{ v.addElement(i);

}

v.addElement(6);

*v.removeElement(1);* ***//it removes element object based***

Enumeration<Integer> e = v.elements(); while (e.hasMoreElements())

{ Integer i = e.nextElement(); System.out.println(i);

}

*v.clear();* ***//it removes all objects of vector***

System.out.println(v);

}

}

***E:\>java Test 01246[]***

Copying data from Vector to ArrayList:-

*To copy data from one class to another class use* ***copy()*** *method of Collections class. import java.util.\*;*

*class Test*

*{* *public static void main(String[] args)*

*{* *ArrayList<String> al = new ArrayList<String>(); al.add("10");*

*al.add("20");*

*al.add("30");*

*Vector<String> v = new Vector<String>(); v.add("ten");*

*v.add("twenty");*

***//copy data from vector to ArrayList*** *Collections.copy(al,v); System.out.println(al);*

*}*

*}*

*D:\vikram>java Test [ten, twenty, 30]*

Passing data {ArrayList to Vector} & Vector to ArrayList:-

*import java.util.\*; class Test*

*{* *public static void main(String[] args)*

*{* *ArrayList<String> a1 = new ArrayList<String>(); a1.add("Sai");*

*a1.add("anu");*

*a1.add("Saanvi");*

*a1.add("yadhu");*

//ArrayList - Vector

*Vector<String> v = new Vector<String>(a1); v.add("xxx");*

*v.add("yyy");*

*System.out.println(v);* ***//[Sai, anu, Saanvi, yadhu, xxx, yyy]***

//Vector-ArrayList

*ArrayList<String> a2 = new ArrayList<String>(v); a2.add("suneel");*

*System.out.println(a2);* ***//[Sai, anu, Saanvi, yadhu, xxx, yyy, suneel]***

*}*

*}*

Stack:- (legacy class introduced in 1.0 version)

1. *It is a child class of vector.*
2. *Introduce in 1.0 version it is a legacy class.*
3. *It is designed for LIFO(last in fist order ). Example:-*

import java.util.\*; class Test

{ public static void main(String[] args)

{ Stack<String> s = new Stack<String>();

*s.push("Sai");* ***//insert the data top of the stack*** *s.push("anu");* ***//insert the data top of the stack*** *s.push("Saanvi");*

System.out.println(s);

*System.out.println(s.search("Saanvi"));* ***//1 last added object will become first***

System.out.println(s.size());

*System.out.println(s.peek());* ***//to return last element of the Stack*** *s.pop();* ***//remove the data top of the stack*** *System.out.println(s);*

System.out.println(s.isEmpty()); s.clear(); System.out.println(s.isEmpty());

}

}
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Example :-

import java.util.\*; class Test

{ public static void main(String[] args)

{ String reverse="";

Scanner s = new Scanner(System.in);

System.out.println("enter input string to check palendrome or not"); String str = s.nextLine();

Stack stack = new Stack(); for (int i=0;i<str.length();i++)

{ stack.push(str.charAt(i));

}

while (!stack.isEmpty())

{ reverse=reverse+stack.pop();

}

if (str.equals(reverse))

{ System.out.println("the input String palindrome");

}

else

{ System.out.println("the input String not- palindrome");

}

}

}

***EmpBean.java:-***

public class EmpBean implements Comparable<EmpBean>

{ private int eid; private String ename;

public void setEid(int eid)

{ this.eid=eid;

}

public void setEname(String ename)

{ this.ename=ename;

}

public int getEid()

{return eid;

}

public String getEname()

{return ename;

}

public int compareTo(EmpBean o)

{ if (eid==o.eid)

{return 0;

}

if (eid>o.eid)

{return 1;

}

else{return -1;}

}

};

### Set interface:-

***1.2 v***

collection(i)

***extends***

Set(i)

**1.2v**

***implements***

***implements***

***1.2 v*** ***1.2V***

***extends***

HashSet(c)

***extends***

***1.4 v***

LinkedHashSet(c)

SortedSet(i)

NavigableSet(i)

***1.6v***

***implements***

TreeSet(c)

***1.2v***

***Java.util.HashSet:-***

*public class java.util.HashSet* ***extends*** *java.util.AbstractSet*

***implements*** *java.util.Set<E>,*

*java.lang.Cloneable, java.io.Serializable*

***Note:- in entire Collections <E> specifies the type of the Object the Collection implementation classes will hold.***

constructors:-

***HashSet();*** *it creates default HashSet.*

HashSet(java/util/Collection<? extends E>);

*It initialize the HashSet by passing another collection data.*

HashSet(int capacity);

*It create the HashSet by specified capacity. And the default capacity of HashSet is 16.*

HashSet(int capacity,float fillRatio);

*It initialize both capacity and fillratio(also called as load factor) and fillration must be 0.0 to 1.0 after filling this ratio a new HashSet object is created.*

*The default fill ratio is 0.75.*

***Note :-*** *The Set interface and HashSet,LinkedHashSet class does not contains new methods it uses super class methods if you want check the predefined support by using* ***javap*** *command. Javap java.util.Set*

*Javap java.util.HashSet*

1. *Introduced in 1.2 version.*
2. *Heterogeneous objects are allowed.*
3. *Duplicate objects are not allowed if we are trying to insert duplicate values then we won't get any compilation & Execution errors simply add method returns false .*
4. *Null insertion is possible but if we are inserting more than one null it return only one null value (because duplicates are not allowed).*
5. *The under laying data structure is HashTable.*
6. *Insertion order is not preserved it is based on the hash code of the object (hashing mechanism).*
7. *Methods are non-synchronized.*
8. *It supports only Iterator cursor to retrieve the data.*

***Example:-HashSet data duplication.***

import java.util.\*; class Test

{ public static void main(String[] args)

{ HashSet<String> h = new HashSet<String>(); h.add("C");

h.add("D"); System.out.println(h.add("D"));

System.out.println(h.add("D")); System.out.println(h);

}

}

***E:\>java Test false***

***false [D, C]***

***Example:- HashSet with cursor.***

import java.util.\*; class Test

{ public static void main(String[] args)

{ HashSet<String> h = new HashSet<String>(); h.add("A");

h.add("B");

h.add("C");

h.add("D");

h.add("D");

***//creation of Iterator Object*** *Iterator<String> itr = h.iterator(); while (itr.hasNext())*

{ String str = itr.next(); System.out.println(str);

}

}

}

***Example:-Adding one collection data into another.***

import java.util.\*; class Test

{ public static void main(String[] args)

{ HashSet<String> h1 = new HashSet<String>(); h1.add("Sai");

h1.add("anu");

h1.add("Saanvi");

HashSet<String> h2 = new HashSet<String>(h1); h2.add("no1");

h2.add("no2"); System.out.println(h2);

}

}

E:\>java Test

[Saanvi, Sai, anu, no2, no1]

***Java.util.LinkedHashSet:-***

public class java.util.LinkedHashSet **extends** java.util.HashSet

***implements*** *java.util.Set<E>,*

java.lang.Cloneable, java.io.Serializable

1. Introduced in 1.4 version and It is a child class of HashSet.
2. Heterogeneous objects are allowed.
3. Duplicate objects are not allowed if we are trying to insert duplicate values then we

won’t get any compilation & Execution errors simply add method return false.

1. Insertion order is preserved.
2. Null insertion is possible only once(because duplication is not possible).
3. The under laying data structure is LinkedList & hashTable.
4. Methods are non-synchronized.
5. It supports only Iterator cursor o retrieve the data.

***Conastructors:-***

LinkedHashSet(); LinkedHashSet(java/util/Collection<? extends E>); LinkedHashSet(int capacity);

LinkedHashSet(int capacity,float fillRatio);

***Example:-***

import java.util.\*; class Test

{ public static void main(String[] args)

{ Set<String> h = new LinkedHashSet<String>(); h.add("A");

h.add("B");

h.add("C");

h.add("D");

h.add("D");

Iterator<String> itr = h.iterator();

while (itr.hasNext())

{String str = itr.next(); System.out.print(str);

}

}

}

E:\>java Test ABCD

***Java.util.TreeSet:-***

public class java.util.TreeSet **extends** java.util.AbstractSet<E>

***implements*** *java.util.NavigableSet<E>,*

java.lang.Cloneable, java.io.Serializable

**<E>** specifies the type of the Object the set will be hold.

***Constructors:- TreeSet();***

It will create empty TreeSet that will be sorted in ascending order according to natural order of its elements.

***TreeSet(java/util/Collection<? extends E>);***

It creates the TreeSet with some collection data.

***TreeSet(java/util/Comparator<? super E>);***

It will create empty TreeSet with comparator specified sorting order (customization or sorting).

***TreeSet(java/util/SortedSet<E>);***

It builds the TreeSet that contains the elements of SortedSet.

1. *TreeSet introduced in 1.2 version.*
2. *Heterogeneous data is not allowed.*
3. Insertion order is not preserved but it sorts the elements in some sorting order.
4. *Duplicate objects are not allowed.*
5. Null insertion is possible only once.
6. *TreeSet Methods are non-synchronized.*
7. The underlying data Structure is Balanced Tree.
8. *It supports Iterator cursor to retrieve the data.*

**Case -1:** TreeSet<String> t=new TreeSet<String>(); t.add("Sai");

t.add("anu");

t.add("Saanvi");

*System.out.println(t);* ***//[anu, Sai, Saanvi]***

* *When we insert the data in TreeSet, by default it prints the data in sorting order(ascending or alphabetical order) because it is implementing SortedSet interface.*
* *To perform the sorting internally it uses compareTo() method and it compare the two objects it returns int value as a return value.*

“Sai”.compareTo(“anu”) ==> +ve ==>change the order “Sai”.compareTo(“Sai”) ==> 0 ==>no change “anu”.compareTo(“Sai”) ==> -ve ==>no change

***Case 2:-***

TreeSet t=new TreeSet(); t.add("Sai");

t.add("anu");

*t.add(10);* ***// java.lang.ClassCastException***

System.out.println(t);

* + *TreeSet allows homogeneous data, if we are trying to insert heterogeneous data while performing sorting by using compareTo() JVM will generate* ***java.lang.ClassCastException (****because it is not possible to compare integer data with String)* ***.***

***Case 3:-***

TreeSet t=new TreeSet(); t.add("Sai");

*t.add(null);* ***//java.lang.NullPointerException***

System.out.println(t);

* *If the TreeSet contains data if we are trying to insert null value at the time of comparison JVM will generate* ***//java.lang.NullPointerException.***
* *In java any object with comparison of null it will generate* ***java.lang.NullPointerException.***

***Case 4:-`*** *TreeSet t=new TreeSet();*

t.add(null); System.out.println(t);//[null]

* + *In empty TreeSet it is possible to insert null value because it is not performing any comparisons.*

***Example:-TreeSet default sorting order.***

import java.util.\*; class Test

{ public static void main(String[] args)

{ TreeSet<String> t = new TreeSet<String>(); t.add("Sai");

t.add("anu");

t.add("Saanvi"); System.out.println(t);

TreeSet<Integer> t1 = new TreeSet<Integer>(); t1.add(10);

t1.add(12);

t1.add(8); System.out.println(t1);

}

}

E:\>java Test

[anu, Sai, Saanvi]

[8, 10, 12]

***Example:-TreeSet customized Sorting Order.***

import java.util.\*; class Fruit

{ public static void main(String[] args)

{ TreeSet<String> t = new TreeSet<String>(new MyComp()); t.add("orange");

t.add("banana");

t.add("apple");

System.out.println(t);

}

}

class MyComp implements Comparator<String>

{ public int compare(String s1,String s2)

{ return s1.compareTo(s2);//[apple, bananna, orange]

//return -s1.compareTo(s2);//[orange, bananna, apple]

}

};

***Example:-Different possibilities of sorting order.***

import java.util.\*; class Test

{ public static void main(String[] args)

{ TreeSet<Integer> t=new TreeSet<Integer>(new MyComp()); **// line-1**

t.add(50);

t.add(20);

t.add(40);

t.add(10);

t.add(30); System.out.println(t);

}

}

import java.util.\*;

class MyComp implements Comparator

{ public int compare(Object o1,Object o2)

{ Integer i1 = (Integer)o1; Integer i2 = (Integer)o2;

//check all possibilities by placing comments

//return i1.compareTo(i2);

//return -i1.compareTo(i2);

//return i2.compareTo(i1);

//return -i2.compareTo(i1);

//return -1;

//return +1;

//return 0;

}

}

***Observation-1:***

in above example at line number-1 if we are not passing comparator object then JVM will call compareTo() method as part of default sorting order .

Based on above line the default sorting will done by using **compareTo()** method.

***Observation-2:-***

In above example at line number 1 if we are passing comparator object then JVM will call compare() method to perform sorting instead of compareTo() method.

***Example :-write a program to insert String data into TreeSet to perform sorting in reverse of alphabetical order.***

import java.util.\*; class Test

{ public static void main(String[] args)

{ TreeSet<String> t = new TreeSet<String>(new MyComp()); t.add("Sai");

t.add("anu");

t.add("aravya");

t.add("aruna"); System.out.println(t);

}

}

class MyComp implements Comparator<String>

{ public int compare(String s1,String s2)

{ return s2.compareTo(s1);

//return -s1.compareTo(s2);

}

};

***Example :-write a program to insert StringBuffer data into TreeSet to perform sorting in alphabetical order.***

import java.util.\*; class Test

{ public static void main(String[] args)

{ TreeSet<StringBuffer> t = new TreeSet<StringBuffer>(new MyComp()); t.add(new StringBuffer("ccc"));

t.add(new StringBuffer("aaa")); t.add(new StringBuffer("ddd")); t.add(new StringBuffer("bbb")); System.out.println(t);

}

}

class MyComp implements Comparator<StringBuffer>

{ public int compare(StringBuffer sb1,StringBuffer sb2)

{ String s1 = sb1.toString(); String s2 = sb2.toString();

//return s2.compareTo(s1); return -s1.compareTo(s2);

}

};

***Example :- write a program to insert String & StringBuffer object into TreeSet, where sorting is increasing length order. If two objects are having same length then use alphabetical order.*** *import java.util.\*;*

class Test

{ public static void main(String[] args)

{ TreeSet t = new TreeSet(new MyComp()); t.add("Sai");

t.add(new StringBuffer("Saanvi")); t.add("anu");

t.add(new StringBuffer("suneelbabu")); t.add("sri");

System.out.println(t);

}

}

class MyComp implements Comparator

{ public int compare(Object o1,Object o2)

{ String s1 = o1.toString(); String s2 = o2.toString(); int l1=s1.length();

int l2=s2.length(); if (l1<l2)

{ return -1;

}

else if (l1>l2)

{ return 1;

}

else

{ return s1.compareTo(s2);

}

}

};

***Example:- passing sortedset object to TreeSet constructor.***

import java.util.\*; class Saanvi

{ public static void main(String[] args)

{ TreeSet<Integer> t=new TreeSet<Integer>(); t.add(20);

t.add(40);

t.add(10);

t.add(30);

*System.out.println(t);* ***//10 20 30 40***

SortedSet s = t.headSet(30); TreeSet tt = new TreeSet(s); System.out.println(tt); **//10 20**

}

}

***Example :-Elimination duplicate objects by using set interface.***

import java.util.\*; class Test

{ public static void main(String[] args)

{ String[] str={"Sai","anu","Saanvi","anu"}; List<String> l = Arrays.asList(str);

TreeSet<String> t = new TreeSet<String>(l); System.out.println(t);

}

}

***E:\>java Test***

***[anu, Sai, Saanvi]***

***Example :-basic operations on TreeSet.***

public E first(); it print first element

public E last(); it print last element

public E lower(E); it print lower object of specified object

public E higher(E); it print higher object of specified object public java/util/SortedSet<E> subSet(E, E); it print subset

public java/util/SortedSet<E> headSet(E); it print specified object above objects public java/util/SortedSet<E> tailSet(E); it print specified objects below values public E pollFirst(); it print and remove first

public E pollLast(); it print and remove last.

import java.util.\*; class Test

{ public static void main(String[] args)

{ TreeSet<Integer> t=new TreeSet<Integer>(); t.add(50);

t.add(20);

t.add(40);

t.add(10);

t.add(30);

System.out.println(t);//10 20 30 40 50 System.out.println(t.headSet(30));//[10,20] System.out.println(t.tailSet(30));//[30,40,50] System.out.println(t.subSet(20,50));//[20,30,40] System.out.println("last element="+t.last());//50 System.out.println("first element="+t.first());//10 System.out.println("lower element="+t.lower(50));//40 System.out.println("higher element="+t.higher(20));//30 System.out.println("print & remove first element="+t.pollFirst());//10 System.out.println("print & remove last element="+t.pollLast());//50 System.out.println("final elements="+t);//20 30 40 System.out.println("TreeSet size="+t.size());//3 System.out.println(t.remove(30));

System.out.println("TreeSet size="+t.size());//2

System.out.println("final elements="+t);//20 40

}

}

***E:\>java Test***

***[10, 20, 30, 40, 50]***

***[10, 20]***

***[30, 40, 50]***

***[20, 30, 40]***

***last element=50 first element=10 lower element=40 higher element=30***

***print & remove first element=10 print & remove last element=50 final elements=[20, 30, 40] TreeSet size=3***

***TreeSet size=true TreeSet size=2***

***final elements=[20, 40]***

### Map interface:-

1.2v

***implements***

***implements***

Map(i)

***1.2 v*** ***1.2V***

***extends***

HashMap(c)

***extends***

***1.4 v***

LinkedHashMap(c

SortedMap(i)

NavigableMap(i)

***1.6v***

***implements***

TreeMap(C)

***1.2v***

***Java.util.HashMap:-***

public class java.util.HashMap **extends** java.util.AbstractMap

***implements*** *java.util.Map*

java.lang.Cloneable, java.io.Serializable

1. *introduced in 1.2 version.*
2. *Heterogeneous data allowed.*
3. *Underlying data Structure is HashTable.*
4. *Duplicate keys are not allowed but values can be duplicated.*
5. *Insertion order is not preserved it is based on hashcode.*
6. *Null is allowed for key(only once)and allows for values any number of times.*
7. *Every method is non-synchronized so multiple Threads are operate at a time hence permanence is high.*

***Constructors:-***

***HashMap();*** *it creates default HashMap.*

***HashMap(java/util/Map<? extends K, ? extends V> var);***

it creates the HashMap by initializing the values specified in var.

***HashMap(int capacity);***

It creates the hashmap with specified capacity but the default capacity is **16.**

***HashMap(int capacity, float fillRatio);***

It creates the hashMap with specified capacity & fillRatio.(default capacity is 16 & default fill ratio 0.75)

***Entry:-***

* + *The each and every key value pair is called* ***Entry.***
  + *The Map contains group of entries.*
  + *Entry is sub interface of Map interface hence get the entry interface by using Map interface. interface* ***Map***

*{* *interface* ***Entry***

{ public abstract Object getKey(); public abstract Object getValue(); public abstract Object setValue();

}

}

* + *To get all the keys use keyset() method.*

***public java/util/Set<K> keySet();***

* + *To get all the values use values() method.*

***public java/util/Collection<V> values();***

* + *To get all the entries use entrySet() method.*

***public java/util/Set<java/util/Map$Entry<K, V>> entrySet();***

***Example :-*** *import java.util.\*; class Test*

{ public static void main(String[] args)

{ HashMap h = new HashMap(); h.put(111,"Sai");

h.put(222,"anu");

h.put(333,"banu");

***//keySet() to get all keys.***

Set s1=h.keySet(); System.out.println("all keys:--->"+s1);

***//values() to get all the values.*** *Collection c = h.values(); System.out.println("all values--->"+c);*

***//entrySet() to get all the entries.***

Set ss = h.entrySet(); System.out.println("all entries--->"+ss); Iterator itr = ss.iterator();

while (itr.hasNext())

{ Map.Entry m= (Map.Entry)itr.next(); System.out.println(m.getKey()+" "+m.getValue());

}

}

};

E:\>java Test

all keys:--->[222, 111, 333]

all values--->[anu, Sai, banu]

all entries--->[222=anu, 111=Sai, 333=banu] 222 anu

111 Sai

333 banu

***Java.util.LinkedHashMap:-***

public class java.util.LinkedHashMap **extends** java.util.HashMap

***implements*** *java.util.Map*

1. *interdicted in 1.4 version*
2. *Heterogeneous data allowed.*
3. *Underlying data Structure is HashTable & linkedlist.*
4. *Duplicate keys are not allowed but values can be duplicated.*
5. *Insertion order is preserved.*
6. *Null is allowed for key(only once)and allows for values any number of times.*
7. *Every method is non-synchronized so multiple Threads are operate at a time hence permanence is high.*

***Constructors:-***

***LinkedHashMap();*** *it creates default HashMap.*

***LinkedHashMap(java/util/Map<? extends K, ? extends V>*** ***var);***

it creates the HashMap by initializing the values specified in var.

***LinkedHashMap(int capacity);***

It creates the hashmap with specified capacity but the default capacity is **16.**

***LinkedHashMap(int capacity, float fillRatio);***

It creates the hashMap with specified capacity & fillRatio.(default capacity is 16 & default fill ratio 0.75)

***Emp.java:***

class Emp

{ int eid;

String ename;

Emp(int eid,String ename)

{this.eid=eid; this.ename=ename;

}

}

**//Student.java**

class Student

*{* ***//instance variables***

int sid;

String sname;

Student(int sid,String sname)//local variables

{ this.sname=sname; this.sid=sid;

*}* *}*

***Test.java:-*** *import java.util.\*; class Test*

{ public static void main(String[] args)

|  |  |  |
| --- | --- | --- |
|  | *{* | *LinkedHashMap<Emp,Student> h = new LinkedHashMap<Emp,Student>();* |
|  | *h.put(new Emp(111,"Sai"), new Student(1,"budha"));* |
|  | *h.put(new Emp(222,"anu"), new Student(2,"ashok"));* |
|  | *Set s = h.entrySet();* |
|  | *Iterator itr = s.iterator();* |
|  | *while (itr.hasNext())* |
|  | *{* *Map.Entry m = (Map.Entry)itr.next();* |
|  | *Emp e = (Emp)m.getKey();* |
|  | *System.out.println(e.ename+"--"+e.eid);* |
|  | *Student ss = (Student)m.getValue();* |
|  | *System.out.println(ss.sname+"--"+ss.sid);* |
|  | *}* |
| *}* |  |
| *}* |  |  |

***Example:-***

*import java.util.\*; class Test*

*{* *public static void main(String[] args)*

*{*

*Map<Integer,String> h1 = new LinkedHashMap<Integer,String>(); h1.put(111,"Sai");*

*h1.put(222,"Saanvi");*

*Map<Integer,String> h2 = new LinkedHashMap<Integer,String>(h1); h2.put(333,"anu");*

*for (Map.Entry m : h2.entrySet())*

*{* *System.out.println(m.getKey()+"---"+m.getValue());*

*}*

*}*

*}*

***Java.util.HashTable:-***

public class java.util.Hashtable **extends** java.util.Dictionary

**implements** java.util.Map,java.lang.Cloneable, java.io.Serializable

1. *Introduced in the 1.0 version it’s a legacy class.*
2. *Heterogeneous data allowed for both key & value.*
3. *Duplicate keys are not allowed but values can be duplicated.*
4. *Every method is synchronized hence only one thread is allowed to access it is a Thread safe but performance is decreased.*
5. *Null is not allowed for both key & Value , if we are trying to insert null values we will get NullPointerException.*
6. *HashTable was made generic by JDK5.*
7. *The underlaying datastructure is hashtable.*

***Constructors:-***

***HashTable();*** *it creates default HashMap.*

***HashTable (java/util/Map<? extends K, ? extends V>*** ***var);***

it creates the HashMap by initializing the values specified in var.

***HashTable (int capacity);***

It creates the hashmap with specified capacity but the default capacity is **11.**

***HashTable (int capacity, float fillRatio);***

It creates the hashMap with specified capacity & fillRatio.(default capacity is 11 & default fill ratio 0.75)

Ex:-

import java.util.Hashtable; import java.util.Collection; import java.util.Set;

class Test

{ public static void main(String[] args)

{ Hashtable<String,String> h = new Hashtable<String,String>();

***//adding data in HashTable***

h.put("1","one");

h.put("2","two");

h.put("3","three"); System.out.println(h); System.out.println(h.get("1")); **//one** System.out.println(h.isEmpty()); h.remove("3"); System.out.println(h.containsKey("1")); System.out.println(h.containsKey("3"));

System.out.println(h.containsValue("one")); System.out.println(h.size());

***//to get all values objects*** *Collection<String> c = h.values(); for (String i : c)*

{ System.out.println(i);

}

***//to get all key objects*** *Set<String> s = h.keySet(); for (String ss : s)*

{ System.out.println(ss);

}

}

}

***Java.util.TreeMap:-***

public class java.util.TreeMap **extends** java.util.AbstractMap

**implements** java.util.NavigableMap,java.lang.Cloneable, java.io.Serializable

1. *This class is introduced in 1.2 version.*
2. *It allows homogeneous data if we are trying to insert heterogeneous data at runtime while perform sorting JVM will generate ClassCastException.*
3. *Duplicate keys are not allowed but values can be duplicated.*
4. *Insertion order is not preserved it is based on some sorting order of keys.*
5. *The underlying data structure is red-black trees.*
6. *For empty treeset it is possible to insert null key once, but if the treeset contains data if we are inserting null keys at runtime we will get NullPointerException but for the values any number of null values insertion possible.*

***Constructors:- TreeMap();***

it will create empty treemap that will be sorted by using natural order of its keys.

***TreeMap(java/util/Comparator<? super K>);***

It create treemap that will be sorted by using customized sorting oder.

***TreeMap(java/util/Map<? extends K, ? extends V>);***

It create the treemap with specified data.

***TreeMap(java/util/SortedMap<K, ? extends V>);***

It creates the treemap by initializing sortedmap data.

***Observations of TreeMap:***

***Case1:-*** *TreeMap h = new TreeMap();*

h.put(444,"Sai");

h.put(222,"anu");

h.put(111,"aaa");

*System.out.println(h);****//{111=aaa, 222=anu, 444=Sai}***

In treemap when we insert the data that will be printed in sorting order based on key.

***Case 2:-*** *TreeMap h = new TreeMap();*

h.put(444,"Sai");

*h.put("Sai","aaa");* ***//java.lang.ClassCastException***

System.out.println(h);

*Treemap allows homogeneous data, if we are inserting heterogeneous data while performing sorting it will generate* ***java.lang.ClassCastException.***

***Case 3:-*** *TreeMap h = new TreeMap();*

h.put(444,"Sai");

*h.put(null,"aaa");* ***//java.lang.NullPointerException***

System.out.println(h);

*If the treemap contains data then we are adding null value hence while performing sorting it will generate* ***java.lang.NullPointerException(any object with comparisionof null it will generate NullPointerException )***

***Case 4:-*** *TreeMap h = new TreeMap();*

h.put(null,"aaa"); System.out.println(h);//{null=aaa}

In empty treemap it is possible to insert null value.

***Example:-***

import java.util.TreeMap; import java.util.Set; import java.util.Collection;

import java.util.Map.Entry; class Test

{ public static void main(String[] args)

{ TreeMap<String,String> tmain = new TreeMap<String,String>(); tmain.put("Sai","no1");

tmain.put("anu","no2");

TreeMap<String,String> tsub = new TreeMap<String,String>(); tsub.putAll(tmain);

tsub.put("x","no3");

tsub.put("y","no4"); System.out.println(tsub);

if (tmain.containsKey("Sai"))

{System.out.println("Sai is great");

}

if (tsub.containsValue("no1"))

{System.out.println("no1 Sai only");

}

***//printing all the keys*** *Set<String> s = tsub.keySet(); for (String ss : s)*

{ System.out.println(ss);

}

***//printing all the values*** *Collection<String> s1 = tsub.values(); for (String ss1 : s1)*

{ System.out.println(ss1);

}

Set<Entry<String,String>> s2 = tsub.entrySet(); for (Entry<String,String> ss2 : s2)

{ System.out.println(ss2);

}

tsub.clear(); System.out.println(tsub);

}

}

***Example:-***

import java.util.\*;

class MyComp implements Comparator

{ public int compare(Object o1,Object o2)

{ String s1 = (String)o1; String s2 = (String)o2; return s2.compareTo(s1);

}

}

import java.util.\*; class Test

{ public static void main(String[] args)

{ TreeMap h = new TreeMap(new MyComp()); h.put("Sai",111);

h.put("anu",222);

h.put("zzzz",333);

System.out.println(h);//{zzzz=333, Sai=111, anu=222}

}

}

***Example:-***

import java.util.\*; class Test

{ public static void main(String[] args)

{ TreeMap h = new TreeMap(); h.put(111,"Sai");

h.put(222,"anu");

h.put(333,"aaa");

h.put(444,"aaa"); System.out.println(h);

Map m = h.subMap(222,444); System.out.println(m);

System.out.println(h.firstEntry()); System.out.println(h.lastEntry()); System.out.println(h.firstKey()); System.out.println(h.lastKey()); System.out.println(h.lowerKey(222)); System.out.println(h.higherKey(222));

SortedMap s1 = h.headMap(333); TreeMap t1 = new TreeMap(s1); System.out.println(t1);

SortedMap s2 = h.tailMap(333); TreeMap t2 = new TreeMap(s2);

System.out.println(t2);

}

}

***Example :- Ceiling()***

it return current provided value or greater value but if treemap does not contains same or grater value then it returns null .

***floor():-***

it returns current value or less value but if treemap does not contains same value or less then it

return null.

***pollFirstEntry:-*** *it removes first entry & it prints that entry.*

***pollLastEntry():-*** *it removes last entry and it prints that entry.*

import java.util.\*; class Test

{ public static void main(String[] args)

{ TreeMap h = new TreeMap(); h.put(111,"Sai");

h.put(222,"anu");

h.put(444,"aaa"); System.out.println(h);

System.out.println(h.ceilingKey(222)); System.out.println(h.ceilingEntry(333)); System.out.println(h.floorKey(222)); System.out.println(h.floorEntry(333)); System.out.println(h.ceilingKey(666));

Map.Entry m1 = h.pollFirstEntry(); System.out.println(m1.getKey()+"---"+m1.getValue()); Map.Entry m2 = h.pollLastEntry(); System.out.println(m2.getKey()+"---"+m2.getValue());

System.out.println(h);

}

}

***Java.util.IdentityHashMap:-***

public class java.util.IdentityHashMap **extends** java.util.AbstractMap

**implements** java.util.Map,java.io.Serializable, java.lang.Cloneable

***It is same as hashmap except one difference,***

In case of Hashmap JVM will use equals( ) method to identify duplicate keys.(it performs content comparison)

In case of identityhashmap JVM will use **==** operator to identify the duplicate keys.(it perform reference comparison)

***Example:-***

import java.util.\*; class Test

{ public static void main(String[] args)

*{* ***//equals() method to identify duplicate keys.***

HashMap<Integer,String> h = new HashMap<Integer,String>(); h.put(new Integer(10),"Sai");

h.put(new Integer(10),"anu"); System.out.println(h);

***//== operator to identify duplicate keys.***

IdentityHashMap<Integer,String> h1 = new IdentityHashMap<Integer,String>(); h1.put(new Integer(10),"Sai");

h1.put(new Integer(10),"anu"); System.out.println(h1);

}

}

***E:\>java Test***

***{10=anu}***

***{10=anu, 10=Sai}***

***Java.util.WeakHashMap:-***

public class java.util.WeakHashMap **extends** java.util.AbstractMap

***implements*** *java.util.Map*

***WeakHashMap is same as HashMap except fallowing difference,***

If an object is associated with hashmap that object is not destroyed even though it does not contains any reference type.

But in case of weakhashmap if the object does not contains reference type that object iseligible for garbage collector even though it associated with weakhashmap.

***HashMap*** *import java.util.\*; class A*

{ public String toString()

{ return "A";

}

public void finalize()

{System.out.println("object destroyed");

}

};

class Test

{ public static void main(String[] args)

System.out.println(h);

}

}

***E:\>java Test***

***{A=Sai}***

***{A=Sai}***

***WeakHashMap*** *import java.util.\*; class A*

{ public String toString()

{ return "A";

|  |  |  |
| --- | --- | --- |
| *{* | *HashMap h = new HashMap();* | *}* |
|  | *A a= new A();* | *public void finalize()* |
|  | *h.put(a,"Sai");* | *{System.out.println("object destroyed");* |
|  | *System.out.println(h);* | *}* |
|  | *a=null;* | *};* |
|  | *System.gc();* | *class Test* |

{ public static void main(String[] args)

{WeakHashMap h = new WeakHashMap();

A a= new A(); h.put(a,"Sai"); System.out.println(h); a=null;

System.gc();

System.out.println(h);

}

}

***E:\>java Test***

***{A=Sai}***

***{}***

***object destroyed***

***Java.util.Properties:-***

* *In standalone applications(JDBC) or web-applications(web sites) the data is frequently changing like,*
  1. *Database username*
  2. *Database password*
  3. *url*
  4. *driver …etc*
* *in above scenario for every change must perform modifications in all .java files but it is complex.to overcome this problem use properties file.*
* *Properties file is a normal text file with .properties extension & it contains key=value formatted data but both key and value is string format.*
* *Once we done modifications on .properties file that modifications are reflected all the .java files.*

***Abc.properties :-*** *username = system password = manager*

driver = oracle.jdbc.driver.OracleDriver trainer = Sai

***Test.java:-*** *import java.util.\*; import java.io.\*; class Test*

*{* *public static void main(String[] args) throws FileNotFoundException,IOException*

*{* ***//locate properties file***

*FileInputStream fis=new FileInputStream("abc.properties");*

//load the properties file by using load() method of Properties class

*Properties p = new Properties(); p.load(fis);*

//get the data from properties class by using getProperty()

*String username = p.getProperty("username"); String driver = p.getProperty("driver");*

*String password = p.getProperty("password"); String trainer = p.getProperty("trainer");*

***//use the properties file data*** *System.out.println("DataBase username="+username); System.out.println("DataBase password ="+password);*

*System.out.println("driver ="+driver); System.out.println("trainer="+trainer);*

*}*

*}*

*Collections:- import java.util.\*; class Test*

*{* *public static void main(String[] args)*

*{* *ArrayList<String> al = new ArrayList<String>(); al.add("Sai");*

*al.add("anu");*

*al.add("Saanvi");*

//to perform sorting use sort method of collections class

*Collections.sort(al); Iterator itr =al.iterator(); while (itr.hasNext())*

*{System.out.println(itr.next());*

*}*

*}*

*}*

Comparable interface :-

* *Comparable interface used to perform sorting of user defined class objects.*
* *Comparable present in java.lang package and it contains only method*

public abstract int compareTo(Object obj-name);

* *By using comparable We are able sort the object by suing single data member like*

sid,sname.

* *String & all Wrapper classes are implement Comparable interface hence if we are storing these Objects these are comparable.*

*If first object sid value is greater than existing object then it returns positive//no change in data If the object sid values is less than existing object then it returns negative.//change location*

*If any negative or both are equals then it returns zero. //no change in data*

Student.java

*class Student implements Comparable*

*{* *int sid;*

*String sname;*

*Student(int sid,String sname)//local var*

*{ this.sname=sname; this.sid=sid;*

*}*

*public int compareTo(Object obj)*

*{* *Student s = (Student)obj; if (sid>s.sid)*

*{return 1;*

*}*

*if (sid<s.sid)*

*{return -1;*

*}*

*If(sid==0){ return 0;}*

*}*

*}*

***Test.java:-*** *import java.util.\*; class Test*

*{*

*public static void main(String[] args)*

*{*

*ArrayList<Student> al = new ArrayList<Student>(); al.add(new Student(11,"Sai"));*

*al.add(new Student(2,"Saanvi")); al.add(new Student(333,"anu")); Collections.sort(al); Iterator<Student> itr =al.iterator(); while (itr.hasNext())*

*{* *Student s = itr.next(); System.out.println(s.sid+"* *"+s.sname);*

*}*

*}*

*}*

*import java.util.\*;*

*class Comp implements Comparator*

*{*

*public int compare(Object o1,Object o2)*

*{*

*EmpBean e1 = (EmpBean)o1; EmpBean e2 = (EmpBean)o2; if (e1.eid==e2.eid)*

*{return 0;*

*}*

*if (e1.eid>e1.eid)*

*{return 1;*

*}*

*else{return -1;}*

*}*

*}*

*import java.util.\*; class Test*

*{* *public static void main(String[] args)*

*{*

*TreeSet<EmpBean> s = new TreeSet<EmpBean>(new Comp()); EmpBean e1 = new EmpBean();*

*e1.setEid(111); e1.setEname("Sai"); EmpBean e2 = new EmpBean(); e2.setEid(22); e2.setEname("anu");*

*s.add(e1);*

*s.add(e2);*

*for (EmpBean e:s)*

*{System.out.println(e.eid+"---"+e.ename);*

*}*

*}*

*}*

*public class EmpBean implements Comparable<EmpBean>*

*{* *int eid;*

*String ename;*

*public void setEid(int eid)*

*{* *this.eid=eid;*

*}*

*public void setEname(String ename)*

*{* *this.ename=ename;*

*}*

*public int getEid()*

*{return eid;*

*}*

*public String getEname()*

*{return ename;*

*}*

*public int compareTo(EmpBean o)*

*{*

*if (eid==o.eid)*

*{return 0;*

*}*

*if (eid>o.eid)*

*{return 1;*

*}*

*else{return -1;}*

*}*

*};*

***Introduction to networking:-***

## networking

1. The process of connecting the resources (computers) together to share the data is called networking.
2. Java.net is package it contains number of classes by using that classes we are able to connection between the devices (computers) to share the information.
3. Java.net package provide support for the TCP (Transmission Control Protocol),UDP(user data gram protocol) protocols.
4. In the network we are having to components
   1. Sender
   2. Receiver

**Sender/source: -** the person who is sending the data is called sender. **Receiver/destination:**- the person who is receiving the data is called receiver. In the network one system can acts as a sender as well as receiver.

1. In the networking terminology everyone says client and server.
2. Client
3. Server

**Client:-** the person who is sending the request and taking the response is called client.

**Server:-** the person who is taking the request and sending the response is called server.

**Categories of network:-**

We are having two types of networks

1. Per-to-peer network.
2. Client-server network.

Client-server:-

In the client server architecture always client system behaves as a client and server system behaves as a server.

Peer-to-peer:-

In the peer to peer client system sometimes behaves as a server, server system sometimes behaves like a client the roles are not fixed.

Types of networks:-

**Intranet:-**

It is also known as a private network. To share the information in limited area range(within the organization) then we should go for intranet.

Internet:-

It is also known as public networks. Where the data maintained in a centralized server hence we are having more sharability. And we can access the data from anywhere else.

Extranet:-

This is extension to the private network means other than the organization , authorized persons able to access.

The frequently used terms in the networking:-

1. IP Address
2. URL(Uniform Resource Locator)
3. Protocol
4. Port Number
5. MAC address.
6. Connection oriented and connection less protocol
7. Socket.

Protocol:-

Protocol is a set of rules fallowed by the every computer present in the network this is useful to send the data physically from one place to another place in the network.

* + TCP(Transmission Control Protocol)(connection oriented protocol)
  + UDP (User Data Gram Protocol)(connection less protocol)
  + Telnet
  + SMTP(Simple Mail Transfer Protocol)
  + IP (Internet Protocol)

IP Address:-

1. IP Address is a unique identification number given to the computer to indentify it uniquely in the network.
2. The IP Address is uniquely assigned to the computer it is not duplicated.
3. The IP Address range is 0-255 if we are giving the other than this range that is not allowed.
4. We can identify the particular computer in the network with the help of IP Address.
5. The IP Address contains four digit number a. 125.0.4.255 > Valid

b. 124.654.5.6 > Invalid

c. 1.2.3.4.5.6 > Invalid

1. Each and every website contains its own IP Address we can access the sites through the names otherwise IP Address.

Site Name :- [www.google.com](http://www.google.com/) IP Address :- 74.125.224.72

Example:-

import java.net.\*; *import java.io.\*; class Test*

{ public static void main(String[] args) throws Exception

{ BufferedReader br=new BufferedReader(new InputStreamReader(System.in)); System.out.println("please enter site name");

String sitename=br.readLine();

InetAddress in=InetAddress.getByName(sitename); System.out.println("the ip address is:"+in);

}

}

java Test [www.google.com](http://www.google.com/)

The IP Address is:[www.google.com/74.125.236.176](http://www.google.com/74.125.236.176) java Test

[www.yahoo.com](http://www.yahoo.com/)

The IP Address is: [www.yahoo.com/ 106.10.139.246](http://www.yahoo.com/%20106.10.139.246) Java Test

Please press enter key then we will get IP Address of the system.

The IP Address is : local host/we are getting IP Address of the system

**Note:-** If the internet is not available we are getting java.net.UnKnownHostException.

URL(Uniform Resource Locator):-

1. URL is a class present in the java.net package.
2. By using the URL we are accessing some information present in the world wide web.
3. Example of URL is:-

http://www.Saanvisoft.com:10/Corejava\_rattaiah.asp
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Protocol path port path The URL contains information like

* 1. Protocol to use **http://**
  2. Server name/IP address [**www.Saanvisoft.com**](http://www.durgasoft.com/)
  3. Port number of the particular application and it is optional(:10)
  4. File name or directory name **Corejava\_rattaiah.asp**

1. To crate the object for URL we have to use the fallowing syntax
   1. URL obj=new URL(String protocol, String host, int port, String path);
   2. URL obj=new URL(String protocol, String host, String path);

***Example:-***

import java.net.\*; class Test

{ public static void main(String[] args) throws Exception

{ URL url=new URL("http://www.Saanvisoft.com:10/index.html"); System.out.println("protocal is:"+url.getProtocol()); System.out.println("host name is:"+url.getHost()); System.out.println("port number is:"+url.getPort()); System.out.println("path is:"+url.getPath()); System.out.println(url);

}

}

***Communication using networking :-***

In the networking it is possible to do two types of communications.

1. Connection oriented(TCP/IP communication)
2. Connection less(UDP Communication)

Connection Oriented:-

1. In this type of communication we are using combination of two protocols TCP,IP.
2. In this type of communication the main purpose of the TCP is transferred in the form of packets between the source and destination. And the main purpose of the IP is finding address of a particular system.

To achieve the fallowing communication the java peoples are provided the fallowing classes.

* 1. Socket
  2. ServerSocket

Layers of the TCP/IP connection.
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**Application Layer**:- Takes the data from the application and sends it to the TCP layer.

TCP Protocol:-

it will take the data which is coming from Application Layer and divides in to small units called Packets. Then transfer those packets to the next layer called IP. The packet contains group of bytes of data.

**IP:-** It will take the packets which is coming from TCP and prepare envelop called ‘frames’ hence the frame contains the group of packets. Then it will identify the particular target machine on the basis of the IP address and sent that frames to the physical layer.

**Physical Layer:-**Based on the physical medium it will transfer the data to the target machine.

Connection Less :- (UDP)

1. UDP is a protocol by using this protocol we are able to send data without using Physical Connection.
2. This is a light weight protocol because no need of the connection between the client and server .
3. This is very fast communication compare to the TCP/IP communication.
4. This protocol not sending the data inn proper order there may be chance of missing the data.
5. This communication used to send the Audio and Video data if some bits are lost but we are able to see the video and images we are getting any problems.

To achieve the UDP communication the java peoples are provided the fallowing classes.

* 1. DataGrampacket.
  2. DataGramSocket.

Socket:-

1. Socket is used to create the connection between the client and server.
2. Socket is nothing but a combination of IP Address and port number.
3. The socket is created at client side.
4. Socket is class present in the java.net package
5. It is acting as a communicator between the client and server.
6. Whenever if we want to send the data first we have to create a socket that is acts as a medium.

Create the socket
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Server IP Address. Server port number.

* 1. Socket s=new Socket(String HostName, int PortNumber);
     1. Socket s=new Socket(Saanvisoft,123);

***Client.java:-*** *import java.net.\*; import java.io.\*; class Client*

{ public static void main(String[] args)throws Exception

{ Socket s=new Socket("localhost",5555); String str="Sai from client"; OutputStream os=s.getOutputStream(); PrintStream ps=new PrintStream(os); ps.println(str);

InputStream is=s.getInputStream();

BufferedReader br=new BufferedReader(new InputStreamReader(is)); String str1=br.readLine();

System.out.println(str1);

}

}

***Server.java:-*** *import java.io.\*; import java.net.\*; class Server*

{ public static void main(String[] args) throws Exception

*{* ***//to read the data from client*** *ServerSocket ss=new ServerSocket(5555); Socket s=ss.accept();*

System.out.println("connection is created "); InputStream is=s.getInputStream();

BufferedReader br=new BufferedReader(new InputStreamReader(is)); String data=br.readLine();

System.out.println(data);

***//write the data to the client*** *data=data+"this is from server"; OutputStream os=s.getOutputStream(); PrintStream ps=new PrintStream(os); ps.println(data);*

}

}

Java.awt package

* Abstract Window Tool kit is an **API** it supports graphical user interface programming.
* By using java.awt package we are able to develop the components like

o TextFiled , Label, Button ,Checkbox ,‘adioButton…..etc

* AWT components are platform dependent it displays the application according to the view of operating system.
* By using java.awt package we are able to prepare static components to provide the dynamic nature to the component use **java.awt.event** package.**(it is a sub package of java.awt).**



1. This application not providing very good look and feel hence the normal users facing problem with these types of applications.
2. By using AWT we are preparing application these applications are called console based or CUI application.

Note

Java.awt package is used to prepare static components.

Java.awt.event package is used to provide the life to the static components.

GUI(graphical user interface):-

* 1. It is a mediator between end user and the program.
  2. AWT is a package it will provide very good predefined support to design GUI applications.

**component :-**

* The root class of java.awt package is Component class.
* Component is an object which is displayed pictorially on the screen. Ex:- Button,Label,TextField etc

**Container:-**

* it is a component in awt that contains another components like Button,TextField…etc
* Container is a sub class of Component class.
* The classes that extends container classes those classes are containers such as Frame, Dialog and Panel.

**Event:-**

The event nothing but a action generated on the component or the change is made on the state of the object.

Ex:-

Button clicked, Checkboxchecked, Itemselected in the list, Scrollbar scrolled horizontal/vertically.

Classes of AWT:-

The classes present in the AWT package.
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***Java.awt.Frame:-***

Frame is a Basic component in AWT, it contains other components like Button, TextField...etc.

There are two approaches to create a frame

1. ***By extending Frame class.***
2. ***By creating Object of Frame class.***

Constructors:-

Frame f=new Frame();

Frame f=new Frame("MyFrame");

Characteristics of the Frame:-

* When we create a Frame class object the Frame will be created automatically with invisible mode so to provide visible nature to the frame use setVisible() method of Frame class.

***public void setVisible(boolean b)***

where b==true visible mode b==false means invisible mode.

* When we created a Frame the initial size of the Frame is 0 pixel heights & 0 pixel width so it is not visible to use. To provide particular size to the Frame we have to use setSize() method.

***public void setSize(int width,int height)***

* To provide title to the Frame use. ***public void setTitle(String Title)***
* When we create a Frame, the default background color of the Frame is white. If you want to provide particular color to the Frame we have to use the following method.

***public void setBackground(color c)***

***Example-1 :- creation of Frame By creating Object of Frame class.***

import java.awt.\*; class Demo

{ public static void main(String[] args)

*{* *Frame f=new Frame();* ***//frame creation***

*f.setVisible(true);* ***//now frame is visible by default not visible*** *f.setSize(400,400);* ***//set the size of the frame*** *f.setBackground(Color.red);* ***//set the background***

*f.setTitle("myframe");* ***//set the title of the frame***

}

};

\*\*\*CRATION OF FRAME BY TAKING USER DEFINED CLASS\*\*\*\*

import java.awt.\*;

class MyFrame extends Frame

{ MyFrame()

{ setVisible(true); setSize(500,500); setTitle("myframe"); setBackground(Color.red);

}

}

class Demo

{ public static void main(String[] args)

{ MyFrame f=new MyFrame();

}

};

To display text on the screen:-

1. If you want to display some textual message or some graphical shapes on the Frame then we have to override paint(), which is present in the Frame class.

public void paint(Graphics g)

1. To set a particular font to the text,we have to use Font class present in java.awt package Font f=new Font(String type,int style,int size);

Ex: Font f= new Font("arial",Font.Bold,30);

Ex :-

import java.awt.\*;

class Test extends Frame

{

public static void main(String[] args)

{

Test t=new Test(); t.setVisible(true); t.setSize(500,500); t.setTitle("myframe"); t.setBackground(Color.red);

}

public void paint(Graphics g)

{

}

}

Note:-

Font f=new Font("arial",Font.ITALIC,25); g.setFont(f);

g.drawString("hi Sai how r u",100,100);

* 1. When we create a MyFrame class constructor,jvm executes MyFrame class construcor just before this JVM has to execute Frame class zero argument constructor.
  2. In Frame class zero argument constructor repaint() method will be executed, it will access predefined Frame class paint() method. But as per the requirement overriding paint() method will be executed.
  3. Therefore the paint() will be executed automatically at the time of Frame creation.

Preparation of the components:- Label: -

1. Label is a constant text which is displayed along with a TextField or TextArea.
2. Label is a class which is present in java.awt package.
3. To display the label we have to add that label into the frame for that purpose we have to use add() method present in the Frame class.

Constructor:-

Label l=new Label();

Label l=new Label(“user name”);

Ex :-

import java.awt.\*;

class Test

{

![](data:image/jpeg;base64,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)public static void main(String[] args)

{

Frame f=new Frame(); f.setVisible(true); f.setTitle("Sai"); f.setBackground(Color.red); f.setSize(400,500);

Label l=new Label("user name:"); f.add(l);

}

}

TextField:-

* TextField is an editable area and it is possible to provide single line of text.
* Enter Button doesn’t work on TextField.
  + To set Text to the textarea we have to use ***t.setText(“Saanvi”);***
  + To get the text form the TextArea we have to use ***String s=t.getText();***
  + To append text into the TextArea ***t.appendText("Sai");***

Constructor:-

TextFiled tx=new TextFiled(); TextField tx=new TextField(“Sai”);

Ex :-
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{ public static void main(String[] args)

{ Frame f=new Frame(); f.setVisible(true); f.setTitle("Sai"); f.setBackground(Color.red); f.setSize(400,500);

//TextField tx=new TextField(); empty TextField TextField tx=new TextField("Sai");

//TextField with data

f.add(tx);

}

}

**TextArea:-** TextArea is a Editable Area & enter button will work on TextArea.

***TextArea t=new TextArea();***

***TextArea t=new TextArea(int rows,int columns);***

* To set Text to the textarea we have to use ***ta.setText(“Saanvi”);***
* To get the text form the TextArea we have to use ***String s=ta.getText();***
* To append the text into the TextArea *use* **ta.appendText("Sai");**

import java.awt.\*; class Test

{ public static void main(String[] args)

|  |  |  |
| --- | --- | --- |
|  | { | Frame f=new Frame(); |
|  |  | f.setVisible(true); |
|  |  | f.setTitle("Sai"); |
|  |  | f.setBackground(Color.red); |
|  |  | f.setSize(400,500); |
|  |  | f.setLayout(new FlowLayout()); |
|  |  | Label l=new Label("user name:"); |
|  |  | TextArea tx=new TextArea(4,10);//4 character height 10 character width |
|  |  | tx.appendText("Sai"); |
|  |  | tx.setText("aruna"); |
|  |  | System.out.println(tx.getText()); |
|  |  | f.add(l); |
|  |  | f.add(tx); |
|  |  | } |
| } |  |  |
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**Choice:**- List is allows to select multiple items but choice is allow to select single Item.

***Choice ch=new Choice();***

Methods :-

1. To add items to the choice use add() method.
2. To remove item from the choice based on String use remove()method. ***choice.remove(“HYD”);***
3. To remove the item based on the index position use ***choice.remove(2);***
4. To remove the all elements ***ch.removeAll();***
5. To inset the data into the choice based on the particular position. ***choice.insert(2,”Sai”);***
6. To get selected item from the choice use ***String s=ch.getSelectedItem();***
7. To get the selected item index number use ***int a=ch.getSelectedIndex();***

ex:-

import java.awt.\*; class Test

{ public static void main(String[] args)

{ Frame f=new Frame(); f.setVisible(true);

f.setTitle("Sai"); f.setBackground(Color.red); f.setSize(400,500);

Choice ch=new Choice(); ch.add("c");

ch.add("cpp");
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ch.add(".net");

ch.remove(".net"); ch.remove(0); ch.insert("Sai",0); f.add(ch);

System.out.println(ch.getItem(0)); System.out.println(ch.getSelectedItem()); System.out.println(ch.getSelectedIndex());

//ch.removeAll();

}

}

**List:** List is providing list of options to select. Based on your requirement we can select any number of elements. To add the List to the frame we have to use add() method.

**CONSTRUCTOR:-**

***List l=new List();*** It will creates the list by default size is four elements.

***List l=new List(3);*** It will display the three items size and it is allow selecting the only single item.

***List l=new List(5,true);*** It will display the five items and it is allow selecting the multiple items.

Methods:-

* To add the elements to the List use ***list.add(“c”);***
* To add the elements to the List at specified index ***list.add(“Sai”,0);***
* To remove element from the List use ***list.remove(“c”);***
* To get selected item from the List use ***String x=l.get SelectedItem();***
* To get selected items from the List we have to use ***String[] x=s.getSelectedItems()***

import java.awt.\*; class Test

{ public static void main(String[] args)

|  |  |  |  |
| --- | --- | --- | --- |
| { | Frame f=new Frame(); |  | |
|  | f.setVisible(true); |
|  | f.setTitle("Sai"); |
|  | f.setBackground(Color.red); |
|  | f.setSize(400,500); |
|  | f.setLayout(new FlowLayout()); |
|  | List l=new List(4,true); |
|  | l.add("c"); l.add("cpp"); | l.add("java"); | l.add(".net"); |
|  | l.add("Sai"); l.add("arun",0); | l.remove(0); | f.add(l); |

System.out.println(l.getSelectedItem());

}

}

![](data:image/jpeg;base64,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)

**Checkbox: - The** user can select more than one checkbox at a time.

1. Checkbox cb1=new CheckBox();
2. Checkbox cb2=new CheckBox(“MCA”);
3. Checkbox cb3=new CheckBox(“BSC”,true);

Methods:-

1. To set a label to the CheckBox explicitly use ***cb.setLabel(“BSC”);***
2. To get the label of the checkbox use ***String str=cb.getLabel();***
3. To get state of the CheckBox use ***Boolean b=ch.getState();***

Ex:-

import java.awt.\*; class Test

{ public static void main(String[] args)

|  |  |  |
| --- | --- | --- |
|  | { | Frame f=new Frame(); |
|  |  | f.setVisible(true); |
|  |  | f.setTitle("Sai"); |
|  |  | f.setBackground(Color.red); |
|  |  | f.setSize(400,500); |
|  |  | Checkbox cb1=new Checkbox("BTECH",true); |
|  |  | f.add(cb1); |
|  |  | System.out.println(cb1.getLabel()); |
|  |  | System.out.println(cb1.getState()); |
|  |  | } |
| } |  |  |
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RADIO BUTTON:

* AWT does not provide any predefined support to create RadioButtons.
* It is possible to select Only item from group of items and we are able to create RadioButton by using two classes.
  + CheckBoxgroup
  + CheckBox

step 1**:-** Create CheckBox group object. ***CheckBoxGroup cg=new CheckBoxGroup();***

step 2**:-** pass Checkboxgroup object to the Checkbox class argument.

CheckBox cb1=new CheckBox(“male”,cg,false); CheckBox cb2=new CheckBox(“female”,cg,false);

Methods:-

1. To get the status of the RadioButton use ***String str=Cb.getState();***
2. To get Label of the RadioButton use ***String str=getLabel().***

Ex:-

import java.awt.\*; class Test

{ public static void main(String[] args)

{ Frame f=new Frame(); f.setVisible(true); f.setTitle("Sai"); f.setBackground(Color.red); f.setSize(400,500);

CheckboxGroup cg=new CheckboxGroup(); Checkbox cb1=new Checkbox("male",cg,true); f.add(cb1); System.out.println(cb1.getLabel()); System.out.println(cb1.getState());

}

}
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**Layout Managers:-** import java.awt.\*; class Test

{ public static void main(String[] args)

{ Frame f=new Frame(); f.setVisible(true); f.setTitle("Sai");

f.setBackground(Color.red); f.setSize(400,500);

Label l1=new Label("user name:"); TextField tx1=new TextField(); Label l2=new Label("password:"); TextField tx2=new TextField(); Button b=new Button("login");

f.add(l1); f.add(tx1); f.add(l2);

f.add(tx1); f.add(b);

}

}

Event delegation model:-

1. When we create a component the components visible on the screen but it is not possible to perform any action for example button.
2. Whenever we create a Frame it can be minimized and maximized and resized but it is not possible to close the Frame even if we click on Frame close Button.
3. The Frame is a static component so it is not possible to perform actions on the Frame.
4. To make static component into dynamic component we have to add some actions to the Frame.
5. To attach actions to the Frame component we need event delegation model. **Whenever we click on button no action will be performed clicking like this is called event. Event: -** Event is nothing but a particular action generated on the particular component.
6. When an event generates on the component the component is unable to respond because component can't listen the event.
7. To make the component listen the event we have to add listeners to the component.
8. Wherever we are adding listeners to the component the component is able to respond based on the generated event.
9. A listener is a interface which contain abstract methods and it is present in java.awt.event package
10. The listeners are different from component to component.

A component delegate event to the listener and listener is designates the event to appropriate method by executing that method only the event is handled. This is called Event Delegation Model.

Added listener to the component

Handling method

Click the button**(event is raised)**

component

**Delegates**

listeners

Handling method

Handling method

**Delegates Delegates Delegates**

Note: -

**To attach a particular listener to the Frame we have to use following method Public void AddxxxListener(xxxListener e)**

Where xxx may be ActionListener,windowListener

**The Appropriate Listener for the Frame is “windowListener”**

ScrollBar:-

1. By using ScrollBar we can move the Frame up and down. ScrollBar s=new ScrollBar(int type)

Type of scrollbar

* 1. VERTICAL ScrollBar
  2. HORIZONTAL ScrollBar To create a HORIZONTAL ScrollBar**:-**

ScrollBar sb=new ScrollBar(ScrollBar.HORIZONTAL);

To get the current position of the scrollbar we have to use the following method. public int getValue()

To create a VERTICAL ScrollBar**:-**

ScrollBar sb=new ScrollBar(ScrollBar.VERTICAL);

Appropriate Listeners for Components:-

GUI Component Event Name Listner Name Lisener Methods

1. Frame Window Event Window Listener 1.Public Void WindowOpened(WindowEvent e)
2. Public Void WindowActivated(WindowEvent e) 3.Public Void WindowDeactivated(WindowEvent e) 4.Public Void WindowClosing(WindowEvent e) 5.Public Void WindowClosed(WindowEvent e) 6.Public Void WindowIconfield(WindowEvent e) 7.Public Void WindowDeiconified(WindowEvent e)

|  |  |  |  |
| --- | --- | --- | --- |
| 2.Textfield | ActionEvent | ActionListener | 1.Public Void Actionperformed(ActionEvent ae) |
| 3.TextArea | ActionEvent | ActionListener | 1.Public Void Actionperformed(ActionEvent ae) |
| 4.Menu | ActionEvent | ActionListener | 1.Public Void Actionperformed(ActionEvent ae) |
| 5.Button | ActionEvent | ActionListener | 1.Public Void Actionperformed(ActionEvent ae) |
| 6.Checkbox | ItemEvent | ItemListener | 1.Public Void ItemStatechanged(ItemEvent e) |
| 7.Radio | ItemEvent | ItemListener | 1.Public Void ItemStatechanged(ItemEvent e) |
| 8.List | ItemEvent | ItemListener | 1.Public Void ItemStatechanged(ItemEvent e) |
| 9.Choice | ItemEvent | ItemListener | 1.Public Void ItemStatechanged(ItemEvent e) |

10.Scrollbar AdjustmentEvent AdjustmentListener 1.Public Void AdjustementValueChanged

(AdjustementEvent e)

|  |  |  |  |
| --- | --- | --- | --- |
| 11.Mouse | MouseEvent | MouseListener | 1.Public Void MouseEntered(MouseEvent e) |
|  |  |  | 1. Public Void MouseExited(MouseEvent e) 2. Public Void MousePressed(MouseEvent e) 4.Public Void MouseReleased(MouseEvent e) 5.Public Void MouseClicked(MouseEvent e) |

1. Keyboard KeyEvent KeyListener 1.Public Void KeyTyped(KeyEvent e)

2.Public Void KeyPressed(KeyEvent e) 3.Public Void KeyReleased(KeyEvent e)

\*\*\*PROVIDING CLOSING OPTION TO THE FRAME\*\*\*\*

import java.awt.\*; import java.awt.event.\*;

class MyFrame extends Frame

{ MyFrame()

{ this.setSize(400,500); this.setVisible(true); this.setTitle("myframe");

this.addWindowListener(new myclassimpl());

}

}

class myclassimpl implements WindowListener

{ public void windowActivated(WindowEvent e)

{ System.out.println("window activated");

}

public void windowDeactivated(WindowEvent e)

{ System.out.println("window deactivated");

}

public void windowIconified(WindowEvent e)

{ System.out.println("window iconified");

}

public void windowDeiconified(WindowEvent e)

{ System.out.println("window deiconified");

}

public void windowClosed(WindowEvent e)

{ System.out.println("window closed");

}

public void windowClosing(WindowEvent e)

{ System.exit(0);

}

public void windowOpened(WindowEvent e)

{ System.out.println("window Opened");

}

};

class Demo

{ public static void main(String[] args)

{ MyFrame f=new MyFrame();

}

};

\*\*PROVIDING CLOSEING OPTION TO THE FRAME\*\*\*

import java.awt.\*; import java.awt.event.\*;

class MyFrame extends Frame

{ MyFrame()

{ this.setVisible(true); this.setSize(500,500); this.setBackground(Color.red); this.setTitle("rattaiah");

this.addWindowListener(new Listenerimpl());

}

};

class Listenerimpl extends WindowAdapter

{ public void windowClosing(WindowEvent we)

{ System.exit(0);

}

};

class Demo

{ public static void main(String[] args)

{ MyFrame f=new MyFrame();

}

};

Note ;- by using WindowAdaptor class we can close the frame. Internally WindowAdaptor class implements WindowListener interface. Hence WindowAdaptor class contains empty implementation of abstract methods.

\*\*\*PROVIDING CLOSEING OPTION THE FRAME\*\*\*\*\*\*

import java.awt.\*; import java.awt.event.\*;

class MyFrame extends Frame

{ MyFrame()

{ this.setVisible(true); this.setSize(500,500); this.setBackground(Color.red); this.setTitle("rattaiah");

this.addWindowListener(new WindowAdapter()

{

public void windowClosing(WindowEvent we)

{ System.exit(0);

} });

}

}

class FrameEx

{ public static void main(String[] args)

{ MyFrame f=new MyFrame();

}

};

\*\*\*WRITE SOME TEXT INTO THE FRAME\*\*\*\*\*\*\*\* import java.awt.\*;

class MyFrame extends Frame

{ MyFrame()

{ this.setVisible(true); this.setSize(500,500); this.setBackground(Color.red); this.setTitle("rattaiah");

}

public void paint(Graphics g)

{ Font f=new Font("arial",Font.BOLD,20); g.setFont(f); this.setForeground(Color.green); g.drawString("HI BTECH ",100,100); g.drawString("good boys &",200,200); g.drawString("good girls",300,300);

}

}

class FrameEx

{ public static void main(String[] args)

{ MyFrame f=new MyFrame();

}

};

\*\*\*\*\*\*\*\*LAYOUT MACHANISUMS FLOWLAYOUT\*\*\*\*\*\*\*\*\*\* import java.awt.\*;

import java.awt.event.\*;

class MyFrame extends Frame

{ Label l1,l2; TextField tx1,tx2; Button b; MyFrame()

{ this.setVisible(true); this.setSize(340,500); this.setBackground(Color.green); this.setTitle("rattaiah");

l1=new Label("user name:"); l2=new Label("password:"); tx1=new TextField(25); tx2=new TextField(25);

b=new Button("login");

}

class Demo

tx2.setEchoChar('\*'); this.setLayout(new FlowLayout());

this.add(l1); this.add(tx1); this.add(l2); this.add(tx2); this.add(b);

}

{ public static void main(String[] args)

{ MyFrame f=new MyFrame();

}

};

\*\*\*\*\*BORDERLAYOUT\*\*\*\*\*\*\*\*\*\* import java.awt.\*;

class MyFrame extends Frame

{ Button b1,b2,b3,b4,b5; MyFrame()

{ this.setBackground(Color.green); this.setSize(400,400); this.setVisible(true); this.setLayout(new BorderLayout()); b1=new Button("Boys");

b2=new Button("Girls");

b3=new Button("management"); b4=new Button("Teaching Staff"); b5=new Button("non-teaching staff");

this.add("North",b1); this.add("Center",b2);

this.add("South",b3); this.add("East",b4); this.add("West",b5);

}

}

class Demo

{ public static void main(String[] args)

{ MyFrame f=new MyFrame();

}

};

\*\*\*\*\*\*\*\*CardLayout\*\*\*\*\*\*\*\*\*\*\*\*\* import java.awt.\*;

class MyFrame extends Frame

|  |  |  |
| --- | --- | --- |
| { | MyFrame() |  |
|  | { this.setSize(400,400); |
|  | this.setVisible(true); |
|  | this.setLayout(new CardLayout()); |
|  | Button b1=new Button("button1"); |
|  | Button b2=new Button("button2"); |
|  | Button b3=new Button("button3"); |
|  | Button b4=new Button("button4"); |
|  | Button b5=new Button("button5"); |
|  | this.add("First Card",b1); | this.add("Second Card",b2); |
|  | this.add("Thrid Card",b3); | this.add("Fourth Card",b4); |

this.add("Fifth Card",b5);

}

}

class Demo

{ public static void main(String[] args)

{ MyFrame f=new MyFrame();

}

};

\*\*\*\*\*\*\*\*GRIDLAYOUT\*\*\*\*\*\*\*\*\*\* import java.awt.\*;

class MyFrame extends Frame

{ MyFrame()

{ this.setVisible(true); this.setSize(500,500); this.setTitle("rattaiah"); this.setBackground(Color.red); this.setLayout(new GridLayout(4,4)); for (int i=0;i<10 ;i++ )

{ Button b=new Button(""+i); this.add(b);

}

}

};

class Demo

{ public static void main(String[] args)

{ MyFrame f=new MyFrame();

}

};

\*\*\*\*\*\*\*\*\*ACTIONLISTENER\*\*\*\*\*\*\*\*\*\* import java.awt.\*;

import java.awt.event.\*;

class myframe extends Frame implements ActionListener

{ TextField tx1,tx2,tx3; Label l1,l2,l3; Button b1,b2; int result;

myframe()

{ this.setSize(250,400); this.setVisible(true); this.setLayout(new FlowLayout()); l1=new Label("first value"); l2=new Label("second value"); l3=new Label("result");

tx1=new TextField(25); tx2=new TextField(25);

tx3=new TextField(25);

b1=new Button("add"); b2=new Button("mul");

b1.addActionListener(this); b2.addActionListener(this);

|  |  |  |
| --- | --- | --- |
| this.add(l1); | this.add(tx1); | this.add(l2); |
| this.add(tx2); | this.add(l3); | this.add(tx3); |
| this.add(b1); | this.add(b2); |  |

}

public void actionPerformed(ActionEvent e)

{ try{

int fval=Integer.parseInt(tx1.getText()); int sval=Integer.parseInt(tx2.getText()); String label=e.getActionCommand();

if (label.equals("add"))

{ result=fval+sval;

}

if (label.equals("mul"))

{ result=fval\*sval;

}

tx3.setText(""+result);

}

catch(Exception ee)

{

ee.printStackTrace();

}

}

};

class Demo

{ public static void main(String[] args)

{ myframe f=new myframe();

}

};

\*\*\*\*\* LOGIN STATUS\*\*\*\*\*\*\*\*\* import java.awt.\*;

import java.awt.event.\*;

class MyFrame extends Frame implements ActionListener

{ Label l1,l2; TextField tx1,tx2; Button b;

String status=""; MyFrame()

{ setVisible(true); setSize(400,400);

setTitle("girls"); setBackground(Color.red); l1=new Label("user name:"); l2=new Label("password:"); tx1=new TextField(25); tx2=new TextField(25);

b=new Button("login"); b.addActionListener(this); tx2.setEchoChar('\*');

this.setLayout(new FlowLayout());

this.add(l1); this.add(tx1); this.add(l2); this.add(tx2); this.add(b);

}

public void actionPerformed(ActionEvent ae)

{ String uname=tx1.getText(); String upwd=tx2.getText();

if (uname.equals("Saanvi")&&upwd.equals("dss"))

|  |  |  |
| --- | --- | --- |
| { | status="login success"; | } |
| else |  |  |
| { | status="login failure"; | } |
| repaint(); |  |  |

}

public void paint(Graphics g)

{

Font f=new Font("arial",Font.BOLD,30); g.setFont(f); this.setForeground(Color.green); g.drawString("Status "+status,50,300);

}

}

class Demo

{ public static void main(String[] args)

{ MyFrame f=new MyFrame();

}

};

\*\*\*\*\*\*MENUITEMS\*\*\*\*\*\*\*\*\*\*\*\*

import java.awt.\*; import java.awt.event.\*;

class MyFrame extends Frame implements ActionListener

String label=""; MenuBar mb; Menu m1,m2,m3;

MenuItem mi1,mi2,mi3; MyFrame()

{ this.setSize(300,300); this.setVisible(true); this.setTitle("myFrame"); this.setBackground(Color.green);

mb=new MenuBar(); this.setMenuBar(mb);

m1=new Menu("new"); m2=new Menu("option"); m3=new Menu("edit"); mb.add(m1);

mb.add(m2);

mb.add(m3);

mi1=new MenuItem("open"); mi2=new MenuItem("save"); mi3=new MenuItem("saveas");

mi1.addActionListener(this); mi2.addActionListener(this); mi3.addActionListener(this);

m1.add(mi1);

m1.add(mi2);

m1.add(mi3);

}

public void actionPerformed(ActionEvent ae)

{

label=ae.getActionCommand(); repaint();

}

public void paint(Graphics g)

{

Font f=new Font("arial",Font.BOLD,25); g.setFont(f);

g.drawString("Selected item "+label,50,200);

}

}

class Demo

public static void main(String[] args)

{

MyFrame f=new MyFrame();

}

};

\*\*\*\*\*MOUSELISTENER INTERFACE\*\*\*\*\*\*\*\*\*\*

import java.awt.\*; import java.awt.event.\*;

class myframe extends Frame implements MouseListener

{ String[] msg=new String[5]; myframe()

{ this.setSize(500,500); this.setVisible(true); this.addMouseListener(this);

}

public void mouseClicked(MouseEvent e)

{ msg[0]="mouse clicked. ("+e.getX()+","+e.getY()+")";

repaint();

}

public void mousePressed(MouseEvent e)

{ msg[1]="mouse pressed. ("+e.getX()+","+e.getY()+")";

repaint();

}

public void mouseReleased(MouseEvent e)

{ msg[2]="mouse released ("+e.getX()+","+e.getY()+")";

repaint();

}

public void mouseEntered(MouseEvent e)

{ msg[3]="mouse entered. ("+e.getX()+","+e.getY()+")";

repaint();

}

public void mouseExited(MouseEvent e)

{ msg[4]="mouse exited ("+e.getX()+","+e.getY()+")";

repaint();

}

public void paint(Graphics g)

{ int X=50; int Y=100;

for(int i=0;i<msg.length;i++)

{ if (msg[i]!=null)

{ g.drawString(msg[i],X,Y); Y=Y+50;

}

}

}

};

class Demo

{ public static void main(String[] args)

{ myframe f=new myframe();

}

};

\*\*\*\*\*\*\*ITEMLISTENER INTERFACE\*\*\*\*\*\*\*\*\*\* import java.awt.\*;

import java.awt.event.\*;

class myframe extends Frame implements ItemListener

{ String qual="",gen=""; Label l1,l2; CheckboxGroup cg; Checkbox c1,c2,c3,c4,c5; Font f;

myframe()

{ this.setSize(300,400); this.setVisible(true); this.setLayout(new FlowLayout());

l1=new Label("Qualification: "); l2=new Label("Gender: ");

c1=new Checkbox("BSC"); c2=new Checkbox("BTECH"); c3=new Checkbox("MCA");

cg=new CheckboxGroup();

c4=new Checkbox("Male",cg,false); c5=new Checkbox("Female",cg,true);

c1.addItemListener(this); c2.addItemListener(this); c3.addItemListener(this); c4.addItemListener(this); c5.addItemListener(this);

this.add(l1); this.add(c1); this.add(c2);

this.add(c3); this.add(l2); this.add(c4); this.add(c5);

}

public void itemStateChanged(ItemEvent ie)

{ if(c1.getState()==true)

{ qual=qual+c1.getLabel()+",";

}

if(c2.getState()==true)

{ qual=qual+c2.getLabel()+",";

}

if(c3.getState()==true)

{ qual=qual+c3.getLabel()+",";

}

if(c4.getState()==true)

{ gen=c4.getLabel();

}

if(c5.getState()==true)

{ gen=c5.getLabel();

}

repaint();

}

public void paint(Graphics g)

{ Font f=new Font("arial",Font.BOLD,20); g.setFont(f); this.setForeground(Color.green);

g.drawString("qualification >"+qual,50,100);

g.drawString("gender >"+gen,50,150);

qual="";

gen="";

}

}

class rc

{ public static void main(String[] args)

{ myframe f=new myframe();

}

};

\*\*\*\*\*\*\*\*\*KEYLISTENER INTERFACE\*\*\*\*\*\*\*\*\*\*\* import java.awt.\*;

import java.awt.event.\*; class myframe extends Frame

{ myframe()

{ this.setSize(400,400); this.setVisible(true); this.setBackground(Color.green); this.addKeyListener(new keyboardimpl());

}

};

class keyboardimpl implements KeyListener

{ public void keyTyped(KeyEvent e)

{ System.out.println("key typed "+e.getKeyChar());

}

public void keyPressed(KeyEvent e)

{ System.out.println("key pressed "+e.getKeyChar());

}

public void keyReleased(KeyEvent e)

{ System.out.println("key released "+e.getKeyChar());

}

}

class Demo

{ public static void main(String[] args)

{ myframe f=new myframe();

}

};

\*\*\*\*\*\*\*\*\*\*\*CHECK LIST AND CHOICE\*\*\*\*\*\*\*\*\*\*\*\* import java.awt.\*;

import java.awt.event.\*;

class myframe extends Frame implements ItemListener

{ Label l1,l2; List l; Choice ch;

String[] tech; String city=""; myframe()

{ this.setSize(300,400); this.setVisible(true); this.setLayout(new FlowLayout());

l1=new Label("Technologies: "); l2=new Label("City: ");

l=new List(3,true);

l.add("c"); l.add("c++"); l.add("java"); l.addItemListener(this);

ch=new Choice();

ch.add("hyd"); ch.add("chenni"); ch.add("Banglore"); ch.addItemListener(this);

this.add(l1); this.add(l); this.add(l2); this.add(ch);

}

public void itemStateChanged(ItemEvent ie)

{ tech=l.getSelectedItems(); city=ch.getSelectedItem(); repaint();

}

public void paint(Graphics g)

{ Font f=new Font("arial",Font.BOLD,20); g.setFont(f);

String utech="";

for(int i=0;i<tech.length ;i++ )

{ utech=utech+tech[i]+" "; }

g.drawString("tech "+utech,50,200);

g.drawString("city "+city,50,300);

utech="";

}

}

class Demo

{ public static void main(String[] args)

{ myframe f=new myframe();

}

};

\*\*\*\*\*\*\*\*\*AdjustmentListener\*\*\*\*\*\*\*\*\*\* import java.awt.\*;

import java.awt.event.\*;

class myframe extends Frame implements AdjustmentListener

{ Scrollbar sb; int position; myframe()

{ this.setSize(400,400); this.setVisible(true); this.setLayout(new BorderLayout());

sb=new Scrollbar(Scrollbar.VERTICAL); this.add("East",sb);

sb.addAdjustmentListener(this);

}

public void adjustmentValueChanged(AdjustmentEvent e)

{ position=sb.getValue();

}

public void paint(Graphics g)

{ g.drawString("position:"+position,100,200); repaint();

}

}

class scrollbarex

{ public static void main(String[] args)

{ myframe f=new myframe();

}

};

SWINGS

* 1. *Sun Micro Systems introduced AWT to prepare GUI applications but awt components not satisfy the client requirement.*
  2. *An alternative to AWT Netscape Communication has provided set of GUI components in the form of IFC(Internet Foundation Class) but IFC also provide less performance and it is not satisfy the client requirement.*
  3. *In the above context[sun+Netscape] combine and introduced common product to design GUI applications.*

**Differences between awt and Swings:**

* AWT components are heavyweight component but swing components are light weight component.
* AWT components consume more number of system resources Swings consume less number of system resources.
* AWT components are platform dependent but Swings are platform independent.
* AWT is provided less number of components where as swings provides more number of components.
* AWT doesn’t provide Tooltip Test support but swing components have provided Tooltip test support.

in awt for only window closing : windowListener windowAdaptor In case of swing use small piece of code. f.setDefaultCloseOption(JFrame.EXIT-ON-CLOSE);

* AWT will not follow MVC but swing follows MVC Model View Controller It is a design pattern to provide clear separation b/w controller part,model part,view part.
  + Controller is a normal java class it will provide controlling.
  + View part provides presentation.
  + Model part provides required logic.
* In case of AWT we will add the GUI components in the Frame directly but Swing we will add all GUI components to panes to accommodate GUI components.

Classes of swing:-

![](data:image/png;base64,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)

Example :-

import java.awt.\*; import javax.swing.\*;

class MyFrame extends JFrame

{ JLabel l1,l2,l3,l4,l5,l6,l7; JTextField tf; JPasswordField pf; JCheckBox cb1,cb2,cb3; JRadioButton rb1,rb2; JList l;

JComboBox cb; JTextArea ta; JButton b; Container c;

*MyFrame()* ***//constructor***

{

this.setVisible(true); this.setSize(150,500);

this.setTitle("SWING GUI COMPONENTS EXAMPLE");

this.setDefaultCloseOperation(JFrame.EXIT\_ON\_CLOSE); c=this.getContentPane();

c.setLayout(new FlowLayout()); c.setBackground(Color.green); l1=new JLabel("User Name"); l2= new JLabel("password"); l3= new JLabel("Qualification"); l4= new JLabel("User Gender"); l5= new JLabel("Technologies"); l6= new JLabel("UserAddress"); l7= new JLabel("comments"); tf=new JTextField(15); tf.setToolTipText("TextField"); pf=new JPasswordField(15);

pf.setToolTipText("PasswordField"); cb1=new JCheckBox("BSC",false); cb2=new JCheckBox("MCA",false); cb3=new JCheckBox("PHD",false); rb1=new JRadioButton("Male",false); rb2=new JRadioButton("Female",false); ButtonGroup bg=new ButtonGroup(); bg.add(rb1); bg.add(rb2); String[] listitems={"cpp","c","java"}; l=new JList(listitems);

String[] cbitems={"hyd","pune","bangalore"}; cb=new JComboBox(cbitems);

ta=new JTextArea(5,20); b=new JButton("submit");

c.add(l1); c.add(tf); c.add(l2); c.add(pf);

|  |  |  |  |
| --- | --- | --- | --- |
| *c.add(l3);* | *c.add(cb1);* | *c.add(cb2);* | *c.add(cb3);* |
| *c.add(l4);* | *c.add(rb1);* | *c.add(rb2);* | *c.add(l5);* |
| *c.add(l);* | *c.add(l6);* | *c.add(cb);* | *c.add(l7);* |
| *c.add(ta);* | *c.add(b);* |  |  |
| *}* |  |  |  |

}

class SwingDemo

{ public static void main(String[] args)

{ MyFrame f=new MyFrame();

}

};

\*\*\*\*\*\*\*\*JCOLORCHOOSER\*\*\*\*\*\*\*\*\*\*\* import java.awt.\*;

import java.awt.event.\*; import javax.swing.\*; import javax.swing.event.\*;

class MyFrame extends JFrame implements ChangeListener

{ JColorChooser cc; Container c; MyFrame()

{ this.setVisible(true); this.setSize(500,500);

this.setTitle("SWING GUI COMPONENTS EXAMPLE");

this.setDefaultCloseOperation(JFrame.EXIT\_ON\_CLOSE); c=getContentPane();

cc=new JColorChooser(); cc.getSelectionModel().addChangeListener(this); c.add(cc);

}

public void stateChanged(ChangeEvent c)

{ Color color=cc.getColor(); JFrame f=new JFrame(); f.setSize(400,400); f.setVisible(true);

f.getContentPane().setBackground(color);

}

}

class Demo

{ public static void main(String[] args)

{ MyFrame f=new MyFrame();

}

};

\*\*\*\*\*\*\*\*JFILECHOOSER\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

import java.io.\*; import java.awt.\*;

import java.awt.event.\*; import javax.swing.\*; import javax.swing.event.\*;

class MyFrame extends JFrame implements ActionListener

{ JFileChooser fc;

Container c;

JLabel l;

JTextField tf;

JButton b;

MyFrame()

{ this.setVisible(true); this.setSize(500,500);

this.setTitle("SWING GUI COMPONENTS EXAMPLE");

this.setDefaultCloseOperation(JFrame.EXIT\_ON\_CLOSE); c=getContentPane();

l=new JLabel("Select File:"); tf=new JTextField(25); b=new JButton("BROWSE");

this.setLayout(new FlowLayout()); b.addActionListener(this);

c.add(l); c.add(tf); c.add(b);

}

public void actionPerformed(ActionEvent ae)

{ class FileChooserDemo extends JFrame implements ActionListener

{ FileChooserDemo()

{ Container c=getContentPane(); this.setVisible(true); this.setSize(500,500);

fc=new JFileChooser(); fc.addActionListener(this); fc.setLayout(new FlowLayout()); c.add(fc);

}

public void actionPerformed(ActionEvent ae)

{ File f=fc.getSelectedFile();

String path=f.getAbsolutePath(); tf.setText(path); this.setVisible(false);

}

}

new FileChooserDemo();

}

}

class Demo

{ public static void main(String[] args)

{ MyFrame f=new MyFrame();

}

};

\*\*\*\*\*\*\*\*JTABLE\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* import javax.swing.\*;

import java.awt.\*;

import javax.swing.table.\*; class Demo1

{ public static void main(String[] args)

{JFrame f=new JFrame(); f.setVisible(true); f.setSize(300,300);

Container c=f.getContentPane();

String[] header={"ENO","ENAME","ESAL"};

Object[][] body={{"111","aaa",5000},{"222","bbb",6000},{"333","ccc",7000},{"444","ddd",8000}};

JTable t=new JTable(body,header); JTableHeader th=t.getTableHeader(); c.setLayout(new BorderLayout()); c.add("North",th);

c.add("Center",t);

}

}

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*APPLET\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* import java.awt.\*;

import java.applet.\*;

public class Demo2 extends Applet

{

public void paint(Graphics g)

{

Font f=new Font("arial",Font.BOLD,20); g.setFont(f);

g.drawString("Saanvi Software Solutions",100,200);

}

};

***Configuration of Applet:-***

<html>

<applet code="Demo2.class" width="500" height="500">

</applet>

</html>

\*\*\*\*\*\*\*INIT() START() STOP() DESTROY()\*\*\*\*\*\*\*\*\*\*\*\*\* import java.awt.\*;

import java.applet.\*;

public class Demo3 extends Applet

{ String msg="";

public void paint(Graphics g)

{ Font f=new Font("arial",Font.BOLD,20); g.setFont(f);

g.drawString("Saanvi Software Solutions "+msg,100,200);

};

<html>

*}*

public void init()

{ msg=msg+"initialization"+" ";

}

public void start()

{ msg=msg+"starting"+" ";

}

public void stop()

{ msg=msg+"stoping";

}

public void destroyed()

{ msg=msg+"destroyed";

}

<applet code="Demo3.class" width="500" height="500">

</applet>

</html>

***INTERNATIONALIZATION (i18N)***

***I18N enables the application to support in different languages.***

* *Internationalization is also called as i18n because in between I & n 18 words are present.*
* *By using Locale class and ResourceBundle class we are enable I18n on the application.*
* *Local is nothing but language + country.*
* *For making your application to support I18n we need to prepare local specific properties*

*file it means for English one properties file & hindi one properties file …etc.*

* *The property file format is key = value*
* *The properties file name fallowed pattern bundlenamewith language code and country code.*

o *ApplicationMessages\_en\_US.properties*.

* *In single web application contains different properties file all the properties files key must be same and values are changed local to Locale.*

Java.util.Locale:-

* *Locale Object is decide properties file based on argument you passed and then it display locale specific details based on Properties file entry.*

Locale l = new Locale(args[0],args[1]); Locale l = new Locale(en,US);

***D:\5batch>javap java.util.Locale***

*Compiled from "Locale.java"*

*public final class java.util.Locale extends java.lang.Object i public static final java.util.Locale ENGLISH;*

*public static final java.util.Locale FRENCH; public static final java.util.Locale GERMAN; public static final java.util.Locale ITALIAN; public static final java.util.Locale JAPANESE; public static final java.util.Locale KOREAN; public static final java.util.Locale CHINESE;*

*public static final java.util.Locale SIMPLIFIED\_CHINESE; public static final java.util.Locale TRADITIONAL\_CHINESE; public static final java.util.Locale FRANCE;*

*public static final java.util.Locale GERMANY; public static final java.util.Locale ITALY; public static final java.util.Locale JAPAN; public static final java.util.Locale KOREA; public static final java.util.Locale CHINA; public static final java.util.Locale PRC;*

*public static final java.util.Locale TAIWAN; public static final java.util.Locale UK; public static final java.util.Locale US; public static final java.util.Locale CANADA;*

![](data:image/png;base64,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)*public static final java.util.Locale CANADA\_FRENCH;*

To get particular language and country code use fallowing example:-

*import java.util.\*; class Test*

*{* *public static void main(String[] args)*

*{* *Locale l = Locale.FRANCE; System.out.println(l.getLanguage()); System.out.println(l.getCountry());*

*}*

*}*

***D:\5batch>java Test fr***

***FR***

Java.util.ResourceBundle:-

*Creates ResourceBundle object by passing Local object then by using ResourceBoundle we are able to get data form properties file that is decide by Locale.*

* *It is possible to create ResourceBundle Object without specifying Locale it will take default properties file with default language.*

ResourceBundle bundle1 = ResourceBundle.getBundle("Application");

* *It is possible to create ResourceBundle Object by specifying default Locale object.*

ResourceBundle bundle2 = ResourceBundle.getBundle("Application",Locale.FRANCE);

* *It is possible to create ResourceBundle object by creating new user Locale Object*

***ResourceBundle bundle3 = ResourceBundle.getBundle("Application",new Locale("Sai","SAI"));***

Application 1:-

***Steps to design application:-***

Step-1:- prepare properties files to support different languages and countries.

*Application.properties* *default properties file(base properties file)*

*Application\_fr\_FR.properties* *French properties file Allication\_Sai\_SAI.properties* *Sai country properties file*

Step 2:- create locale object it identified particular language and country and it decides execution of properties file.

*Locale l = new Locale(“en”,”US”);*

The above statement specify language is English and country united states

Locale l = new Locale("fr","CA"); Locale x = new Locale("fr","FR");

The above two locales specifies France language in Canada & France

*Instead of hard coding language name and country name get the values from command prompt at runtime.*

*Public static void main(String[ ] args)*

*{* *Locale l = new Locale(args[0],args[1]);*

*}*

D:\5batch>java Test fr FR

***Step 3:-create ResourceBundle by passing Locale object.***

//if no local is Matched this property file is executed [default property file]

*ResourceBundle bundle1 = ResourceBundle.getBundle("Application");*

//it create ResourceBundle with local that is already defined [France properties file ]

*ResourceBundle bundle2 = ResourceBundle.getBundle("Application",Locale.FRANCE);*

***Step 4:- fetch the text form ResourceBundle*** *String msg = Bundle.getString(“wish”); System.out.println(msg);*

***Application.properties:-*** *countryname = USA lang = eng*

Application\_fr\_FR.properties:-

*countryname = canada lang = france*

Allication\_Sai\_SAI.properties:-

*countryname=Sai lang= Sai*

***Test.java:-*** *import java.util.\*; class Test*

*{* *public static void main(String[] args)*

*{*

//if no local is Matched this property file is executed

*ResourceBundle bundle1 = ResourceBundle.getBundle("Application");*

//it create ResourceBundle with local that is already defined

*Locale l1 = Locale.FRANCE;*

*ResourceBundle bundle2 = ResourceBundle.getBundle("Application",l1);*

//it creates ResourceBundle with new user created Locale

*Locale l2 = new* *Locale("Sai","SAI")*

*ResourceBundle bundle3 = ResourceBundle.getBundle("Application",l2); System.out.println(bundle1.getString("countryname")+"--"+bundle1.getString("lang")); System.out.println(bundle2.getString("countryname")+"--"+bundle2.getString("lang")); System.out.println(bundle3.getString("countryname")+"--"+bundle3.getString("lang"));*

*}*

*}*

Output:- D:\5batch>java Test USA--eng

***Canada--france Sai--Sai APPLICATION 2:-***

*import java.util.\*; class Test*

*{* *public static void main(String[] args)*

{ //creates local object with the help of arguments

*Locale l = new Locale(args[0],args[1]);*

***//it creates resource bundle with local passed from as command line arguments*** *ResourceBundle bundle = ResourceBundle.getBundle("Application",l); System.out.println(bundle.getString("countryname")); System.out.println(bundle.getString("lang"));*

*}*

*}*

*D:\5batch>java Test x y USA*

*eng*

*D:\5batch>java Test fr FR canada*

*france*

*D:\5batch>java Test Sai SAI Sai*

*Sai*

Application before internationalization:-

*import java.util.\*; class Test*

*{*

*public static void main(String[] args)*

*{* *System.out.println("hello"); System.out.println("i like you"); System.out.println("i hate you");*

*}*

*}*

We are decide to print this messages in different languages like Germany, French…..etc then we must translate the code in different languages by moving the message out of source code to text file it looks the program need to be internationalized(supporting different languages).

***Application.properties:-***

wish = hello lovely = i love you angry = i hate you

***Application\_fr\_FR.properties:-***

wish = hlloe lovely = i evol you angry = i etah you

***Application\_hi\_IN.properties:-***

wish=\u0c39\u0c46\u0c32\u0c4d\u0c32\u0c4a

lovely=\u0c07 \u0c32\u0c4a\u0c35\u0c46 \u0c2f\u0c4a\u0c09 angry=\u0c07 \u0c39\u0c24\u0c46 \u0c09

import java.util.\*; class Test

{ public static void main(String[] args)

{ Locale l = new Locale(args[0],args[1]);

ResourceBundle rb = ResourceBundle.getBundle("Application",l); System.out.println(rb.getString("wish")); System.out.println(rb.getString("lovely")); System.out.println(rb.getString("angry"));

}

}

D:\5batch>java Test fr FR

D:\5batch>java Test x y hello

i love you i hate you

hlloe

i evol you i etah you

D:\5batch>java Test hi IN

??????

? ???? ???

? ??? ?

***Conversion of any language to Unicode values:-***

*Step 1:- download Unicode editor from internet* [***www.higopi.com***](http://www.higopi.com/)
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Step 2:- unzip the file and click on index.html page select language and type the words.
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**Step 3:-** copy the content and save the data in text file and while saving select **Unicode.**

![](data:image/png;base64,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)

![](data:image/jpeg;base64,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)

Step 4:- convert the above language to Unicode character format.

Syntax:- native2ascii -encoding encoding-name source-file destination-file D:\>native2ascii -encoding unicode t.txt output.txt
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***Application :- Application.properties:-*** *wish = hello*

lovely = i love you angry = i hate you

***Application\_fr\_FR.properties:-***

wish = hlloe lovely = i evol you angry = i etah you

***Application\_tl\_IN.properties:-***

wish=\u0c39\u0c46\u0c32\u0c4d\u0c32\u0c4a

lovely=\u0c07 \u0c32\u0c4a\u0c35\u0c46 \u0c2f\u0c4a\u0c09 angry=\u0c07 \u0c39\u0c24\u0c46 \u0c09

***Test.java:-***

import java.util.\*; import java.awt.\*; class Test

{ public static void main(String[] args)

{ Locale l = new Locale(args[0],args[1]);

*ResourceBundle b = ResourceBundle.getBundle("Application",l); Frame f = new Frame();* ***//to create frame*** *f.setVisible(true);* ***//to provide visibility to frame*** *f.setSize(300,75);* ***//to align the frame set bounds*** *f.setLayout(new FlowLayout());* ***//to set the frame proper format***

***//creation of buttons with labels***

Button b1 = new Button(b.getString("wish")); Button b2 = new Button(b.getString("lovely")); Button b3 = new Button(b.getString("angry"));

***//adding buttons into frame***

f.add(b1);

f.add(b2);

f.add(b3);

}

}
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***Test.java:- example*** *import java.util.\*; public class Test {*

static public void main(String[] args) { String language;

String country;

Locale currentLocale;

ResourceBundle messages; if (args.length != 2)

{ language = new String("en"); country = new String("US");

}

else

{ language = new String(args[0]); country = new String(args[1]);

}

currentLocale = new Locale(language, country);

messages = ResourceBundle.getBundle("Application", currentLocale); System.out.println(messages.getString("wish")); System.out.println(messages.getString("lovely")); System.out.println(messages.getString("angry"));

}

}

D:\5batch>java Test hello

i love you i hate you

D:\5batch>java Test x y hello

i love you i hate you

D:\5batch>java Test tl IN

??????

? ???? ???

? ??? ?

D:\5batch>java Test fr FR hlloe

i evol you i etah you

***Example :- display Date in different Locale. DateFormat.DEFAULT, DateFormat.SHORT, DateFormat.MEDIUM, DateFormat.LONG,***
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***Test.java:-***

import java.util.\*;

import java.text.DateFormat; class Test

{ public static void main(String[] args)

{

Date d = new Date();

***//default locale en US***

DateFormat df1 = DateFormat.getDateInstance(DateFormat.DEFAULT,Locale.getDefault()); System.out.println(df1.format(d));

***//date of fresh***

DateFormat df2 =DateFormat.getDateInstance(DateFormat.MEDIUM,Locale.FRENCH); System.out.println(df2.format(d));

***//date of Italy***

DateFormat df3 =DateFormat.getDateInstance(DateFormat.SHORT,Locale.ITALY); System.out.println(df3.format(d));

}

};

***D:\5batch>java Test Nov 21, 2014***

***21 nov. 2014 21/11/14***

***Example on time format:-***
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import java.util.\*; import java.text.\*; class Test

{ public static void main(String[] args)

{Date d = new Date();

DateFormat df1 = DateFormat.getTimeInstance(DateFormat.DEFAULT,Locale.getDefault()); System.out.println(df1.format(d));

DateFormat df2 = DateFormat.getTimeInstance(DateFormat.MEDIUM,Locale.FRENCH); System.out.println(df2.format(d));

DateFormat df3 = DateFormat.getTimeInstance(DateFormat.SHORT,Locale.ITALY); System.out.println(df3.format(d));

}

};

***Example on both data and Time format:-***
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import java.util.\*; import java.text.\*; class Test

{ public static void main(String[] args)

{ Date d = new Date();

***DateFormat df1 = DateFormat.getDateTimeInstance(DateFormat.FULL,DateFormat.FULL,Locale.getDefault());***

System.out.println(df1.format(d));

***DateFormat df2 = DateFormat.getDateTimeInstance(DateFormat.FULL,DateFormat.FULL,Locale.FRENCH);***

System.out.println(df2.format(d));

}

};

***JVM Architecture:-***
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Class loader subsystem:-

1. *It is used to load the classes and interfaces.*
2. *It verifies the byte code instructions.*
3. *It allots the memory required for the program.*

***Runtime data area:-this is the memory resource used by the JVM and it is 5 types Method Area:-****It is used to store the class data and method data.*

***Heap area:-****It is used to store the Objects.*
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***Runtime data areas shared among all threads.***

Java stacks:-

* *Whenever new thread is created for each and every new thread the JVM will creates PC(program coubter) register and stack.*
* *If a thread executing java method the value of pc register indicates the next instruction to execute.*
* *Stack will stores method invocations of every thread. The java method invocation includes local variables and return values and intermediate calculations.*
* *The each and every method entery will be stored in stack. And the stack contains grounp of enteries and each and every entry stored in one stack frame hence stack is group of stack frames.*
* *Whenever the method complets the entry is automatically deleted from the stach so whatever the functionalities declared in method it is applicable only for respective methods.*

Java native method stack is used to store the native methods invocations.
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***Runtime data areas exclusive to each thread.***

***Native method interface:-***

Native method interface is a program that connects native methods libraries (C header files) with JVM for executing native methods.

***Native method library:*** It contains native libraries information.

***Execution engine:-***

It is used to execute the instructions are available in the methods of loaded classes.

It contains JIT(just in time compiler) and interpreter used to convert byte code instructions into machine understandable code.

***Modifiers summary:-***

* ***In java no concept like “access specifiers and access modifiers” and only one concept is there modifiers concept.***
* ***How many Modifiersin java means don’t say 3 or 4 or 5 ,in java 11 modifiers are there.***
* ***The default modifier in java is “default”.***

***Proof 1:-***

private class Test

{ public static void main(String[] args)

{

}

}

***Compilation Error:-***

D:\morn11>javac Test.java

***Test.java:1: modifier private not allowed here***

private class Test

***proof 2:- in eclips IDE shows information like this.***
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***modifier*** ***classes methods variables***

|  |  |  |  |
| --- | --- | --- | --- |
| *public* | *yes* | *yes* | *yes* |
| *private* | *no* | *yes* | *yes* |
| *default* | *yes* | *yes* | *yes* |
| *protected* | *no* | *yes* | *yes* |
| *final* | *yes* | *yes* | *yes* |
| *abstract* | *yes* | *yes* | *no* |
| *strictfp* | *yes* | *yes* | *no* |
| *transient* | *no* | *no* | *yes* |
| *native* | *no* | *yes* | *no* |
| *static* | *no* | *yes* | *yes* |
| *synchronized* | *no* | *yes* | *no* |
| *volatile* | *no* | *no* | *yes* |

***Java is not a object oriented programming language:-***

***java supporting primitive data types there are not a objects. To represent these primitives in the form of objects java having concept like Wrapper classes.***

int a=10; boolean b=true;

***Without creation of object we are able to achieve application requirement by using static methods.***

class Test

{ static void m1()

{ System.out.println("hi Sai");

}

public static void main(String[] args)

{ Test.m1();

}

}

***java is not supporting oops concepts like multiple inheritance & hybrid inheritance.***

**Class A extends B,C===****error**

***Different approaches to create objects in java:-***

1. *By using new operator.*
2. *by using clone() method.*
3. *without using new operator by using* ***String str=”Sai”; [by using String content].***
4. *at the time of deserialization we are getting the data from file we are stored in object form.*
5. *By using factory method*
   1. *Instance factory method*
   2. *Static factory method*
6. *By using newInstance method. (used by servers)……etc*

## Arrays

* *Arrays are used to represent group of elements as a single entity but these elements are homogeneous & fixed size.*
* *The size of Array is fixed it means once we created Array it is not possible to increase and decrease the size.*
* ***Array in java is index based first element of the array stored at 0 index.***

***Advantages of array:-***

* + Instead of declaring individual variables we can declare group of elements by using array it reduces length of the code.
  + We can store the group of objects easily & we are able to retrieve the data easily.
  + We can access the random elements present in the any location based on index.
  + Array is able to hold reference variables of other types.

First element element at 5th position
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|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 10 | 20 | 30 | 40 | 50 | 60 | 70 | 80 | 90 |

0 1 2 3 4 5 6 7 8 index

Length is 9

***Different ways to declare a Array:-***

*int[] values; int []values; int values[];*

***declaration & instantiation & initialization :-***

|  |  |  |
| --- | --- | --- |
| ***Approach 1:-*** | int a[]={10,20,30,40}; | ***//declaring, instantiation, intialization*** |
| ***Approach 2:-*** | int[] a=new int[100]; | ***//declaring, instantiation*** |
|  | a[0]=10; | ***//initialization*** |
|  | a[1]=20; |  |
|  | ;;;;;;;;;;;;;;;;;;;;;; |  |
|  | a[99]=40; |  |

***// declares an array of integers***

int[] anArray;

***// allocates memory for 10 integers***

anArray = new int[10];

***// initialize first element***

anArray[0] = 10;

***// initialize second element***

anArray[1] = 20;

***// and so forth***

|  |  |  |  |
| --- | --- | --- | --- |
| anArray[2] = 30; | anArray[3] = 40; | anArray[4] = 50; | anArray[5] = 60; |
| anArray[6] = 70; | anArray[7] = 80; | anArray[8] = 90; | anArray[9] = 100; |

***Example :- taking array elements from dynamic input by using scanner class.***

import java.util.\*; class Test

{ public static void main(String[] args)

{ int[] a=new int[5];

Scanner s=new Scanner(System.in); System.out.println("enter values"); for (int i=0;i<a.length;i++)

{ System.out.println("enter "+i+" value"); a[i]=s.nextInt();

}

for (int a1:a)

{ System.out.println(a1);

}

}

}

***Example :- find the sum of the array elements.***

class Test

{ public static void main(String[] args)

{ int[] a={10,20,30,40};

int sum=0; for (int a1:a)

{ sum=sum+a1;

}

System.out.println("Array Element sum is="+sum);

}

}

***Method parameter is array & method return type is array:-***

class Test

*{* *static void m1(int[] a)* ***//method parameter is array***

{ for (int a1:a)

{ System.out.println(a1);

}

}

*static int[] m2()* ***//method return type is array***

{ System.out.println("m1 method"); return new int[]{100,200,300};

}

public static void main(String[] args)

{ Test.m1(new int[]{10,20,30,40}); int[] x = Test.m2();

for (int x1:x)

{ System.out.println(x1);

}

}

}

***Example:- adding the objects into Array and printing the objects.***

class Test

{ public static void main(String[] args)

{ int[] a = new int[5]; a[0]=111;

for (int a1:a)

{ System.out.println(a1);

}

Emp e1 = new Emp(111,"Sai"); Emp e2 = new Emp(222,"anu"); Emp e3 = new Emp(333,"Saanvi"); Emp[] e = new Emp[5];

e[0]=e1;

e[1]=e2;

e[2]=e3;

for (Emp ee:e)

{ System.out.println(ee); }

}

}

***Output:- E:\>java Test***

***111*** ***0*** ***0*** ***0*** ***0***

***Emp@530daa Emp@a62fc3*** ***Emp@89ae9e null*** ***null Example:- printing array elements with elements and default values.*** *class Test*

{ public static void main(String[] args)

{ Emp[] e = new Emp[5];

e[0]=new Emp(111,"Sai");

e[1]=new Emp(222,"anu");

e[2]=new Emp(333,"Saanvi"); for (Object ee:e)

{ if (ee instanceof Emp)

{ Emp eee = (Emp)ee; System.out.println(eee.eid+" "+eee.ename);

}

if (ee==null)

{ System.out.println(ee);

}

}

}

}

***Output:-*** *E:\>java Test 111* *Sai*

222 anu

333 Saanvi

null null

***Finding minimum & maximum element of the array:-***

class Test

{ public static void main(String[] args)

{ int[] a = new int[]{10,20,5,70,4}; for (int a1:a)

{ System.out.println(a1);

}

***//minimum element of the Array***

int min=a[0];

for (int i=1;i<a.length;i++)

{ if (min>a[i])

{ min=a[i];

}

}

System.out.println("minimum value is ="+min);

***//maximum element of the Array***

int max=a[0];

for (int i=1;i<a.length;i++)

{ if (max<a[i])

{ max=a[i];

}

}

System.out.println("maximum value is ="+max);

}

}

***Example :- copy the data from one array to another array***

class Test

{ public static void main(String[] args)

{ int[] copyfrom={10,20,30,40,50,60,70,80};

int[] copyto = new int[7]; System.arraycopy(copyfrom,1,copyto,0,7); for (int cc:copyto)

{ System.out.println(cc);

}

}

}

***Example :- copy the data from one array to another array***

class Test

{ public static void main(String[] args)

{ int[] copyfrom={10,20,30,40,50,60,70,80};

int[] newarray=java.util.Arrays.copyOfRange(copyfrom,1,4); for (int aa:newarray)

*{* *System.out.println(aa);* ***//20 30 40***

}

}

}

***Example:- finding null index values.***

class Test

{ public static void main(String[] args)

{ String[] str= new String[5]; str[0]="Sai";

str[1]="anu"; str[2]=null; str[3]="Saanvi"; str[4]=null;

for (int i=0;i<str.length;i++)

{ if ( str[i]==null)

{ System.out.println(i);

}

}

}

}

***Root structure:-***

**java.lang.Object**

**|**

**|--java.lang.reflect.Array**

Array is a final class can’t be extended.

***To get the class name of the array:-***

class Test

{ public static void main(String[] args)

{ int[] a={10,20,30};

System.out.println(a.getClass().getName());

}

}

***Example:-process of adding different types Objects in Object array Test.java:-***

class Test

{ public static void main(String[] args)

{ Object[] a= new Object[6]; a[0]=new Emp(111,"Sai"); a[1]=new Integer(10); a[2]=new Student(1,"anu"); for (Object a1:a)

{ if (a1 instanceof Emp)

{ Emp e1 = (Emp)a1; System.out.println(e1.eid+"---"+e1.ename);

}

if (a1 instanceof Student)

{ Student s1 = (Student)a1; System.out.println(s1.sid+"---"+s1.sname);

}

if (a1 instanceof Integer)

{ System.out.println(a1);

}

if (a1==null)

{ System.out.println(a1);

}

}

}

}

***Emp.java:***

class Emp

{ int eid;

String ename;

Emp(int eid,String ename)

*{* ***//conversion of local to instance***

this.eid=eid; this.ename=ename;

}

}

***Student.java:-***

class Student

{ int sid;

String sname;

Student(int sid,String sname)

*{* ***//conversion of local to instance***

this.sid=sid; this.sname=sname;

}

}

***declaration of multi dimensional array:-***

int[][] a;

int [][]a;

int a[][];

*int* *[]a[];* ***Example :-*** *class Test*

{ public static void main(String[] args)

{ int[][] a={{10,20,30},{40,50,60}};

System.out.println(a[0][0]);//10 System.out.println(a[1][0]);//40 System.out.println(a[1][1]);//50

}

*}* *0* *1*

|  |  |  |
| --- | --- | --- |
| 10 | 20 | 30 |

|  |  |  |
| --- | --- | --- |
| 10 | 20 | 30 |

0 1 2 0 1 2

a[0][0]------10 a[0][1]------20 a[0][2]-----30 a[1][0] 40

a[1][1]-----50 a[1][2] 60

Example:- class Test

{ public static void main(String[] args)

{ String[][] str={{"A.","B.","C."},{"Sai","Sai","Sai"}}; System.out.println(str[0][0]+str[1][0]);

System.out.println(str[0][1]+str[1][1]);

System.out.println(str[0][2]+str[1][2]);

}

}

***Example :- febonacci series*** *import java.util.Scanner; class Test*

{ public static void main(String[] args)

{ System.out.println("enter start series of febonacci"); int x = new Scanner(System.in).nextInt();

int[] feb = new int[x]; feb[0]=0;

feb[1]=1;

for (int i=2;i<x;i++)

{ feb[i]=feb[i-1]+feb[i-2];

}

//print the data for (int feb1 : feb)

{ System.out.print(" "+feb1);

}

}

}

***Example :- febonacci series*** *import java.util.Scanner; class Test*

{ public static void main(String[] args)

{ System.out.println("enter the no required for febonacci"); int a = new Scanner(System.in).nextInt();

System.out.println("enter first no of febonacci"); int x = new Scanner(System.in).nextInt(); System.out.println("enter second no of febonacci"); int y = new Scanner(System.in).nextInt();

int[] feb = new int[a]; feb[0]=x;

feb[1]=y;

for (int i=2;i<a;i++)

{ feb[i]=feb[i-1]+feb[i-2];

}

//print the data for (int feb1 : feb)

{ System.out.print(" "+feb1);

}

}

}

***Pre-increment & post increment :-***

***Pre-increment :- it increases the value by 1 then it will execute statement. Post-increment :-it executes the statement then it will increase value by 1.*** *class Test*

*{* *public static void main(String[] args)*

*{* ***//post increment***

*int a=10;*

*System.out.println(a);* *//10 System.out.println(a++); //10 System.out.println(a);* *//11*

//pre increment

*int b=20;*

*System.out.println(b);* ***//20*** *System.out.println(++b);* ***//21*** *System.out.println(b);* ***//21*** *System.out.println(a++ + ++a + a++ + ++a);*

***//11*** ***13*** ***13*** ***15***

*}*

*}*

***Pre-decrement & postdencrement :-***

### Pre-decrement :- it decreases the value by 1 then it will execute statement. Post-decrement :-it executes the statement then it will increase value by 1. class Test

*{* *public static void main(String[] args)*

*{* ***//post decrement***

*int a=10;*

*System.out.println(a);* *//10 System.out.println(a--); //10 System.out.println(a);* *//9*

//post decrement

*int b=20;*

*System.out.println(b);* *//20 System.out.println(--b);* *//19 System.out.println(b);* *//19 System.out.println(a-- + --a + a-- + --a);*

*//9* *7* *7* *5*

*}*

*}*

### Java Class declaration interview questions

1. What is present version of java and initial version of java?
2. How many modifiers in java and how many keywords in java?
3. What is initial name of java and present name of java?
4. What do you en by open source software & java is open source software or not?
5. What are dependent languages and technologies on java?
6. What do you mean by licensed version and what are the licensed softwares?
7. Can we have multiple public classes in single source file?
8. What do you mean by platform dependent & platform independent ? java is which type?
9. What do you mean by main class & it is possible to declare multiple main classes in single source file or not?
10. What do you mean by token and literal?
11. What do you mean by identifier?
12. Can we create multiple objects for single class?
13. Is it possible to declare multiple public classes in single source file?
14. What is the difference between editor and IDE(integrated development environment)
15. Write the examples of editor and IDE?
16. Define a class & object?
17. What are the coding conventions of classes and interfaces?
18. What are the coding conventions of methods and variables?
19. Is java object oriented programming language?
20. In java program starts form which method and who is calling that method?
21. What are the commands required for compilation and execution?
22. Is it possible to compile how many files at a time & is it possible to execute how many classes at a time?
23. The compiler understandable file format & JVM understandable file format?
24. What is the difference between JRE and JDK?
25. What is the difference between path and class path?
26. What is the purpose of environmental variables setup?
27. What are operations done at compilation time and execution time?
28. What is the purpose of JVM?
29. JVM platform dependent or independent?
30. Is it possible to provide multiple spaces in between two tokens?
31. Class contains how many elements what are those?
32. Who is generating .class file and .class files generation is based on?
33. What is .class file contains & .java contains?
34. What is the purpose of data types and how many data types are present in java?
35. Who is assigning default values to variables?
36. What is the default value of int, char, Boolean, double?
37. Is null is a keyword or not?
38. What is the default values for objects
39. Can I have multiple main methods in single class?
40. What is the default package in java?
41. Can I import same class twice yes-what happened no -why ?
42. Is empty java source file is valid or not?
43. What is the purpose of variables in java?
44. How many types of variables in java and what are those variables?
45. What is the life time of static variables and where these variables are stored?
46. What is the life time of instance variables and where these variables are stored?
47. What is the life time of local variables and where these variables are stored?
48. For the static members when memory is allocated?
49. Where we declared local variables & instance variables & static variables
50. For the instance members when memory is allocated?
51. For the local variables when memory is allocated?
52. What is the difference between instance variables and static variables?
53. Can we declare instance variables inside the instance methods & static variables inside the static method?
54. If the local variables of methods and class instance variables having same names at that situation how we are represent local variables and how are representing instance variable?
55. What is the purpose of method & how many types of methods in java?
56. What do you mean by method signature?
57. What do you mean by method declaration & implementation?
58. What is the purpose of template method?
59. Can we have inner methods in java?
60. One method is able to call how many methods at time?
61. For java methods return type is mandatory or optional?
62. Who will create and destroy stack memory in java?
63. When we will get stackoverFlowError?
64. Is it possible to declare return statement any statement of the method or any specific rule is there?
65. When we will get “variable might not have been initialized” error message?
66. What are the different ways to create a object?
67. By using which keyword we are creating object in java?
68. Object creation syntax contains how many parts?
69. How many types of constructors in java?
70. What are the advantages of constructors in java?
71. How one constructor is calling another constructor? One constructor is able to call how many constructors at time?
72. What do you mean by instantiation?
73. What is the difference between named Object & nameless object?
74. What do you mean by eager object creation & lazy object creation?
75. What is the difference between object instantiation and object initialization?
76. What is the purpose of this keyword?
77. Is it possible to use this keyword inside static area?
78. What is the need of converting local variables to instance variables?
79. Is it possible to convert instance variables to local variables yeshow no-why?
80. When we will get compilation error like “call to this must be first statement in constructor”?
81. When we will get compilation error line “cannot find symbol”?
82. What do u mean by operator overloading, is it java supporting operator overloading concept?
83. What is the purpose of scanner class and it is present in which package and introduced in which version?
84. What are the applicable modifiers for constructors?
85. Who is generating default constructor and at what time?
86. What is object and what is relationship between class and Object?
87. Is it possible to execute default constructor and user defined constructor time?
88. What is the purpose of instance block & what is the syntax?
89. What is the difference between instance block & constructor?
90. What do you mean by object delegation?
91. What is the purpose of instance blocks when it will execute?
92. Inside class it is possible to declare how many instance blocks & constructors ?
93. What is the purpose of static block & what is the execution process?
94. For a class I am creating ten objects so how many times instance blocks are executed & how many times static blocks are executed?
95. How to load the .class file into memory programmatically?
96. How to create the object of loaded class in java?
97. To execute the static block inside the class main method mandatory or optional?
98. Is it possible to print some statements in output console without using main method or not?
99. What is execution flow of method VS constructor Vs instance blocks Vs static blocks?
100. When instance blocks and static blocks are executed?

***Flow control statement***

1. *How many flow control statements in java?*
2. *What is the purpose of conditional statements?*
3. *What is the purpose of looping statements?*
4. *What are the allowed arguments of switch?*
5. *When we will get compilation error like “possible loss of precision”?*
6. *Inside the switch case vs. default vs. Break is optional or mandatory?*
7. *Switch is allowed String argument or not?*
8. *Inside the switch how many cases are possible and how many default declarations are possible?*
9. *What is difference between if & if-else & switch?*
10. *What is the default condition of for loop?*
11. *Inside for initialization & condition & increment/decrement parts optional or mandatory?*
12. *When we will get compilation error like “incompatible types”?*
13. *We are able to use break statements how many places and what are the places?*
14. *What is the difference between break& continue?*
15. *What do you mean by transfer statements and what are transfer statements present in java?*
16. *for (; ;) representing?*
17. *When we will get compilation error like “unreachable statement “?*
18. *Is it possible to declare while without condition yes -**what is default condition no**what is error?*
19. *What is the difference between while and do-while?*
20. *While declaring if , if-else , switch curly braces are optional or mandatory?*

**Oops**

1. What are the main building blocks of oops?
2. What do you mean by inheritance?
3. How to achieve inheritance concept and inheritance is also known as?
4. How many types of inheritance in java and how many types of inheritance not supported by java?
5. How to prevent inheritance concept?
6. If we are extending the class then your class will become parent class but if we are not extending what is the parent class?
7. One class able to extends how many classes at a time?
8. What is the purpose of extends keyword?
9. What do you mean by cyclic inheritance java supporting or not?
10. What is the difference between child class and parent class?
11. Which approach is recommended to create object either parent class object or child class object?
12. Except one class all class contains parent class in java what is that except class?
13. What is the purpose of instanceof keyword in java?
14. What is the root class for all java classes?
15. How to call super class constructors?
16. Is it possible to use both super and this keyword inside the method?
17. Is it possible to use both super and this keyword inside the constructor?
18. Inside the constructor if we are not providing this() and super() keyword the compiler generated which type of super keyword?
19. What is the execution process of constructors if two classes are there in inheritance relationship?
20. What is the execution process of instance blocks if two classes are there in inheritance relationship?
21. What is the execution process of static blocks if two classes are there in inheritance relationship?
22. What is the purpose of instanceof operator in java & what is the return-type?
23. If we are using instanceof both reference-variable & class-name must have some relationship otherwise compiler generated error message is what?
24. If the child class and parent class contains same variable name that situation how to call parent class variable in child class?
25. What do you mean by aggregation and what is the difference between aggregation and inheritance?
26. What do you mean by aggregation and composition and Association?
27. Aggregation is also known as?
28. How many objects are created ?
    1. MyClassHero c1,c2;

C1 = New MyClassHero();

1. What do you mean by polymorphism?
2. How many types of polymorphism in java?
3. What do you mean by method overloading and method overriding?
4. How many types of overloading in java?
5. Java supports operator overloading or not?
6. Is it possible to overload the constructors are not?
7. What do you mean by constructor overloading?
8. What are the implicit overloaded operators in java explain it?
9. What do you mean by overriding? What are rules must fallow while performing method overriding?
10. What do you mean by overridden method & overriding method?
11. To achieve overriding how many java classes are required?
12. Is it possible to override variable in java?
13. When we will get compilation error like “overridden method is final”?
14. What is the purpose of final modifier java?
15. Is it possible to override static methods yes-how no-why?
16. Parent class reference variable is able to hold child class object or not?
17. What do you mean by dynamic method dispatch?
18. The applicable modifiers only on local variables?
19. What do you mean by type casting & how many types?
20. Is it all methods present in final class is always final and all variables present final class is always final or not ?
21. If Parent class is holding child class object then by using that we are able to call only overridden methods of child class but how to call direct methods of child class?
22. Object class present in which package & it contains how many methods?
23. When we will get compilation error like “con not inherit from final parent”?
24. What do you mean by co-variant return types?
25. What do you mean by method signature?
26. What do u mean by method hiding and how to prevent method hiding concept?
27. What do you mean by abstraction?
28. How many types of classes in java generally?
29. Normal class is also known as ?
30. What is the difference between normal method and abstract method?
31. What is the difference between normal class and abstract class?
32. Is it possible to create a object for abstract class?
33. What do you mean by abstract variable?
34. Is it possible to override non-abstract method as a abstract method?
35. Is it possible to declare main method inside the abstract class or not?
36. What is the purpose of abstract modifier in java?
37. How to prevent object creation in java?
38. What is the definition of abstract class?
39. In java is it abstract class reference variable is able to hold child class object or not?
40. What do you mean by encapsulation & what is the examples encapsulation?
41. What do you mean by tightly encapsulated class?
42. What do you mean accessor method and mutator method ?
43. How many ways area there to set some values to class properties (variables)?
44. What do you mean by javaBean class?
45. The javabean class is also known as?
46. In java program execution starts from which method & who is calling that method?
47. Can we inherit main method in child class?
48. The applicable modifiers on main method?
49. While declaring main method public static modifiers order mandatory or optional?
50. What is the argument of main method?
51. What is the return type of main method?
52. What are the mandatory modifiers for main method and optional modifiers of main method?
53. Why main method is public & static?
54. What do you by command line arguments & command line arguments are stored in which format(type)?
55. Is it possible to pass command line arguments with space symbol no why yeshow ?
56. What is the purpose of strictfp modifier?
57. What is the purpose of native modifier?
58. What do you mean by native method and it also known as?
59. Is it possible to overload the main method or not yes=how no=why?
60. Is it possible to override the main method or not yes=how no=why?
61. What is the purpose of variable argument method & what is the syntax?
62. If the application contains both normal argument & variable argument then which one executed first?
63. The java method allows both variable argument & normal argument in single method?
64. Is it possible to overload the variable argument methods are not?
65. What is the difference between method overloading & variable argument method.
66. What are the modification are allowed on main method? 95)

**Packages**

1. What do you mean by package and what it contains?
2. How many pre-defined packages in java?
3. What is the default package in java?
4. Is it possible to declare package statement any statement of the source file?
5. What is the difference between user’s defined package and predefined package?
6. What are coding conventions must fallow while declaring user defined package names?
7. Is it possible to declare multiple packages in single source file?
8. What do you mean by import?
9. What is the location of predefined packages in our system?
10. How many types of imports present in java explain it?
11. How to import individual class and all classes of packages and which one is recommended?
12. What do you mean by static import?
13. What is the difference between normal and static import?
14. I am importing two packages, both packages contains one class with same name at that situation how to create object of two package classes?
15. If we are importing root package at that situation is it possible to use sub package classes in our applications?
16. What is difference between main package and sub package?
17. If source file contains package statement then by using which command we are compiling that source file?
18. What do you mean by fully qualified name of class?
19. What is the default modifier in java?
20. What is the public access and default access?
21. The public class members(variables,methods,constructors) are by default public or not?
22. What is private access and protected access?
23. What is most restricted modifier in java?
24. What is most accessible modifier in java?
25. Is it possible to declare pre-defined package names as a user defined package names or not?
26. What are the applicable modifiers for constructors?
27. Is it possible to override private methods or not yes=how no=why?
28. When we will get compilation error like “attempting to assign weaker access privileges” now to

rectify?

## Exception handling

* 1. What do you mean by Exception?
  2. How many types of exceptions in java?
  3. What is the difference between Exception and error?
  4. What is the difference between checked Exception and un-checked Exception?
  5. Checked exceptions are caused by?
  6. Unchecked exceptions are caused by?
  7. Errors are caused by?
  8. Is it possible to handle Errors in java?
  9. What the difference is between partially checked and fully checked Exception?
  10. What do you mean by exception handling?
  11. How many ways are there to handle the exception?
  12. What is the root class of Exception handling?
  13. Can you please write some of checked and un-checked exceptions in java?
  14. What are the keywords present in Exception handling?
  15. What is the purpose of try block?
  16. In java is it possible to write try with out catch or not?
  17. What is the purpose catch block?
  18. What is the difference between try-catch?
  19. Is it possible to write normal code in between try-catch blocks?
  20. What are the methods used to print exception messages?
  21. What is the purpose of printStackTrace( ) method?
  22. What is the difference between printStackTrace( ) & getMessage()?
  23. What is the purpose of finally block?
  24. If the exception raised in catch block what happened?
  25. Independent try blocks are allowed or not allowed?
  26. Once the control is out of try , is it remaining statements of try block is executed?
  27. Try-catch , try-catch-catch , catch-catch , catch-try how many combinations are valid?
  28. Try-catch-finally , try-finally ,catch-finally , catch-catch-finally how many combinations are valid?
  29. Is possible to write code in between try-catch-finally blocks?
  30. Is it possible to write independent catch blocks?
  31. Is it possible to write independent finally block?
  32. What is the difference between try-catch –finally?
  33. What is the execution flow of try-catch?
  34. If the exception raised in finally block what happened?
  35. What are the situations finally block is executed?
  36. What are the situations finally block is not executed?
  37. What is the purpose of throws keyword?
  38. What is the difference between try-catch blocks and throws keyword?
  39. What do you mean by default exception handler and what is the purpose of default exception handler?
  40. How to delegate responsibility of exception handling calling method to caller method?
  41. What is the purpose of throw keyword?
  42. If we are writing the code after throw keyword usage then what happened?
  43. What is the difference between throw and throws keyword?
  44. How to create user defined checked exceptions?
  45. How to create user defined un-checked exceptions?
  46. Where we placed clean-up code like resource release, database closeting inside the try or catch or finally and why ?
  47. Write the code of ArithmeticException?
  48. Write the code of NullPointerException?
  49. Write the code of ArrayIndexOutOfBoundsException & StringIndexOutOfBoundsException?
  50. Write the code of IllegalThreadStateException?
  51. When we will get InputMisMatchException?
  52. When we will get IllegalArgumantException?
  53. When we will get ClassCastException?
  54. When we will get OutOfMemoryError?
  55. What is the difference between ClassNotFoundException & NoClassDefFoundError?
  56. Wnen we will get compilation error like “unreportedException must be catcn”?
  57. Wnen we will get compilation error like “Exception XXXException has already been caught”?
  58. When we will get compilation error like “try witnout catcn or finally”?
  59. How many approaches are there to create user defined unchecked exceptions and un-checked exceptions?
  60. What do you mean by exception re-throwing?
  61. How to create object of user defined exceptions?
  62. How to handover user created exception objects to JVM?
  63. What is the difference user defined checked and unchecked Exceptions?
  64. Is it possible to handle different exceptions by using single catch block yes-->how nowhy?

# Interfaces

1. What do you mean by interface how to declare interfaces in java?
2. Interfaces allows normal methods or abstract methods or both?
3. For the interfaces compiler generates .class files or not?
4. Interface is also known as?
5. What is the abstract method?
6. By default modifiers of interface methods?
7. What is the purpose of implements keyword?
8. Is it possible to declare variables in interface ?
9. Can abstract class have constructor ? can interface have constructor?
10. What must a class do to implement interface?
11. What do you by implementation class?
12. Is it possible to create object of interfaces?
13. What do you mean by abstract class?
14. Wnen we will get compilation error like “attempting to assign weaker access privileges”?
15. What is the difference between abstract class and interface?
16. What do you mean by helper class?
17. Which of the fallowing declarations are valid & invalid?
    1. ***class*** ***A implements it1***
    2. ***class*** ***A implements it1,it2,it3***
    3. ***interface it1 extends it2***
    4. ***interface it1 extends it2,it3***
    5. ***interface it1 extends A***
    6. ***interface it1 implements A***
18. what is the difference between classes and interfaces?
19. The interface reference variable is able to hold implementation class objects or not?
    1. Interface-name reference-variable = new implementation class object(); valid or invalid
20. What is the real-time usage of interfaces?
21. what is the limitation of interfaces how to overcome that limitation?
22. What do you mean by adaptor class?
23. What is the difference between adaptor class interfaces?
24. Is it possible to create user defined adaptor classes?
25. Tell me some of the adaptor classes?
26. What do you mean by marker interface and it is also known as? aa. Define marker interfaces?

bb. What are the advantages of marker interfaces?

cc. Is it possible to create user defined marker interfaces or not? dd. Is it possible to declare nested interfaces or not?

Different types of methods in java (must know information about all methods)

1. Instance method
2. Static method
3. Normal method
4. Abstract method
5. Accessor methods
6. Mutator methods
7. Inline methods
8. Call back methods
9. Synchronized methods
10. Non-synchronized methods
11. Overriding method
12. Overridden method
13. Factory method
14. Template method
15. Default method
16. Public method
17. Private method
18. Protected method
19. Final method
20. Strictfp method
21. Native method

Different types of classes in java (must know information about all classes)

1. Normal class /concrete class /component class
2. Abstract class
3. Tightly encapsulated class
4. Public class
5. Default class
6. Adaptor class
7. Final class
8. Strictfp class
9. JavaBean class /DTO(Data Transfer Object) /VO (value Object)/BO(Business Object)
10. Singleton class
11. Child class
12. Parent class
13. Implementation class

Different types of variables in java (must know information about all varaibles)

1. Local variables
2. Instance variables
3. Static variables
4. Final variables
5. Private variables
6. Protected variables
7. Volatile variables
8. Transient variables
9. Public variables

***String manipulation***

1. *How many ways to create a String object & StringBuffer object?*
2. *What is the difference between*
   1. *String str=”Sai”;*
   2. *String str = new String(“Sai”);*
3. *equals() method present in which class?*
4. *What is purpose of String class equals() method.*
5. *What is the difference between equals() and == operator?*
6. *What is the difference between by immutability & immutability?*
7. *Can you please tell me some of the immutable classes and mutable classes?*
8. *String & StringBuffer & StringBuilder & StringTokenizer presented package names?*
9. *What is the purpose of String class equals() & StringBuffer class equals()?*
10. *What is the purpose of StringTokenizer nd this class functionality replaced method name?*
11. *How to reverse String class content?*
12. *What is the purpose of trim?*
13. *Is it possible to create StringBuffer object by passing String object as a argument?*
14. *What is the difference between concat() method & append()?*
15. *What is the purpose of concat() and toString()?*
16. *What is the difference between StringBuffer and StringBuilder?*
17. *What is the difference between String and StringBuffer?*
18. *What is the difference between compareTo() vs eqauls()?*
19. *What is the purpose of contains() method?*
20. *What is the difference between length vs length()?*
21. *What is the default capacity of StringBuffer?*
22. *What do you mean by factory method?*
23. *Concat() method is a factory method or not?*
24. *What is the difference between heap memory and String constant pool memory?*
25. *String is a final class or not?*
26. *StringBuilder and StringTokenizer introduced in which versions?*
27. *What do you mean by legacy class & can you please give me one example of legacy class?*
28. *How to apply StringBuffer class methods on String class Object content?*
29. *When we use String & StringBuffer & String*
30. *What do you mean by cloneaing and use of cloning?*
31. *Who many types of cloneaing in java?*
32. *What do you mean by cloneable interface present in which package and what is the purpose?*
33. *What do you mean by marker interface and Cloneable is a marker interface or not?*
34. *How to create duplicate object in java(by using which method)?*

***Wrapper classes***

1. *What is the purpose of wrapper classes?*
2. *How many Wrapper classes present in java what are those?*
3. *How many ways are there to create wrapper objects?*
4. *When we will get NumberFormatException?*
5. *How many constructors are there to create Character Wrapper class Object ?*
6. *How many constructors are there to create Integer Wrapper class?*
7. *How many constructors are there to create Float Wrapper class?*
8. *What do you mean by factory method?*
9. *What is the purpose of valueOf() method is it factory method or not?*
10. *How to convert wrapper objects into corresponding primitive values?*
11. *What is the implementation of toString() in all wrapper classes?*
12. *How to convert String into corresponding primitive?*
13. *What do you mean by Autoboxing and Autounboxng & introduced in which version?*
14. *Purpose of parseXXX() & xxxValue() method?*
15. *Which Wrapper classes are direct child class of Object class?*
16. *which Wrapper classes are direct child class of Number class?*
17. *How to convert primitive to String?*
18. *When we will get compilation error like “int cannot be dereferenced”?*
19. *Wrapper classes are immutable classes or mutable classes?*
20. *Perform fallowing conversions int--->String String--->int* *Integer--->int int--->Integer ?*

***Collections***

1. *What is the main objective of collections?*
2. *What are the advantages of collections over arrays?*
3. *Collection frame work classes are present in which package?*
4. *What is the root interface of collections?*
5. *List out implementation classes of List interface?*
6. *List out implementation classes of set interface?*
7. *List out implementation classes of map interface?*
8. *What is the difference between heterogeneous and homogeneous data?*
9. *What do you mean by legacy class can you please tell me some of the legacy classes present in collection framework?*
10. *What are the characteristics of collection classe?*
11. *What is the purpose of generic version of collection classes?*
12. *What is the difference between general version of ArrayList and generic version of ArrayList?*
13. *What is purpose of generic version of ArrayList & arrays?*
14. *How to get Array by using ArrayList?*
15. *What is the difference betweenArrayList and LinkedList?*
16. *How to decide when to use ArrayList and when to use LinkedList?*
17. *What is the difference between ArrayList & vector?*
18. *How can ArrayList be synchronized without using vector?*
19. *Arrays are already used to hold homogeneous data but what is the purpose of generic version of Collection classes?*
20. *What is the purpose of RandomAccess interface and it is marker interface or not?*
21. *What do you mean by cursor and how many cursors present in java?*
22. *How many ways are there to retrieve objects from collections classes what are those?*
23. *What is the purpose of Enumeration cursor and how to get that cursor object?*
24. *By using how many cursors we are able to retrieve the objects both forward backward direction and what are the cursors?*
25. *What is the purpose of Iterator and how to get Iterator Object?*
26. *What is the purpose of ListIterator and how to get that object?*
27. *What is the difference between Enumeration vs Iterator Vs ListIterator?*
28. *We are able to retrieve objects from collection classes by using cursors and for-each loop what is the difference?*
29. *All collection classes are commonly implemented some interfaces what are those interfaces?*
30. *What is the difference between HashSet & linkedHashSet?*
31. *all most all collection classes are allowed heterogeneous data but some collection classes are not allowed can you please list out the classes?*
32. *What is the purpose of TreeSet class?*
33. *What is the difference between Set & List interface?*
34. *What is the purpose of Map interface?*
35. *What do you mean by entry.*
36. *What is the difference between HashMap & LinkedHashMap?*
37. *What is the difference between comparable vs Comparator interface?*
38. *What is the difference between TreeSet andTtreeMap?*
39. *What is the difference between HashTable and Properties file key=value pairs?*
40. *What do you mean by properties file and what are the advantages of properties file?*
41. *Properties class present in which package?*
42. *What is the difference between collection & collections?*

***Garbage Collector***

1. *What is the functionality of Garbage collector?*
2. *How many ways are there to make eligible our objects to Garbage collector?*
3. *How to call Garbage collector explicitly?*
4. *What is the purpose of gc( ) method?*
5. *What is the purpose of finalize() method?*
6. *If the exception raised in finalize block what happened* ***error or output?***
7. *What is the purpose of RunTime class?*
8. *How to create object of RunTime class?*
9. *What is singleton class?*
10. *What is the algorithm fallowed by GC?*
11. *What is the difference between final , finally , finalize()?*
12. *When GarbageCollector calls finalize()?*
13. *Finalize method present in which class?*
14. *Which part of the memory involved in garbage collector Heap or Stack?*
15. *Who creates stack memory and who destroy that memory?*
16. *What do you mean by demon thread? Is Garbage collector is DemonThread?*
17. *How many times Garbage collector does call finalize() method for object?*
18. *What are the different ways to call Garbage collector ?*
19. *How to enable/disable call of finalize()?*
20. *Is it possible to call finalize() method explicitly by the programmer?*

***Enumeration***

1. *What is the purpose Enumeration?*
2. *How to declare enum?*
3. *enum constants are by default?*
4. *One enum is able extends other enum or not?*
5. *For the enum compiler generate .class files or not?*
6. *What is the difference enum & Enum?*
7. *Is it possible to declare main method & constructor inside the enum or not?*
8. *Is it possible to provide parameterized constructor inside the enum?*
9. *What is the difference between enum and class?*
10. *What is the purpose of values() methods?*
11. *What is the purpose of ordinal() method?*
12. *Is it possible to crate object for enum?*
13. *For enum inheritance concept is applicable or not?*
14. *Is it possible to create object of enum?*
15. *When enum constants are loaded?*
16. *Enums are able to implement interfaces or not?*
17. *Enum introduced in which version?*
18. *What is the difference between* ***enum & Enumeration & Enum?***
19. *Is it possible to override toString() method inside enum?*
20. *Can you use enum constants switch case in java?*

***Nested classes***

1. *What are the advantages of inner classes?*
2. *How many types of nested class?*
3. *How many types of inner classes?*
4. *What do you by static inner classes?*
5. *The inner class is able to access outer class private properties or not?*
6. *The outer class is able to access inner classes properties& methods or not?*
7. *How to create object inner class and outer class?*
   1. *Class Outer*

{ class Inner{ }

}

1. *For the inner classes compiler generates .class files or not? If generates write the name of above inner class .class file name ?*
2. *The outer class object is able to call inner class properties & methods or not?*
3. *The inner class object is able to call outer class properties and methods or not?*
4. *What is the difference between normal inner classes and static inner classes?*
5. *What do you mean by anonymous inner classes?*
6. *What do you mean by method local inner classes?*
7. *Is it possible to create inner class object without outer class object?*
8. *Java supports inner method concept or not ?*
9. *Is it possible to declare main method inside inner classes?*
10. *Is it possible to declare constructors inside inner classes?*
11. *If outer class variables and inner class variables are having same name then hoe to represent outer class variables and how to represent inner class variables?*
12. *Is it possible to declare same method in both inner class and outer class?*
13. *Is it possible to declare main method inside outer classes?*

***File IO***

1. *What is the purpose of java.io package?*
2. *What do you mean by stream?*
3. *What do you mean by channel and how many types of channels present in java?*
4. *What is the difference between normal stream & buffered Streams?*
5. *What is the difference between FileInputStream & BufferedReader?*
6. *What is the difference between FileOutputStream & printwriter?*
7. *Println() method present in which class?*
8. *Out is which type of variable(instance /static ) present in which class?*
9. *To create byte oriented channel we required two class what are those classes?*
10. *To create character oriented channel we required two class what are those classes?*
11. *What is the difference between byte oriented channel and character oriented channel?*
12. *What is the difference between read() & readLine() method?*
13. *What is the difference between normal Streams & bufferd streams?*
14. *Wat is the purpose of write() & println() ?*
15. *Example classes normal Streams & bufferd streams?*
16. *What do you mean by serialization?*
17. *What is the purpose of Serializable interface& it is marker interface or not ?*
18. *How to prevent serialization concept?*
19. *What do you mean deserialization?*
20. *To perform deserialization we required two classes what are those classes?*
21. *To perform serialization we required two classes what are those classes?*
22. *What is the purpose of transient modifier?*
23. *What are advantage of serialization?*
24. *Serializable interface present in which package?*
25. *When we will get IOException how many ways are there to handle the exceptions? 26.*

27. IOException is checked Exception or unchecked Exception?

***Multhreading***

1. *What do you mean by Thread?*
2. *What do you mean by single threaded model?*
3. *What is the difference single threaded model and multithreaded model?*
4. *What do you mean by main thread and what is the importance?*
5. *What is the difference between process and thread?*
6. *How many ways are there to create thread which one prefer?*
7. *Thread class& Runnable interface present in which package?*
8. *Runnable interface is marker interface or not?*
9. *What is the difference between t.start() & t.run() methods where t is object of Thread class?*
10. *How to start the thread?*
11. *What are the life cycle methods of thread?*
12. *Run() method present in class/interface ?Is it possible to override run() method or not?*
13. *Is it possible to override start method or not?*
14. *What is the purpose of thread scheduler?*
15. *Thread Scheduler fallows which algorithm?*
16. *What is purpose of thread priority?*
17. *What is purpose of sleep() & isAlive() & isDemon() & join() & getId() & activeCount() methods?*
18. *Jvm creates stack memory one per Thread or all threads only one stack?*
19. *What is the thread priority range & how to set priority and how to get priority?*
20. *What is the default name of user defined thread and main thread? And how to set the name and how to get the name?*
21. *What is the default priority of main thread?*
22. *Which approach is best approach to create a thread?*
23. *What is the difference between synchronized method and non-synchronized method?*
24. *What is the purpose of synchronized modifier?*
25. *What is the difference between synchronized method and non synchronized method?*
26. *What do you mean by demon thread tell me some examples?*
27. *what is the purpose of volatile modifier?*
28. *What is the difference between synchronized method and synchronized block?*
29. *Wait() notify() notifyAll() methods are present in which class?*
30. *When we will get Exception like “IllegalThreadStateException” ?*
31. *When we will get Exception like “IlleglArgumentException” ?*
32. *If two threads are having same priority then who decides thread execution?*
33. *How two threads are communicate each other?*
34. *What is race condition?*
35. *How to check whether the thread is demon or not? Main thread is demon or not?*
36. *How a thread can interrupt another thread?*
37. *Explain about wait() motify() notifyAll()?*
38. *Once we create thread what is the default priority?*
39. *What is the max priority & min priority & norm priority?*
40. *What is the difference between preemptive scheduling vs time slicing?*

***Internationalization***

1. *What is the main importance of I18n?*
2. *What is the purpose of locale class?*
3. *What is the format of the properties file?*
4. *Local class present in which package?*
5. *What do you mean by properties file and what it contains?*
6. *What is the purpose of ResourceBundle class and how to create object?*
7. *How to convert different languages characters into Unicode characters?*
8. *What is the command used to convert different language characters into Unicode characters?*
9. *Who decides properties file executions?*
10. *What is the method used to get values from properties file?*
11. *By using which classes we are achieving i18n?*
12. *What is the default Locale and how to get it?*
13. *Is it possible to create your own locale?*
14. *What is purpose of DateFormat class and it is preset in which package?*
15. *What are the DataFormat Constantans’ to print Date & time?*
16. *How to print date in different Locales?*
17. *How to print time in different locales?*
18. *How to print both date & time by using single method?*
19. *What do you mean by factory method? getBundle() is factory method or not?*
20. *How to get particular locale language & country?*
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**Demo**

**2-days**

***Topics Covered***

|  |  |  |
| --- | --- | --- |
| **1. First application** | **1-days** | **1. Introduction** |
| **2. Variables** | **2-days** | **2. java Class** |
| **3. Methods** | **2-days** | **3. OOPS** |
| **4. Constructors** | **2-days** | **4. Packages** |
| **5. Instance, static blocks** | **1-day** | **5. nested classes** |
| **6. Flow control statements** | **1-day** | **6. Exception Handling** |
| **7. Inheritance** | **3-days** | **7. Multi Threading** |
| **8. polymorphism,** | **3-days** | **8. Java.io package** |
| **9. packages** | **2-days** | **9.Enumeration** |
| **10. Abstraction** | **2-days** | **10. Assertions** |
| **11. Encapsulation** | **1-day** | **11. Collections** |
| **12. Garbage collector** | **1-day** | **12. Arrays** |
| **13. Exception Handling** | **3-days** | **13. Generics** |
| **14. Java.IO package** | **1-day** | **14. Internationalization (I18N)** |
| **15. String manipulations** | **2-days** | **15. AWT** |
| **16. Wrapper classes** | **1-day** | **16.Swings** |
| **17. Multithreading** | **3-days** | **17. Networking** |
| **18. Enumeration, assertions** | **1-day** | **18.String manipulations** |
| **19. Nested classes** | **1-day** | **19. Wrapper classes** |
| **20. I18n(internationalization)** | **1-day** | **20. Interfaces** |
| **21. Collections,Arrays,generics** | **4-days** | **21. Garbage collector** |
| **22. Applet,AWT,swings** | **2-days** | **22.JDBC basics** |

***Number of days : 42 days*** ***Number of topics : - 22***

Note 1: - Every topic Real Time project implementation examples will be provided. Note 2:- we will discuss 1000+ interview questions in class room.

**Note 3:- complete material will be provided.**

Note 4:- within one week we are able to write examples in classroom .

***by Mr. Sai.***

1st class Demo- importance of java.

2nd class Demo-differences between c& cpp& java.

3rd class installation process

4th class first application

5th class first application & data-types

6th class variables

7th class variables & method introduction.

*8th class* *methods examples.*

*9th class* *constructors*

*10th class* *instance blocks& static blocks*

*11th class* *inheritance*

*12th class* *inheritance-Aggregation keyword*

*13th class* *super keyword*

*14th class* *polymorphism-overloading*

*15th class* *polymorphism-overriding*

*16th class* *polymorphism-overriding rules*

*17th class* *packages*

*19th class* *abstraction-abstract classes*

*20th class* *abstraction-interfaces*

*21th class* *encapsulation*

*22th class* *main method*

*23th class* *flow control statements*

*24st class* *nested classes*

*25th class* *exception handling try-catch*

*26th class* *exception handling finally-throws*

*27th class* *exception handling throw & customization 28th class* *String manipulations*

*29th class* *wrapper classes*

*30th class* *java.io 31st class*

*32nd class*

Example 1:-

*class Test*

*{* *2-instance variables static void m1()*

*{* *print 2-variables*

*}*

*static void m2()*

*{* *print 2-vriables*

*}*

*public static void main(String[] args)*

*{* *call m1();*

*call m2();*

*}*

*};*

Example 2:

*class Test*

*{* *2-instance variables 2-static variables void m1()*

*{* *print 4-variables*

*}*

*static void m2()*

*{* *print 4-vriables*

*}*

*public static void main(String[] args)*

*{* *call m1();*

*call m2();*

*}*

*};*

Example 3:-

*class Test*

*{* *2-instance variables 2-static variables*

arguments return-type

*1-instance method(X x,Emp e)* *Test*

*1-static method(any 2-args)* *float 1-instance method(Product p,int a)* *String 1-static method(any 1-args)* *char*

*public static void main(String[] args)*

*{* *print the 4-variables call the four methods*

Example :-

*class Test*

*{* *2-instance variables 2-static variables*

arguments return-type

*1-instance method(Y y,int a)* *Emp*

*1-static method(any 3-args)* *int*

*1-instance method(Student s,int a)* *double 1-static method(any 1-args)* *Y*

*1-constructor(1-arg) 1-constructor(2-arg)*

*1-instance block (1-sop statement) 1-instance block (1-sop statement) 1-static block (1-sop statement)*

*1-static block (1-sop statement) public static void main(String[] args)*

*{* *create the objects print the 4-variables call the four methods*

*}*

*};*

Example:-

*class Emp*

*{* *void details()*

*{* *take the details from keyboard by uisng scanner class. eid* *ename* *esal*

*}*

*void display()*

*{* *print the emp details.*

*}*

*void status()*

*{* *if (esal>3000)*

*{* *good employee;*

*}*

*else*

*{* *very good employee;*

*}*

*}*

*public static void main(String[] args)*

*{* *call details method call display method call status method*