Final Project Proposal

## Due: Wednesday May 24th, 2023 (24-hour leniency for thursday, though you are encouraged to finish earlier)

## Submission Requirements (per student):

* proposal.pdf (PDF of this completed proposal document)
* wireframes.[png|pdf] (1-2 wireframes, any other brainstorming/design phase notes)
* index.html (main landing page for your store)
* product.html (see HTML requirements for alternative view-switching implementation)
* styles.css (shared stylesheet for your store)
* imgs (folder containing at least one product image, may be template for all products)
* *Other files, such as page-specific CSS and starting JS may vary*

## Website Overview

The objective of the project is to build an e-commerce store (or a similar theme). Your proposal should answer the following questions:

* What type of e-commerce store are you building?
* What is the overall theme of the website (sleek, retro, modern etc)?
* Who is the intended user(s)?
* What exactly does your e-commerce store hope to accomplish? (Many e-commerce stores already exist, why is yours different).

Remember that this is a chance to be creative while practicing putting together everything you've learned in CS132 in a comprehensive "beta-version" project. You won't be implementing any actual products/transactions :) This should be 3-4 sentences answered below.

**Answer:**

**I am building an e-commerce store that sells keyboards. This is a specialized niche market, and we will not only sell traditional keyboards but also mechanical keyboards, ergonomic and customized keyboards. We envision that by unique marketing strategies we can motivate customers to try new products more willingly.**

**The overall theme of the website will be minimalistic and modern aesthetic style. This choice will align with our target customers, who would appreciate clean, simple, yet elegant designs.**

**The intended users may span anyone seeking a high-quality keyboard. They can be office workers, gamers, designers, programmers and music producers.**

**While existing keyboard e-commerce stores sell keyboards online already, there is a lack of community platform that compares different kinds of keyboards. We provide a deeper expertise in keyboard products, and offer an online keyboard-testing feature.**

***Note on Alternative Theme:*** *This year, you may also choose an appropriate alternative theme besides an E-Commerce store. Two examples of appropriate alternative projects include a game manager or a message board.* ***You must get official approval from El for an alternative theme.***

*Alternatives must have reasonable equivalents for the requirements listed in this project, and you'll need to clearly specify your proposed Option Features in your proposal, matching given options as close as possible. An example for a game manager translation from an E-Commerce store could include:*

* *Any product features (main store view, single-product view, product management, etc.) could be replaced with an entity like a user's game score or a specific game with distinguishing attributes such as difficulty, description, category, etc.*
* *Users vs. admins are pretty straightforward for translation.*
* *Your backend API could have endpoints for GET game data/score/player data and POST score/new player, etc.*
* *The cart requirement will require some thinking on your end, but a reasonable proposal that meets the learning objectives should be given.*
* *Games could be an existing game scoreboard (e.g. NYT Crossword scores) or a game that you may have implemented in JS (ok if the game is implemented in a scoreboard).*

## Collaboration Interest

You will have the option to collaborate with a partner (chosen or random) for the back-end part of this assignment. This was added to the Final Project last year, and is strongly recommended based on feedback and overall learning outcomes of building a full-stack application with another student. All students are still required to implement their own front-end requirements, whether or not they use the same API built with a partner.

Indicate whether you are interested in a chosen partner (if you know who right now, please provide name and Caltech email), randomly-assigned partner, or no partner (you may change your mind later):

**Answer: Rachel Shi (rshi@caltech.edu)**

## Chosen Features

For both the front- and back-end you are required to implement the "Required Features" listed below.

In addition, you will also need to choose and implement **at least 2** of the “Chosen Features” from the ones below in order for you to customize this project and make it your own.

You are welcome and encouraged to add more features beyond this - this makes for a really strong project and a quality portfolio piece to showcase. In order to meet the requirements of this assignment your 2 "Chosen Features" should be from the ones listed below. However, if you think of a feature you would like to implement and is not on the list, you may request permission from Melissa to have that feature count as one of your two chosen features. Before requesting, note that in order to be considered for approval the requested feature must be one that requires both front- and back-end support (similarly to the other chosen features listed). The requested feature should not have a similar implementation to the other chosen features on the provided list.

The required features and "chosen features” from the spec are provided after the Required Features for reference.

Out of the “Chosen Features” for both the front-end and back-end, what features will you be implementing? **Note: You may change your mind later as you progress through the term and the Final Project.**

**Answer: I plan to have Option 2 and Option 6 as the chosen features.**

#### 

#### **Front End (Strictly Individual)**

*Note: The only collaboration allowed in this part is linking up to a collaborated API, and wireframes are also fine to work on together (as long as they are different). We expect clearly distinct front-ends for a shared API (which is a great learning experience to reinforce isolation of dependencies between clients and APIs), and submissions with each partner having a clearly distinct client program will be considered stronger submissions. Ask El for any clarifying questions on these expectations.*

* **Required Features**:
  + A “main view” page: a way to see all of your service's products
  + A “ single view” page: a way to see one product (should contain at least 3 pieces of information such as the price/rating/name/colors/sizes it's available in etc.). You may choose to implement each "view" as a separate HTML page (e.g. index.html, contact.html, cart.html, etc.) or dynamically using JS/DOM manipulation.
    - The single view should be applicable and functioning for all products on your main view page.
  + A customer service view (e.g. contact page)
    - Must have a form for users to submit complaints/questions.
    - Must include some level of input validation (HTML5 or JS) to prevent invalid messages (such as empty messages) from being sent
      * This includes indications to the user (such as a message displayed on the screen) indicating that there is an issue with the form if all parts of the form are not filled out
      * You must also indicate to user that their message has been received
  + A way to filter through the products to only display ones with certain properties
    - This can either be accomplished with a search bar *or* a dropdown/other UI elements that, once selected, only display products matching the chosen query
  + A "cart" view which displays a list of items that the user is interested in
    - A user should be able to add/remove items from the cart
  + Must have at least 10 CSS rule sets in your .css file and 10 unique rules **at minimum**
    - Must change at least 2 box model properties (border, padding, margin, height, width)
    - Must import and use at least one font from [Google Fonts](https://fonts.google.com/)
    - Must use at least 2 flex properties (this excludes setting display: flex)
  + Must use fetch to communicate with the back-end (your web service)
    - Errors should be gracefully handled and displayed to the user (you may not use alert, console.log or console.error)

#### 

#### **Back End (Optional Partner)**

* **Required Features**:
  + Must have at least one JSON response (including a plain text response is optional)
  + Must have a GET endpoint to request and return all of your service's products
  + Must have a GET endpoint to request and return information about a single item
    - This endpoint should be functional for each item in your e-commerce store
  + Must have a GET endpoint to request and return some of your service's products based on a filter (price, category, type etc.)
  + Must format the data from each request appropriately to send to the front-end (you should be able to explain why the way you designed your response schema are effective)
  + Must have a POST endpoint to accept and store all feedback received via customer service form (see front-end requirements)
  + Must have at least 2 files to store your data as txt or JSON (SQL tables are also sufficient if you have SQL background)
  + Each file/table must contain at least 2 different attributes that are used to store or retrieve useful data
  + There should be at least 15 items in your E-commerce store (although we encourage you to add more to create a more interesting storefront).
    - (If you choose to use SQL, these items should be inserted into the table in a setup.sql file using INSERT statements)

#### **Chosen Features**

**OPTION 1**: An additional view indicating when/what promotions are available at your e-commerce store. There should be at least 5 promotions/sales available. All the information for the sales/promotions should be retrievable from a GET endpoint.

**OPTION 2**: A way for a user to buy a product/item from your e-commerce store. You should update the page indicating to the user the item has been sold and/or the order is on its way. The updates to the stock of the item should be supported with a POST endpoint. Each time an item is bought the overall stock should be decremented.

**OPTION 3**: A way for a user to leave a review on an item. This review should be displayed on the page for other users to see and should be persistent across page reloads (using the appropriate storage technology). This feature should be supported with a POST endpoint so that each review left will be added to your file system or database.

**OPTION 4**: An additional view in your e-commerce store so that users have a way of becoming "loyal customers." This should be achieved with a form and should require at least three pieces of information from the customer (name, email, address, phone number etc.). Once a user joins successfully there should be a message displayed on the page indicating this. This should be supported with a POST endpoint so that all information on "loyal users" is added to your file system or database.

**OPTION 5**: A way for a user to customize a product. The user should be able to customize at least two features such as color of the product, material of the product etc. These changes should be supported by a POST endpoint which updates the item description with the new customizations.

**OPTION 6**: An additional view for a FAQ page. This should have at least 5 frequently asked questions and the answers displayed on the page for customers to read. This should be supported by a GET endpoint from which all the frequently asked questions and answers can be retrieved.

**OPTION 7**: An additional admin view allowing an administrator to add and/or remove items from the store as well as update current inventory. This should be supported with a POST endpoint which appropriately updates the file system or database with the correct information based on whether the admin has added/removed an item from the store.

**OPTION 8**: An additional admin view for managing the accounts that the e-commerce store users have created. An admin should be able to edit a user account and modify information. This should be supported with a POST endpoint which will appropriately update the user information based on the administrator's actions.

## Potential Showstoppers

* List any problems you think could come up in your project.
* This section should be present even if you have no questions so we can see you’re thinking about this.

**Answer: How to store the data properly? Do we need database background for this part? Can we get some database quick introductions?**

## Wireframe

Upload 1-2 wireframes for your proposed website here (max 1.5MB, png or pdf). It doesn't need to be a work of art, but we encourage you to consider both layout, design, and UI annotations/workflow diagrams.

## Required Proposal Code

Last year, students gave feedback that it would have been helpful to incorporate some code in the proposal to offload work later in the term.

With your proposal, submit at minimum, **2 HTML files linked to 1 shared CSS file** that is related to your proposed project.

Clearly **indicate in your source code as comments** areas that you plan to extend/possibly modify (we won't give in-depth feedback at this stage, but at least 1.5 hours spent on the implementation of these files is expected for full credit).

You can refer to the Coffee Shop case study for an example of a simple store gallery view/single product page and the amount of effort we're expecting at this stage, but you may not copy/paste any code from it. **You *may* use some of your prior CP code (e.g. themes or basic interactivity that make sense in your store), but no more than 75% of each file may be from a CP, and you are expected to have implemented any CP feedback in this submission.** Comments that identify trade-offs/questions/"stretch goals" will be targeted for feedback by your grader (including if you add any optional JS). For material of popular interest in identified stretch goals that may not be core to the course content, El may try to incorporate where appropriate in upcoming lectures.

**Proposal-Stage Code Requirements:**

* **At least 2 HTML file with 5+ distinct tags each**, 2 of which are semantic HTML5 tags
  + 1 landing page (index.html)
  + 1 single-view product page (e.g. product.html)
    - Exception: You may use JS to implement a single view in index.html (e.g. hiding an "all products" view and showing a single product view when a product is clicked)
    - You may hard-code HTML for the single product or hard-code JSON data (which would be populated from a backend API) for this stage, which is a good strategy for mocking up a front-end before hooking it up to a backend
* **At least one styles.css file** for shared styles across your store's pages (you may include other CSS files for page-specific styles)
  + At least one flex container must be used
  + At least 4 different rulesets
  + At least 4 different CSS properties
  + No redundancy in CSS (2-3 repeated box model/layout properties are ok, but encouraged to factor out with a grouped selector)
  + Bootstrap or other CSS libraries are not allowed for the proposal (we want you to get a basic layout/theme without using a library to start)
* Additional files such as JS are optional, but encouraged

**Additional notes/questions for graders may be provided here: for proposal-stage code, I only implemented basic requirements. More to add on the way!**

## Open Questions

* Any other questions or concerns? If so, is there anything the course staff can do to help accommodate these concerns?
* This section should be present even if you have no questions so we can see you’re thinking about this.

**Answer: Are there additional office hours so that I can discuss updates? Also, when is the final project due for grad students?**