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# Introduction

In this project, we will create an assembly code that is able to interpret and decode floating point numbers and perform multiplications. We will use the Easy68K IDE to assemble and run our 68000 program.

# Assembly Code

## Subroutine 1

### Explanation

This subroutine dissects a 32-bit floating point number where the sign consists of 1 bit and the number of exponent bits is given. It provides the separate components of a floating point number in a word for the sign, a long for the exponent, and a long for the mantissa.

The inputs are the 32 bit floating number and the number of exponent bits and, subsequently, the outputs would be the sign, exponent and mantissa, their respective addresses are provided as such:

PEA Input

PEA Exponent\_Bits

PEA Sign

PEA Exponent

PEA Mantissa

Thus, the input of our subroutine 1 is located on the stack just before calling the subroutine: BSR Subroutine\_1:

We will create a small stack frame of size 4 at the start of our subroutine and have A0 as its pointer, we then stored the used registers on the stack: MOVEM.L D1-D4/A1,-(SP)

At the start of our subroutine:

D1 will store the original number

D2 will store the sign of the number

D3 will store the number of exponent bits

D4 will store the number of mantissa bits

A0 will be our stack frame pointer

A1 will be used to load our components

First, we move our 32 bit floating number to the register D1 and check if the number is positive or negative (Since the MSB dictates the sign of the floating point number). If it’s negative, we store a ‘1’ in D2, if not we skip this step.

We then load the number of exponent bits to D3, additionally, we get the number of mantissa bits in D4 by subtracting the number of exponent bits from 31 (Since it’s a 32 bit floating point number and the sign consists of 1 bit).

After loading our essential components, we now have the sign bit, therefore we can store it in memory.

We now need to get the bias, to do so, we will now re-use the register D2 since we’ve already stored its previous value (sign) in memory. D2 will store the bias number:

1. We first subtract 1 from D3 (Which now stores the number of exponent bits - 1)
2. Then we override the entire D2 register by a literal 1
3. After that we perform an arithmetic shift left to the entire D2 register by the number of exponent bits – 1 which is stored in D3.
4. Finally, we subtract 1 from D2 and get our bias :

After that, we store our original number that is stored in D1 in the stack frame in order to preserve it, since it’s now time to get our mantissa:

1. We start by adding 2 to D3 (Which had the number of exponent bits -1), D3 now stores the number of exponent bits + 1 (Which includes the sign)
2. We arithmetically shift left our original number in D1 by the number of exponent bits + 1 which is stored in D3.

We now have the mantissa stored in D1, which we will store in the corresponding memory location.

Since D1 (Where the original number was stored) was destroyed, we get our original number back from the stack frame where we originally placed it before getting our mantissa:  
D1 now has the original number.

The final step of this subroutine is to get our exponent. We know that the biased exponent is stored 1 bit to the right of the MSB (After the sign bit) of our 32 bit floating point number, we will need to isolate that number and remove the bias:

1. We set the first bit of our 32 bit floating point number to 0 by using the using the function: AND.L #$7FFFFFFF,D1 where our original number is stored
2. The first step was necessary since we’re going to arithmetically shift right our number and we know that using this function in the 68000 language would cause problems if the MSB is set to 1 since it will push a 1 to the right every time which would distort our exponent. We shift right by the number of mantissa bits (Stored in D4).
3. We now subtract the bias from D1 (Where the biased exponent is stored).

Having done the last steps, we store our exponent (stored in D1) in the corresponding memory location.

All the outputs have now been supplied; we return the registers as they were before the subroutine by reusing the MOVEM.L function: MOVEM.L (SP)+,D1-D4/A1

Finally, we unlink the stack frame that was created.

The registers are now back to their initial value, for a better code, we return the stack pointer to its initial location in our main code: LEA ($14,SP),SP

### Stack

This is how the stack looks like while performing subroutine 1:

|  |  |
| --- | --- |
| Registers stored using MOVEM |  |
|  |
|  |
|  |
|  |
| Original Input |  |
| Address A0 after LINK | Stack frame |
| Return address of BSR |  |
| Mantissa (address) |  |
| Exponent (address) |  |
| Sign (address) |  |
| Number of exponent bits(address) |  |
| Input (address) |  |

Table 1: Stack while performing subroutine 1.

## Subroutine 2

### Explanation

This subroutine calculates the product of two floating point numbers provided from Main.

The inputs are two 32 bit floating numbers and the number of exponent bits and, subsequently, the outputs would be the product, their respective addresses are provided as such:

PEA Input\_1

PEA Input\_2

PEA Exponent\_Bits

PEA Product

These addresses are provided in the stack before calling subroutine 2.

In this subroutine, we’ll have to call subroutine 1 which we created in the last part. The thing we should look out for is the correct input format for subroutine 1 which is:

PEA Input

PEA Exponent\_Bits

PEA Sign

PEA Exponent

PEA Mantissa

Therefore, in order to make the subroutine 1 function properly, we will have to have these inputs before calling subroutine 1 inside subroutine 2. In order to do so, we will create a new stack frame of size 20 (5 longs) which will act as the input for our subroutine 1 calls.

Just before that step we will store our used registers on the stack using the MOVEM function.

We will get the input and the number of exponent bits from the original inputs of subroutine 2, but for the addresses of “sign”, “exponent” and “mantissa” which have not been provided in the main code, we will store them directly on the stack frame (The content of the stack frame at “sign”, “exponent” and “mantissa” inputs will be their own location on the stack).
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Storing the address of itself on the stack.

Subsequently, after running the above code, the sign, exponent and mantissa of input 1 will respectively be stored in : (-12,A0), (-16,A0), (-20,A0) on the stack frame.

We’ll do the same for input 2 (Having A5 as its respective stack frame pointer), and we will store all of our subroutine 1 results in the following registers:

* D0: Sign of input 1
* D1: Exponent of input 1
* D2: Mantissa of input 1
* D3: Sign of input 2
* D4: Exponent of input 2
* D5: Mantissa of input 2

After having sliced our inputs, it is now time for the multiplication logic.

We’ll first get the sign by using the exclusive or function between D0 and D3.

After that, we can add the exponents since it’s a multiplication, we’ll add D1 to D4.

Now we aren’t yet sure that D4 is our final answer for the exponent value of the multiplication since it could increase by 1 due normalization of the mantissa.

For the mantissa, we know that they are stored from the most significant bit downwards (Based on what was needed in subroutine 1), the process will be as such:

1. We first need to add the hidden mantissa bit, in order to do so we need to arithmetically push to the left of the mantissa a ‘1’ : this is done by arithmetically shifting the mantissa to the right by 1 and using the OR function with #$80000000 which will make the newly added bit a 1.
2. Since we’re going to perform a multiplication, it will have to be done between two **WORDS**, therefore, we will move our mantissas to the word position by arithmetically shifting right by 16 bits. (We do not care about the 1’s that will be added on the left since they will be overridden during the multiplication).
3. Then, we will multiply both modified mantissas in D2 and D5 and store the result in D5. Here we will have to check if the result needs to be normalized which will push our mantissa ‘dot’ to the left and we’ll have to add 1 to the exponent:

Some concepts regarding the multiplication: we are multiplying two 16 bit numbers, and we consider them to have the format:

Hidden ‘1’ bit

15 bits of the mantissa after the dot.

We know that there are 15 bits after our ‘imaginary’ dot, and that we are multiplying two 16 bit numbers which will lead to a number which has 30 bits after the ‘imaginary’ dot.

To know if our product needs normalization we just check if the MSB of our register (The 32nd bit) is set to ‘1’, the number would look like:

30 bits of the mantissa after the dot.

Therefore, we know our mantissa should include the 31st bit and the exponent should be incremented by 1. If that MSB bit was set to 0, then we know that our mantissa is just made out of the 30 bits after the ‘imaginary’ dot.

If normalization was needed, this code would run: ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGsAAAAfCAIAAABvbqSMAAAAAXNSR0IArs4c6QAAA0ZJREFUaEPtWT2O6jAQDu8sIPSKHABuQPQKKo6QtHAAqi1fEVpyhFQUq+QGywFSoFW4Czv2BMf5sT3BBBYUFwhlxvPz2TNDPkaXy8UZlgUCfyz2PmPreTcPUicN5rvzM9y3+NQgmAaj65rvalt386soCCAbJpXURyPI0rS66kv2zt+ZOx3LDtAYCVY4A5EX+yKFWhERUuARaBBc7KHC83A2CxM3lo8cHMWrHISwEieKMBWunvizkEn2CxOAnfXRYH46NixDPJ6TgG+jT6YwXn+Bpp9g/JCAJ4MonlNSMCHI5OfP2N2uF0s3/myvGobb15oUurUSu2he5ETeZHOMPHbl0CRgQs63EcRin4fZh0VPMPRBAHAJ14lDKJxDxKt4UpRCo8CtgVIaYKfFL3lx0+90cuOpezzlhVd2MrjuUMWstW04gBzCjWwSTh1XvorFXegPO2EZOmCPXthlvi6obhqGujuYHljJ4Imw6jm0jIfxeusfT61zA8cmfZn0WRFD/R43Ey+CD9rcILiHU5n9ndQVF0s/+ybs1k2S9JCF4kjgS5ghhJCJNPTAv4/3VL9wWnaCtGaQFTEMNuj1/APab2Uct7s3u03/b6DVM1MwpEVi591H5E5NSXG5jFH5HSItduNsFXOOd6GKYVSQVCRpOdkKC40H1RglcXtc2AERwbLgakN4Vh48j/UaYdF3RGqFb9lWKZOMtIdyfapAUL/peVIxSIghACJV/Ij7OqiNQJd0V19RCTrr5LS9/ZcOKee3RpCEgK3Sq70X2+Z7//0DgraYDggOCNoiYLv/1e7gO/CDKn5Nw7u1HvMv5AeLOHlk5Len7vygil/T825NELvyiWihb36Qvdt5Tlh/b9GUuqGKjfwgEKXt/Jo179YM+gH8ILgA8nj/r0NzvIUfrJmv8GuSTPW8Q3RV1b75QeS6SYSFFJgWQTU/eDMKlht75QdZh0A2j5PgpH9dtP+TOBR+EBBp59fUz1UgPp0f5J0ZeWPG/hAvo+6/OgU/WEOg5NeqgtpzM1Fnup6984OmABTyzvxgouDXSkqx8FQl+5BV/O38YI0KpZBcAz9IQUmn89bs1sAP3tiYHrvt1d6LH4sOxduAIAUlnc4Pq3oALf73akwAAAAASUVORK5CYII=)

Where D4 stores the exponent and after shifting left our register D5 would have the correct mantissa.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAG0AAAAXCAIAAACOI1amAAAAAXNSR0IArs4c6QAAAmVJREFUWEftWD2SskAQhT2LlhEHwBtAZOQRIMVgQyNDA0j1CEQGltxAD2BgbcFd2O4ZGJo/YXBqt7Smo126p6f7zevX+31mnueGtpcR+Ho5g06ACGgc1fBA46hxVIOAmizvw8csWvqJkfjLKFPTutIsnTgmvlnaMmpcFy1Ll+9DT+gl4aYJvQ6ZbDzJl/3crcWMXiDqGcYXXkL0hT+QUmuuES20W4S/e7otDW07vHh2mFZ+9q34/eIZhh0KXyOyN23pkI3P4T7vAgV4lyo3fCvrwXKoq7sAlqRw0RONvIPVtwJ65zo7x9Y2cFZWfO6eI+eQ59dgiHtq/Mhg92gc3fnmdnRNs5wSqOEacHo636Etd5lzSMP7TpFK9OIIMK4cKA+BFPXNgus6nhfD0Rp5uTZkovHNGIELFne8X7KP1wcoWMZmC+v2SIsT+D7cpsx1D46Jv2EwMiA3NHFwLTidrmPBC5niJ8aCMvaeRHVzje0LwwEEqRTKcCcg2SkFKB3UuoWHig2nSwlxXcV6rhgf3yyHajYoG+o0EfFn4lYrOadyT05hK7IK2b2vT/daovB+YlsYZIpsRWCIxzn73Ph6nvDEIi2ONd8E/IFKTcSC5vGafCCVDF+b7DewAlBegc+isSzaHa3FUFMtfxN49r7M+CMLLjB1qh2nq7KZlzCYn2p9GMP4BknSAseK9v1J2K11nlatFcfomFVbSp6M+H89sgT+r3ixZkYWALiMnvaRKZ+FmYjl5xlsnvljm8su8OlAfCiO0wGZePJ9/n09scE/OqZxVAO0xlHjqAYBNVk0HzWOahBQk+UXRBjj81SjG7wAAAAASUVORK5CYII=)

If not, then this code would run:

Where D5 would be shifted to the left by 2 leaving the correct mantissa.

*PS: We can never have a product value of : since we are multiplying two normalized mantissas. ()*

Having done the multiplication logic, we will have to reconstruct the product from its sign, exponent and mantissa into its hexadecimal 32 bit floating point representation and store it as the output of the subroutine in memory.

For that we will need the number of exponent bits (which we have), the number of mantissa bits and the bias:

1. First, we will shift our mantissa in D5 by 1 (And set the MSB to 0 because of the arithmetic shift right) then by the number of exponents bits to the right.
2. Then we get the bias (As in subroutine 1) and add to our exponent in D4
3. After that we shift our exponent to the left by the number of mantissa bits (So that it sits directly to the right of the mantissa).
4. Finally, we test the sign bit in D3, and set it (if D3 is set to ‘1’), in our MSB at D5.
5. After performing an OR.L on our 3 modified and shifted parts (Sign, exponent mantissa) we’ll get our final product answer that we will store in the appropriate memory location.

The output has now been supplied; we unlink the stack frames that were created, then we return the registers as they were before the subroutine by reusing the MOVEM.L function.

The registers are now back to their initial value, for a better code, we return the stack pointer to its initial location in our main code: LEA ($10,SP),SP

### Stack

This is how the stack looks like while performing subroutine 1:

Subroutine 1 call

Subroutine 1 call

Stack frame 1

|  |  |
| --- | --- |
| Mantissa |  |
| Exponent |  |
| Sign | Stack frame 2  Pointing to themselves |
| Number of exponent bits (address) |  |
| Input 2 (address) |  |
| Address A5 after LINK | A5 pointer |
| Mantissa | Pointing to themselves |
| Exponent |
| Sign |
| Number of exponent bits (address) |  |
| Input 1 (address) |  |
| Address A0 after LINK | A0 pointer |
| Registers stored  .  . |  |
|  |
| Return address of BSR 2 |  |
| Product (address) |  |
| Number of exponent bits (address) |  |
| Input 2 (address) |  |
| Input 1 (address) |  |

Table 2: Stack while performing subroutine 2.

*PS: Subroutine 1 stack changes were not included in this table since the stack returns to its original form after performing a subroutine 1 call.*

# Appendix A

## *Project Code:*

ORG $1000

Input\_1 DC.L ??

Input\_2 DC.L ??

Exponent\_Bits DC.W ??

Product DS.L 1

Sign\_1 DS.W 1

Exponent\_1 DS.L 1

Mantissa\_1 DS.L 1

Sign\_2 DS.W 1

Exponent\_2 DS.L 1

Mantissa\_2 DS.L 1

ORG $2000

Subroutine\_1 LINK A0,#-4 \*\*opening a stack frame maybe for bias

MOVEM.L D1-D4/A1,-(SP) \*\*should store the used ones

MOVEQ #0,D2 \*\*Clear D2

\*\*all LEA +4 since based on A0 (base of stackframe)

LEA (26,A0),A1

MOVE.W (A1),A1 \*\*Original number address

MOVE.L (A1),D1 \*\*Original number

BPL.S POSITIVE

NEGATIVE MOVEQ #1,D2 \*\*Storing sign in register

\*\*Maybe instead of LEA directly move.L to register

POSITIVE LEA (22,A0),A1

MOVE.W (A1),A1 \*\*Number of exponent bits address

MOVE.W (A1),D3 \*\* number of exponent bits

LEA (18,A0),A1

MOVE.W (A1),A1 \*\*Address for sign

MOVE.W D2,(A1) \*\*Storing sign in memory

\*\*Until this point: The sign is stored in memory

\*\* D1 has the original number

\*\* D3 has the number of exponen bits

\*\* D2 was used to get the sign

MOVEQ #31,D4 \*\*32 bit number - 1 for sign

SUB.W D3,D4 \*\*Storing the number of mantissa bits in D4(31 - number of exponent bits)

\*\* D4 was used to get the number of mantissa bits

SUBQ #1,D3 \*\* D3 has become number of exponent bits - 1

MOVEQ #1,D2

ASL.L D3,D2\*\*2^ (number of exponent bits -1)-1

SUB.L #1,D2 \*\*D2 is the bias

\*\* D2 has now the the bias

MOVE.L D1,(-4,A0) \*\*Duplicating original number and storing it in the stack frame

ADDQ #2,D3 \*\*number of exponents bits + 1 (Sign)

ASL.L D3,D1 \*\*D6 is our final mantissa (Shifted the mantissa to the left by the number of exponents bits + 1

LEA (10,A0),A1

MOVE.W (A1),A1

MOVE.L D1,(A1) \*\*Mantissa stored

MOVE.L (-4,A0),D1 \*\*Fetching the original number duplicate from the stack frame

AND.L #$7FFFFFFF,D1 \*\*Set MSB to 0 (For ASR)

ASR.L D4,D1 \*\*Moving our exponent by the number of mantissa bits to the right

SUB.L D2,D1 \*\*Removing the bias from it

LEA (14,A0),A1

MOVE.W (A1),A1

MOVE.L D1,(A1) \*\*Exponent stored

MOVEM.L (SP)+,D1-D4/A1

UNLK A0

RTS

ORG $3000

Subroutine\_2 MOVEM.L D1-D7/A1-A6,-(SP)

MOVEA.L (68,SP),A1 \*\*Address of Input 1

MOVEA.L (64,SP),A2 \*\*Address of Input 2

MOVEA.L (60,SP),A3 \*\*Address of number of exponent bits

MOVEA.L (56,SP),A6 \*\*Address of product result

\*\*Preparing stack frame for subroutine 1

LINK A0,#-20

MOVE.L A1,(-4,A0) \*\*Address of input 1 on stack

MOVE.L A3,(-8,A0) \*\*Address of number of exponent bits on stack

LEA (-12,A0),A4

MOVE.L A4,(-12,A0) \*\*Storing sign

LEA (-16,A0),A4

MOVE.L A4,(-16,A0) \*\*Sotring exponent

LEA (-20,A0),A4

MOVE.L A4,(-20,A0) \*\*Storing mantissa

BSR Subroutine\_1

\*\*Stack is now pointing at the top of the stack frame(Where the mantissa is)

\*\*Testing if subroutine performed correctly

MOVE.W (-12,A0),D0 \*\*sign1

MOVE.L (-16,A0),D1 \*\*exponent1

MOVE.L (-20,A0),D2 \*\*mantissa1

\*\*Preparing stack frame for subroutine 1

LINK A5,#-20

MOVE.L A2,(-4,A5) \*\*Address of input 2 on stack

MOVE.L A3,(-8,A5) \*\*Address of number of exponent bits on stack

LEA (-12,A5),A4

MOVE.L A4,(-12,A5) \*\*Storing sign

LEA (-16,A5),A4

MOVE.L A4,(-16,A5) \*\*Sotring exponent

LEA (-20,A5),A4

MOVE.L A4,(-20,A5) \*\*Storing mantissa

BSR Subroutine\_1

\*\*Testing if subroutine performed correctly

MOVE.W (-12,A5),D3 \*\*sign2

MOVE.L (-16,A5),D4 \*\*exponent2

MOVE.L (-20,A5),D5 \*\*mantissa2

\*\*Logic of multiplication:

EOR.B D0,D3 \*\*getting sign

ADD.L D1,D4 \*\*getting exponent

\*\*Shifted by 1 to add the hidden bit, then shifted by 16 (To take a word space)

ASR.L #1,D2

ASR.L #1,D5

OR.L #$80000000,D2

OR.L #$80000000,D5

MOVE.B #16,D7

ASR.L D7,D2

ASR.L D7,D5

MULU D2,D5

BPL POS

NEG ASL.L #1,D5

ADD.L #1,D4

BRA ENDOFSUBROUTINE2

POS ASL.L #2,D5

\*\*Only thing left to do is reconstruct the product

\*\* new sign in D3, exponent in D4, mantissa in D5

ENDOFSUBROUTINE2 ASR.L #1,D5

AND.L #$7FFFFFFF,D5

MOVE.W (A3),D7 \*\*D7 has become the number of exponent bits

ASR.L D7,D5 \*\*Shifted by number of exponent bits + 1 in total

SUBQ #1,D7 \*\* D7 has become number of exponent bits - 1

MOVEQ #1,D2

ASL.L D7,D2 \*\*2^(number of exponent bits -1)-1

SUB.L #1,D2 \*\*D2 is the bias

ADD.L D2,D4 \*\*Adding the bias to the exponent

MOVEQ #30,D1

SUB.L D7, D1 \*\*30 - (number of exponent bits - 1) = number of mantissa bits

\*\*D1 has now the number of mantissa bits

ASL.L D1,D4

OR.L D4,D5

\*\*Checking the sign

TST.L D3

BEQ.S STOREINMEMORY

OR.L #$80000000,D5

\*\*Storing product in memory:

STOREINMEMORY LEA (A6),A6

MOVE.L D5,(A6)

UNLK A5

UNLK A0

MOVEM.L (SP)+,D1-D7/A1-A6

RTS

ORG $400

START MOVEA.L #$4000,A7 \*\*Only to visualize the stack

PEA Input\_1

PEA Exponent\_Bits

PEA Sign\_1

PEA Exponent\_1

PEA Mantissa\_1

BSR Subroutine\_1

LEA ($14,SP),SP

\*\*Stack pointer back to normal

\*\*PART 2:

MOVEA.L #$5000,A7 \*\*Only to visualize the stack

PEA Input\_1

PEA Input\_2

PEA Exponent\_Bits

PEA Product

BSR Subroutine\_2

\*\*Return stack as it was

LEA ($10,SP),SP

\*\*Stack pointer back to normal

END START