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## 实验题目

服务与多线程--简单音乐播放器

## 实验目的

1. 学会使用 MediaPlayer
2. 学会简单的多线程编程，使用 Handle 更新 UI
3. 学会使用 Service 进行后台工作
4. 学会使用 Service 与 Activity 进行通信

## 实验内容

实现一个简单的播放器，要求功能有：

1. 播放、暂停，停止，退出功能。
2. 后台播放功能。
3. 进度条显示播放进度、拖动进度条改变进度功能。
4. 播放时图片旋转，显示当前播放时间功能。

|  |  |  |  |
| --- | --- | --- | --- |
|  |  |  |  |
| 打开程序主页面 | 开始播放 | 暂停 | 停止 |

## 课堂实验结果

1. 实验截图：
   * 1. 虚拟机上效果如下：

|  |  |  |  |
| --- | --- | --- | --- |
|  |  |  |  |
| 打开程序主页面 | 开始播放 | 暂停 | 停止 |

1. 关键步骤：
2. 音乐功能及Service的实现
   1. 将音乐文件添加到内置SD卡中

使用Tool中的Android Device Monitor将音乐文件添加到内置SD卡的音乐目录中，此处需要动用SDK Tool 中的adb 进行root获取写入虚拟机文件的权限。

* 1. 将音乐文件挂载到MediaPlayer，同时实现播放暂停，停止的接口。
* 获取SD卡中音乐文件路径，同时初始化MediaPlayer。

|  |
| --- |
| */\*\*  \* 初始化音乐播放器  \*/* private void MediaPlayer\_Init(){//获取文件路径  PATHS=Environment.*getExternalStoragePublicDirectory*(Environment.*DIRECTORY\_MUSIC*).toString();  try {//初始化  mediaPlayer.setDataSource(PATHS);  mediaPlayer.prepare();  mediaPlayer.seekTo(0);  } catch (Exception e) {  e.printStackTrace();  } } |

* 实现音乐播放和暂停接口

|  |
| --- |
| */\*\*  \* 改变播放状态 暂停和播放互相转换   \*/* public void Start\_Pause() {  if (mediaPlayer.isPlaying()) {  mediaPlayer.pause();  } else {  mediaPlayer.start();  } } |

* 音乐停止接口

|  |
| --- |
| */\*\*  \* 停止当前播放，重新使得mediaPlayer回到载入文件之后的初始状态  \*/* public void Stop\_Play() {  if (mediaPlayer != null) {  mediaPlayer.stop();  try {  mediaPlayer.prepare();  mediaPlayer.seekTo(0);  } catch (Exception e) {  e.printStackTrace();  }  } } |

* 1. 使用Server实现MediaPlayer播放音乐功能
* 在Manfast.xml中注册Service

|  |
| --- |
| <service android:name=".MusicService" android:enabled="true" android:exported="true"/> |

* 实现Binder类，通过 Binder 来保持 Activity 和 Service 的通信

|  |
| --- |
| protected class MyBinder extends Binder {  @Override  protected boolean onTransact(int code, Parcel data, Parcel reply, int flags) throws RemoteException {  switch (code) {  case 101:  Start\_Pause(); //播放or暂停  break;  case 102:  Stop\_Play();//停止  break;  case 103:  mediaPlayer.release();//退出  break;  case 104:  reply.writeInt(mediaPlayer.getCurrentPosition());//更新进度条后调整音乐  break;  case 105:  mediaPlayer.seekTo(data.readInt());//滑动进度条更新播放位置  break;  default: {//其他code设置 为初始化并回传数据  MediaPlayer\_Init();  reply.writeInt(mediaPlayer.getDuration());  reply.writeStringList(PATHS);  break;  }  }  return super.onTransact(code, data, reply, flags);  } } |

* 在Activity实现，建立Activity和Service的连接的函数

|  |
| --- |
| */\*\*  \* 建立Activity和service的连接  \*/* private void Init\_Connect(){  serviceConnection = new ServiceConnection() {  @Override  public void onServiceConnected(ComponentName name, IBinder service) {//连接的建立  myBinder = (MusicService.MyBinder) service;  try {  Parcel data=Parcel.*obtain*();  Parcel reply=Parcel.*obtain*();  myBinder.transact(107,data,reply,0);//初始化  int len=reply.readInt();//返回时长  seekBar.setMax(len); // 设置最大时长  end.setText(time.format(len));//设置时间  }catch (Exception e) {  e.printStackTrace();  }  }  @Override  public void onServiceDisconnected(ComponentName name) {//断开连接  myBinder = null;  }//连接断开  };    Intent intent = new Intent(this, MusicService.class);  startService(intent);  bindService(intent, serviceConnection, Context.*BIND\_AUTO\_CREATE*); } |

* 1. 通过Handler进行UI的更新
* 播放时图片转动以及点击事件初始化

|  |
| --- |
| */\*\*  \* 图片转动设置  \*/* private void Init\_animator(){  animator = ObjectAnimator.*ofFloat*(imageView, "rotation", 0.0f, 360.0f);  //animator =ObjectAnimator.ofFloat(imageView, "rotation", 0.0f);  //第一个参数是控件，第二个是变化方式，第三个是可变长参数，第4个是变化角度  animator.setDuration(10000); //设定转一圈的时间  animator.setInterpolator(new LinearInterpolator());//定义动画的变化速率，这里是线性  animator.setRepeatCount(Animation.*INFINITE*); //设定无限循环 }  */\*\*  \* 点击事件初始化 sta为不同点击事件对应flag，其为Handle更新UI的依据  \*/* private void Init\_listener(){  seekBar.setOnSeekBarChangeListener(new SeekBar.OnSeekBarChangeListener() {  @Override //拖动监听  public void onProgressChanged(SeekBar seekBar, int i, boolean b) {//拖动中  if(b){  try {  Parcel data = Parcel.*obtain*();  Parcel reply = Parcel.*obtain*();  data.writeInt(i);  myBinder.transact(105, data, reply, 0);//更新播放位置  } catch (Exception e) {  e.printStackTrace();  }  }  }  @Override  public void onStartTrackingTouch(SeekBar seekBar) {}//开始拖动  @Override  public void onStopTrackingTouch(SeekBar seekBar) {}//拖动完毕  });  play.setOnClickListener(new View.OnClickListener() {  @Override  public void onClick(View view) {//播放暂停切换  if(status.getText().toString().equals("Playing"))sta=2;  else sta=1;  }  });  stop.setOnClickListener(new View.OnClickListener() {//停止  @Override  public void onClick(View view) {  sta=3;  }  });//停止  quit.setOnClickListener(new View.OnClickListener() {//退出  @Override  public void onClick(View view) {  sta=4;  }  });//退出 } |

* 使用Handler更新UI

|  |
| --- |
| */\*\*  \* 使用Handler更新UI  \*/* private void Init\_Handler(){  final Handler mHandler = new Handler() {  @Override  public void handleMessage(Message msg) {  super.handleMessage(msg);  if (msg.what == 1 || msg.what == 2) {//播放or暂停  if (msg.what == 1) {//播放  play.setText("Paused");  status.setText("Playing");  if (animator.isPaused()) animator.resume();  else animator.start();  } else {//暂停  play.setText("PLAY");  status.setText("Paused");  animator.pause();  }  try {  Parcel data = Parcel.*obtain*();  Parcel reply = Parcel.*obtain*();  myBinder.transact(101, data, reply, 1);  } catch (Exception e) {  e.printStackTrace();  }  } else if (msg.what == 3) {//停止  seekBar.setProgress(0);  play.setText("PLAY");  status.setText("Stopped");  animator.setCurrentPlayTime(0);  animator.cancel();  try {  Parcel data = Parcel.*obtain*();  Parcel reply = Parcel.*obtain*();  myBinder.transact(102, data, reply, 0);  } catch (Exception e) {  e.printStackTrace();  }  } else if (msg.what == 4) {//退出  try {  Parcel data = Parcel.*obtain*();  Parcel reply = Parcel.*obtain*();  myBinder.transact(103, data, reply, 0);  } catch (Exception e) {  e.printStackTrace();  }  unbindService(serviceConnection);//停止服务时解除绑定  serviceConnection = null;  try {  MainActivity.this.finish();  System.*exit*(0);  } catch (Exception e) {  e.printStackTrace();  }  }   sta = 0; //状态置0  try {//音乐进度更新  Parcel data = Parcel.*obtain*();  Parcel reply = Parcel.*obtain*();  myBinder.transact(104, data, reply, 0);  int progress = reply.readInt();  seekBar.setProgress(progress);  begin.setText(time.format(progress));  } catch (Exception e) {  e.printStackTrace();  }   }  };  */\*\*  \* 新建子线程定时调用Hander  \*/* Thread mThread = new Thread(){ //子线程更新  @Override  public void run(){  while (true) {  try {  Thread.*sleep*(100);  } catch (Exception e) {  e.printStackTrace();  }  mHandler.obtainMessage(sta).sendToTarget();  }  }  };  mThread.start(); } |
|  |

1. 实验中遇到的困难和解决思路：
2. 一开始文件无法传进虚拟机，一直提示没有权限：

![](data:image/png;base64,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)

解决办法使用sdk中的platform-tools工具中的adb进行强行root，使用命令adb root之后权限问题解决。

1. 音乐文件放在/data文件夹中无法被获取。

解决方式，直接改放到内置SD卡的音乐目录下直接使用Environment.getExternalStoragePublicDirectory(Environment.DIRECTORY\_MUSIC)获取。

1. 在主界面选择back之后在进入图片不转。

解决办法有2，第一种再次进入之后判断图片是不是在转，不转的话使用handler更新使其重头开始转，缺点每次再进入都是从头转。第二种主界面在按下back之后变成后台运行，此时进入时其还在按照时间转动。

## 课后实验结果

* + 1. 动态权限获取。

虚拟机在使用的时候如果需要读取文件需要有文件的读写权限，可以直接在Manifast中注册权限，然后进行动态获取。

|  |
| --- |
| <uses-permission android:name="android.permission.WRITE\_EXTERNAL\_STORAGE"/> <uses-permission android:name="android.permission.READ\_EXTERNAL\_STORAGE"/> |

在主函数中实现动态获取

|  |
| --- |
| */\*\*  \* 动态获取访问SD卡权限  \*/* private static final int *REQUEST\_EXTERNAL\_STORAGE* = 1; private static String[] *PERMISSIONS\_STORAGE* = {  Manifest.permission.*READ\_EXTERNAL\_STORAGE*,  Manifest.permission.*WRITE\_EXTERNAL\_STORAGE* }; public static void verifyStoragePermissions(Activity activity) {  int permission = ActivityCompat.*checkSelfPermission*(activity,  Manifest.permission.*WRITE\_EXTERNAL\_STORAGE*);//直接检测是否否写的权限  if (permission != PackageManager.*PERMISSION\_GRANTED*) { //没有就去申请  ActivityCompat.*requestPermissions*(activity, *PERMISSIONS\_STORAGE*,  *REQUEST\_EXTERNAL\_STORAGE*);  }  else *PERMISSIONS*=true; }  */\*\*  \* 根据权限返回的结果处理  \*/* @Override public void onRequestPermissionsResult(int requestCode , String permissions[],int[] grantResults){  if(grantResults.length>0&&grantResults[0]==PackageManager.*PERMISSION\_GRANTED*){  }  else{  Toast.*makeText*(MainActivity.this,"没有权限程序退出运行",Toast.*LENGTH\_SHORT*).show();  System.*exit*(0);  }  return; } |

* + 1. 实现音乐简单的音乐列表，可以选择音乐列表中音乐进行播放

实现后界面如下图：

|  |  |  |  |
| --- | --- | --- | --- |
|  |  |  |  |

此时我们可以直接获取专辑图片，作为图片进行填充，之后我们可以获取音乐名字，此时就不一定需要时候文件名了。

* 第一步改造界面，没什么说的，加了一个listview，因为只要显示歌曲名称，所以从简ArrayAdapter作为适配器和Listview自带的点击事件。
* 主要任务获取媒体库中歌曲信息，也就是内置SD卡中所有的歌曲信息。

|  |
| --- |
| */\*\*  \* 获取媒体数据库  \*/* public void scanAllAudioFiles(){  //查询媒体数据库  Cursor cursor = getContentResolver().query(MediaStore.Audio.Media.*EXTERNAL\_CONTENT\_URI*, null, null, null, MediaStore.Audio.Media.*DEFAULT\_SORT\_ORDER*);  //遍历媒体数据库  if(cursor.moveToFirst()) {  while (!cursor.isAfterLast()) {  //歌曲编号  int id = cursor.getInt(cursor.getColumnIndexOrThrow(MediaStore.Audio.Media.*\_ID*));  //歌曲名  String tilte = cursor.getString(cursor.getColumnIndexOrThrow(MediaStore.Audio.Media.*TITLE*));  //歌曲专辑编号  int album\_id = cursor.getInt(cursor.getColumnIndexOrThrow(MediaStore.Audio.Media.*ALBUM\_ID*));  //歌曲文件的路径 ：MediaStore.Audio.Media.DATA  String url = cursor.getString(cursor.getColumnIndexOrThrow(MediaStore.Audio.Media.*DATA*));  //歌曲文件的大小 ：MediaStore.Audio.Media.SIZE  Long size = cursor.getLong(cursor.getColumnIndexOrThrow(MediaStore.Audio.Media.*SIZE*));  if (size > 1024 \* 800) {//如果文件大小大于800K，将该文件信息存入  PATHS.add(url);  Music\_name.add(tilte);  Music\_id.add(String.*valueOf*(id));  Music\_albumid.add(String.*valueOf*(album\_id));  }  cursor.moveToNext();  }  } } |

* 之后我们在初始化之后将歌曲名称和ID以及唱片ID返回给主界面，用歌曲名称填充lisview，在建立连接初始化之后加入读取返回的数据然后显示在主界面上，此处读取专辑图片用了网上现成的函数。

|  |
| --- |
| reply.readStringList(Music\_name); reply.readStringList(Music\_id); reply.readStringList(Music\_albumid); Bitmap bm = *getArtwork*(MainActivity.this, Integer.*valueOf*(Music\_id.get(0)),Integer.*valueOf*(Music\_albumid.get(0)),true); if(bm!=null)imageView1.setImageBitmap(bm); listView.setAdapter(new ArrayAdapter<String>(MainActivity.this, android.R.layout.*simple\_expandable\_list\_item\_1*,Music\_name)); |

* 在service的IBender中增加一个状态：当点击某一项之后mediaplayer重新加载歌曲，然后重新初始化

|  |
| --- |
| *\*\*  \* 载入新的歌曲  \** ***@param*** *pos  \*/* private void Music\_reInit(int pos){  if (mediaPlayer != null) {  mediaPlayer.reset();  try {  mediaPlayer.setDataSource(PATHS.get(pos));  mediaPlayer.prepare();  mediaPlayer.seekTo(0);  mediaPlayer.setLooping(true);  } catch (Exception e) {  e.printStackTrace();  }  } } |

IBender中加入新的状态

|  |
| --- |
| case 106: {  Music\_reInit(data.readInt());  reply.writeInt(mediaPlayer.getDuration());  break; } |

在handler中加入新的状态时的UI处理

|  |
| --- |
| else if (msg.what == 5) { //点击更换歌曲  seekBar.setProgress(0); //类似执行停止  begin.setText(time.format(0));  play.setText("PLAY");  status.setText("");  animator.setCurrentPlayTime(0); //动画初始化  animator.cancel();  animator1.setCurrentPlayTime(0);  animator1.cancel();  //获取图片  Bitmap bm = *getArtwork*(MainActivity.this, Integer.*valueOf*(Music\_id.get(pos)),Integer.*valueOf*(Music\_albumid.get(pos)),true);  if(bm!=null)imageView1.setImageBitmap(bm);  try {  Parcel data = Parcel.*obtain*();  Parcel reply = Parcel.*obtain*();  data.writeInt(pos);  myBinder.transact(106, data, reply, 0);  int len = reply.readInt();  seekBar.setMax(len); // 设置最大时长  end.setText(time.format(len));//设置时间  } catch (Exception e) {  e.printStackTrace();  } } |

## 实验思考及感想

这次实验主要就是实现Service制作一个后台音乐播放器，主要的实现只有这里，实验主要也是为了理解如何使用Service。使用中使用Handler，还是在主线程中，只不过是调用了一个子线程让他定时更新UI，虽然不用这个依然可以实现更新UI功能。

实验主要的困难还是在如何放入文件，因为虚拟机的版本问题，同时网上也没有什么正经的教程，都说是可以直接放进去的，直接放进去是可以放到内置SD卡上的不用别的步骤，直接放入，不过无法查看是否放入成功，因为那个目录打不开，而且想要放到指定文件夹比较麻烦，需要用sdk中的平台工具进行root才能做到上述两点，而网上教程基本都没有提及如何使用root，这里的时间花销比较大。

至于Service的实现参考了一下实验文档给出的架构，然后把MediaPlaying所需的几个功能写好直接调用就行，连接的上课也讲得很清楚同时也不难。Handler的实现也不难，其实就是把之前编写中点击事件更新UI的做法搬到Handler。