2021 spring semester final project

1. Lexical

prog ::= word "(" ")" block ;  
decls ::= decls decl  
| ;  
decl ::= vtype word ";" ;  
vtype ::= int | char  
| ;  
block ::= "{" decls slist "}"  
| ;  
slist ::= slist stat  
| stat ;  
stat ::= IF cond THEN block ELSE block  
| word "=" expr ";"  
| EXIT expr ";"  
| ;  
cond ::= expr ">" expr ;  
expr ::= expr "+" fact  
| fact ;  
fact ::= num  
| word ;  
word ::= ([a-z] | [A-Z])\* ;  
num ::= [0-9]\*

The given grammar was put in grammar.txt. But we cannot use this grammar right away. We need to make a parse table for better approach to text that follow this grammar. To make **parse-table**, we need **FIRST** sets and **FOLLOW** sets. But these things do not just come. There are some traps that prevents us from getting it. One of them is the **left-recursion.**

cycle을 제거하기 위해 grammar를 아래와 같이 바꾸었다.

prog ::= word "(" ")" block ;  
decls ::= decls decl  
| ;  
decl ::= vtype word ";" ;  
vtype ::= int | char  
| ;  
block ::= "{" decls slist "}"  
| ;  
slist ::= slist stat  
| ;  
stat ::= IF cond THEN block ELSE block  
| word "=" expr ";"  
| EXIT expr ";" ;  
cond ::= expr ">" expr ;  
expr ::= expr "+" fact  
| fact ;  
fact ::= num  
| word ;  
word ::= ([a-z] | [A-Z])\* ;  
num ::= [0-9]\*

slist와 stat이 변경되었다.

def remove\_recursion(raw\_grammar):  
 grammar = {}  
 for key in raw\_grammar.keys():  
 idx = [0, 0]  
 check = [False, False]  
 for i, value in enumerate(raw\_grammar[key]):  
 if key == value[0]:  
 idx[0] = i  
 check[0] = True  
 elif len(value) == 1:  
 idx[1] = i  
 check[1] = True  
 if check[0] and check[1]:  
 if raw\_grammar[key][idx[1]][0] == '':  
 grammar[key] = [[key+'\_1']]  
 else:  
 grammar[key] = [[raw\_grammar[key][idx[1]][0], key+'\_1']]  
 grammar[key+'\_1'] = [raw\_grammar[key][idx[0]][1:] + [key+'\_1'], ['']]  
 else:  
 grammar[key] = raw\_grammar[key]  
  
 return grammar

But before we find the **FIRST** set and **FOLLOW** set, we had to remove the left-recursion. If there is one, we have a cycle, that will always have non-terminals at the first. To remove that endless cycle, we must make additional non-terminal symbol.

![](data:image/png;base64,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)

By using, this method, **left recursion** was removed. Instead, we had new non-terminals for each **left recursion**. After that, we are now able to get the first set for each non-terminals. Since we had the grammar, we could have just got the sets by hand, but we feared we might make mistakes and thought it would be nice to have some functions that automatically makes one,

def find\_first\_sub(key, grammar):  
 first\_list = []  
 if key not in grammar.keys():  
 return [key]  
 else:  
 for values in grammar[key]:  
 first = find\_first\_sub(values[0], grammar)  
 if type(first) is list:  
 first\_list = first\_list + first  
 else:  
 first\_list.append(first)  
 return first\_list  
  
  
def find\_first(grammar):  
 first\_dic = {}  
 for key in grammar.keys():  
  
 first\_dic[key] = set()  
 for values in grammar[key]:  
 first = find\_first\_sub(values[0], grammar)  
  
 if first != '':  
 first\_dic[key] = first\_dic[key].union(set(first))  
 else:  
 first\_dic[key].add('')  
  
 return first\_dic

After getting the **First** sets for each non-terminals, we can get the **FOLLOW** sets. The FOLLOW sets are the sets of terminals that comes after any given non-terminals. So lets say, we have grammar that is

A -> aBC

Then since C comes after B, which is equal to C follows B, every terminals that comes after C and, C itself include the First sets are also following B. So **FIRST**(C) is included in the **FOLLOW**(B).

Likewise,
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def find\_follow\_sub(m\_key, grammar, first):  
 key\_list = list(grammar.keys())  
 follow = set()  
 for key in key\_list:  
 for value in grammar[key]:  
 for i in range(len(value)):  
 if value[i] == m\_key:  
 if i + 1 < len(value):  
 next\_f = set()  
 if value[i + 1] in key\_list:  
 next\_f = first[value[i + 1]]  
 else:  
 next\_f.add(value[i + 1])  
  
 if '' in next\_f and m\_key != key:  
 fol = find\_follow\_sub(key, grammar, first)  
 follow = follow.union(fol)  
 follow = follow.union(next\_f-{''})  
 else:  
 if m\_key != key:  
 fol = find\_follow\_sub(key, grammar, first)  
 if len(fol) == 0:  
 fol.add('$')  
 follow = follow.union(fol)  
 return follow  
  
  
def find\_follow(grammar, first):  
 follow\_dic = {}  
 key\_list = list(grammar.keys())  
 for m\_key in key\_list:  
 follow = find\_follow\_sub(m\_key, grammar, first)  
 if len(follow) == 0:  
 follow.add('$')  
 follow\_dic[m\_key] = follow  
  
 for i in follow\_dic:  
 print(i, follow\_dic[i])  
  
 return follow\_dic

By using the above method and rules, we know have the follow sets for the non-terminals. Both FIRST sets and FOLLOW sets includes only terminals.

Now since we have both the **FIRST** and **FOLLOW** sets, we can easily construct a **parse-table**. The row of the parse-table is the non-terminals that appears in the grammar, and the columns are the terminals, in this case, alphabets(upper and lower), digits, parenthesis, etc.

def make\_parsing\_table(grammar, terminal, non\_terminal, follow):  
 parsing\_table = []  
 for i in range(len(terminal)):  
 initial = []  
 for j in range(len(non\_terminal)):  
 initial.append(None)  
 parsing\_table.append(initial)  
 for key in grammar.keys():  
 idx1 = terminal.index(key)  
 fol = follow[key]  
 for value in grammar[key]:  
 first = find\_first\_sub(value[0], grammar)  
 for first\_val in first:  
 if first\_val != '':  
 parsing\_table[idx1][non\_terminal.index(first\_val)] = value  
 if '' in first:  
 for f in fol:  
 parsing\_table[idx1][non\_terminal.index(f)] = value  
 print(non\_terminal)  
 for i in parsing\_table:  
 print(i)  
 return parsing\_table

And inside the corresponding slots of table, we enter the grammar. For example,

B -> AC

In this case, A is the most left on the right side. And if non-terminal A has FIRST set as { + , alphabets}, then in the slot of coordinate (A, +) and (A, alphabets), the grammar ‘B-> AC’ is located.

After doing all of these and similar to the FOLLOW sets, we can complete the LL(1) parse-table. LL(1) mean, L : (reading input from Left to right), L : (Left most derivation) and digit 1 between parenthesis means that we will read one symbols at a time.

1. Cut and tokenize the text

main(){  
 int a;  
 int c;  
 int f;  
 char b;  
  
 b = 4;  
 a = b + 14;  
 f = 3 ;  
 c = 5;  
  
 IF a + 1 > c THEN {  
 a=4;  
 }  
 ELSE {  
 int k;  
 a = 22;  
 }  
 EXIT a;  
}

1. Make AST(Abstract Syntax Tree)

Since we know have both LL(1) parse table and tokenized code, we can construct AST, abstract syntax tree. But before we start using these, vital information, we need a node to construct any kind of tree.

class Node:  
 def \_\_init\_\_(self, data, parent, sibling\_order, val=None):  
 self.data = data  
 self.parent = parent  
 self.sibling\_order = sibling\_order  
 self.children = []  
 self.val = val  
  
  
 def make\_children(self, data):   
 for i, dat in enumerate(data):  
 self.children.append(Node(dat, self, i))  
 return self.children[0]  
  
 def get\_next(self):  
 sibling\_order = self.sibling\_order  
 node = self  
 parent = self.parent  
 grand\_parent = None  
 while True:  
 if parent is not None:  
 if len(parent.children)-1 == sibling\_order:  
 sibling\_order = parent.sibling\_order  
 node = parent  
 grand\_parent = parent.parent  
 else:  
 break  
 else:  
 return node  
 parent = grand\_parent.children[sibling\_order+1]  
 while len(parent.children) != 0:  
 node = parent.children[0]  
 return node  
  
 def get\_left(self):  
 node = self  
 if node.sibling\_order == 0:  
 node = node.parent  
 return node.parent.children[node.sibling\_order - 1]  
  
 def get\_right(self):  
 node = self  
 if node.sibling\_order > len(node.parent.children):  
 node = node.parent  
 return node.parent.children[node.sibling\_order + 1]  
  
 def get\_root(self):  
 node = self  
 while node.parent is not None:  
 node = node.parent  
 return node

The given code is class functioning as nodes of a tree. We have 5 attributes in the Node class. Data, parent, children, sibling order, val. Each attribute is used in controlling the nodes that changes as the data which came from analyzing the code.

First we make two stacks. One stack is for parser stack and other for the code. We put starting symbol and ‘$’ inside the parser stack. In the code stack, we insert all the tokens.

From start, we see the top of both stack, which has non-terminal at the parser stack and terminal at the code stack. Then using dose two as the coordinate, we find which grammar should be used.

If we find the grammar than we pop the parser stack and insert the corresponding non-terminalsl

We continue to do so until, the top of two stack are same, which is both terminals. Then we pop both side

We continue this sequence until both side is empty. For specifically when parser stack has only ‘$’ and emptied the code stack.

1. IR(Intermediat Representation)

Generator class로 만들었다.

1. Final Result(Assembly Code)

먼저, grammar를 LL(1)이 되게 수정한 뒤에

grammar의 recursion을 제거해주고

FIRST와 FOLLOW를 구해 parsing table을 만들었다.

그리고나서 이것을 통해 parsing tree를 만들었고,

이것으로 Intermediat Representation를 만들었다.

Tree가 완성되었다는 말은 사실상 모든게 끝이 났다.

어셈블리 코드로 바꿔주기 위해서는 각 statement에 대해 if문을 걸어서 ADD인지, IF인지 등등 구분을 해서 출력하면된다. 특히 goto 는 JUMP로 바뀔 것이다.

tree 및 parsing table이 정상적으로 만들어졌고,

Intermediat Representation 역시 정상적으로 만들어졌지만 시간상의 문제로 인해 어셈블리 코드로 변경까진 하지 못하엿다.

main함수를 실행시키면 std output으로 출력되는 부분으로 구현한 결과를 확인할 수 있다.

symbol table 함수에 보면 다 구현했는데 잘 안된다.